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About This Manual

This manual can be used with controllers labeled R-30iA or R-J3iC. If you have a controller labeled
R-J3iC, you should read R-30iA as R-J3iC throughout this manual.

Copyrights and Trademarks

This new publication contains proprietary information of FANUC Robotics America Corporation,
furnished for customer use only. No other uses are authorized without the express written permission
of FANUC Robotics America Corporation.

FANUC Robotics America Corporation
3900 W. Hamlin Road
Rochester Hills, MI 48309-3253

The descriptions and specifications contained in this manual were in effect at the time this manual
was approved. FANUC Robotics America Corporation, hereinafter referred to as FANUC Robotics,
reserves the right to discontinue models at any time or to change specifications or design without
notice and without incurring obligations.

FANUC Robotics manuals present descriptions, specifications, drawings, schematics, bills of
material, parts, connections and/or procedures for installing, disassembling, connecting, operating and
programming FANUC Robotics’ products and/or systems. Such systems consist of robots, extended
axes, robot controllers, application software, the KAREL® programming language, INSIGHT®
vision equipment, and special tools.

FANUC Robotics recommends that only persons who have been trained in one or more approved
FANUC Robotics Training Course(s) be permitted to install, operate, use, perform procedures on,
repair, and/or maintain FANUC Robotics’ products and/or systems and their respective components.
Approved training necessitates that the courses selected be relevant to the type of system installed
and application performed at the customer site.

2 Warning

This equipment generates, uses, and can radiate radio frequency energy
and if not installed and used in accordance with the instruction manual,
may cause interference to radio communications. As temporarily
permitted by regulation, it has not been tested for compliance with the
limits for Class A computing devices pursuant to subpart J of Part 15 of
FCC Rules, which are designed to provide reasonable protection against
such interference. Operation of the equipment in a residential area is
likely to cause interference, in which case the user, at his own expense,
will be required to take whatever measure may be required to correct
the interference.
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FANUC Robotics conducts courses on its systems and products on a regularly scheduled basis at its
headquarters in Rochester Hills, Michigan. For additional information contact

FANUC Robotics America Corporation
3900 W. Hamlin Road
Rochester Hills, MI 48309-3253

www.fanucrobotics.com

For customer assistance, including Technical Support, Service, Parts & Part Repair, and
Marketing Requests, contact the Customer Resource Center, 24 hours a day, at 1-800-47-ROBOT
(1-800-477-6268). International customers should call 011-1-248-377-7159.

Send your comments and suggestions about this manual to:
product.documentation@fanucrobotics.com

The information illustrated or contained herein is not to be reproduced, copied, downloaded,
translated into another language, distributed, or published in any physical or electronic format,
including Internet, or transmitted in whole or in part in any way without the prior written consent
of FANUC Robotics America, Inc.

AccuStat®, ArcTool®, iRVision®, KAREL®, PaintTool®,PalletTool®, SOCKETS®, SpotTool®,
SpotWorks®, and TorchM ate®ar e Registered Trademarks of FANUC Roboatics.

FANUC Robotics reserves all proprietary rights, including but not limited to trademark and trade
name rights, in the following names:

AccuAir™, AccuCal™, AccuChop™, AccuFlow™, AccuPath™, AccuSeal™, ARC Mate™,

ARC Mate Sr.™, ARC Mate System 1™, ARC Mate System 2™, ARC Mate System 3™, ARC
Mate System 4™, ARC Mate System 5™, ARCWorks Pro™, AssistTool™, AutoNormal™,
AutoTCP™, BellTool™, BODY Works™, Cal Mate™, Cell Finder™, Center Finder™, Clean Wall™,
Dual ARM™, LR Tool™, MIG Eye™, MotionParts™, MultiARM™, NoBots™, Paint Stick™,
PaintPro™, PaintTool 100™, PAINT Works™, PAINT Works II™, PAINTWorks III™, PalletMate™,
PalletMate PC™, PalletTool PC™, PayloadID™, RecipTool™, RemovalTool™, Robo Chop™, Robo
Spray™, S-420i™_ S-430i™, ShapeGen™, SoftFloat™, SOFT PARTS™, SpotTool+™, SR Mate™,
SR ShotTool™, SureWeld™, SYSTEM R-J2 Controller™, SYSTEM R-J3 Controller™, SYSTEM
R-J3iB Controller™, SYSTEM R-J3iC Controller™, SYSTEM R-30iA Controller™, SYSTEM
R-30iB Controller™, TCP Mate™, TorchMate™, Triple ARM™, TurboMove™, visLOC™,
visPRO-3D™, visTRAC™, WebServer™, WebTP™, and YagTool™.

Patents

One or more of the following U.S. patents might be related to the FANUC Robotics products
described in this manual.
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mailto:product.documentation@fanucrobotics.com
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Conventions

This manual includes information essential to the safety of personnel, equipment, software, and data.
This information is indicated by headings and boxes in the text.
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2 Warning
Information appearing under WARNING concerns the protection of
personnel. It is boxed and in bold type to set it apart from other text.

2 Caution
Information appearing under CAUTION concerns the protection of equipment,
software, and data. It is boxed to set it apart from other text.

Note Information appearing next to NOTE concerns related information or useful hints.
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Safety

FANUC Robotics is not and does not represent itself as an expert in safety systems, safety equipment, or
the specific safety aspects of your company and/or its work force. It is the responsibility of the owner,
employer, or user to take all necessary steps to guarantee the safety of all personnel in the workplace.

The appropriate level of safety for your application and installation can best be determined by safety
system professionals. FANUC Robotics therefore, recommends that each customer consult with such
professionals in order to provide a workplace that allows for the safe application, use, and operation of
FANUC Robotic systems.

According to the industry standard ANSI/RIA R15-06, the owner or user is advised to consult the
standards to ensure compliance with its requests for Robotics System design, usability, operation,
maintenance, and service. Additionally, as the owner, employer, or user of a robotic system, it is your
responsibility to arrange for the training of the operator of a robot system to recognize and respond to
known hazards associated with your robotic system and to be aware of the recommended operating
procedures for your particular application and robot installation.

Ensure that the robot being used is appropriate for the application. Robots used in classified (hazardous)
locations must be certified for this use.

FANUC Robotics therefore, recommends that all personnel who intend to operate, program, repair,
or otherwise use the robotics system be trained in an approved FANUC Robotics training course and
become familiar with the proper operation of the system. Persons responsible for programming the
system-including the design, implementation, and debugging of application programs-must be familiar
with the recommended programming procedures for your application and robot installation.

The following guidelines are provided to emphasize the importance of safety in the workplace.

CONSIDERING SAFETY FOR YOUR ROBOT INSTALLATION

Safety is essential whenever robots are used. Keep in mind the following factors with regard to safety:

* The safety of people and equipment

Use of safety enhancing devices
* Techniques for safe teaching and manual operation of the robot(s)

* Techniques for safe automatic operation of the robot(s)

Regular scheduled inspection of the robot and workcell

* Proper maintenance of the robot
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Keeping People Safe

The safety of people is always of primary importance in any situation. When applying safety measures
to your robotic system, consider the following:

e External devices
Robot(s)

* Tooling

* Workpiece

Using Safety Enhancing Devices

Always give appropriate attention to the work area that surrounds the robot. The safety of the work
area can be enhanced by the installation of some or all of the following devices:

* Safety fences, barriers, or chains

* Light curtains

* Interlocks

* Pressure mats

* Floor markings

* Warning lights

* Mechanical stops

* EMERGENCY STOP buttons

* DEADMAN switches

Setting Up a Safe Workcell

A safe workcell is essential to protect people and equipment. Observe the following guidelines to
ensure that the workcell is set up safely. These suggestions are intended to supplement and not replace
existing federal, state, and local laws, regulations, and guidelines that pertain to safety.

* Sponsor your personnel for training in approved FANUC Robotics training course(s) related to
your application. Never permit untrained personnel to operate the robots.

* Install a lockout device that uses an access code to prevent unauthorized persons from operating
the robot.

* Use anti-tie-down logic to prevent the operator from bypassing safety measures.

* Arrange the workcell so the operator faces the workcell and can see what is going on inside the cell.
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* Clearly identify the work envelope of each robot in the system with floor markings, signs, and
special barriers. The work envelope is the area defined by the maximum motion range of the
robot, including any tooling attached to the wrist flange that extend this range.

* Position all controllers outside the robot work envelope.

* Never rely on software or firmware based controllers as the primary safety element unless they
comply with applicable current robot safety standards.

* Mount an adequate number of EMERGENCY STOP buttons or switches within easy reach of the
operator and at critical points inside and around the outside of the workcell.

* Install flashing lights and/or audible warning devices that activate whenever the robot is operating,
that is, whenever power is applied to the servo drive system. Audible warning devices shall
exceed the ambient noise level at the end-use application.

* Wherever possible, install safety fences to protect against unauthorized entry by personnel into
the work envelope.

* Install special guarding that prevents the operator from reaching into restricted areas of the work
envelope.

¢ Use interlocks.

» Use presence or proximity sensing devices such as light curtains, mats, and capacitance and
vision systems to enhance safety.

* Periodically check the safety joints or safety clutches that can be optionally installed between the
robot wrist flange and tooling. If the tooling strikes an object, these devices dislodge, remove
power from the system, and help to minimize damage to the tooling and robot.

* Make sure all external devices are properly filtered, grounded, shielded, and suppressed to prevent
hazardous motion due to the effects of electro-magnetic interference (EMI), radio frequency
interference (RFI), and electro-static discharge (ESD).

* Make provisions for power lockout/tagout at the controller.

* Eliminate pinch points. Pinch points are areas where personnel could get trapped between a
moving robot and other equipment.

* Provide enough room inside the workcell to permit personnel to teach the robot and perform
maintenance safely.

* Program the robot to load and unload material safely.

* [If high voltage electrostatics are present, be sure to provide appropriate interlocks, warning, and
beacons.

* If materials are being applied at dangerously high pressure, provide electrical interlocks for
lockout of material flow and pressure.
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Staying Safe While Teaching or Manually Operating the Robot

Adpvise all personnel who must teach the robot or otherwise manually operate the robot to observe the
following rules:

Never wear watches, rings, neckties, scarves, or loose clothing that could get caught in moving
machinery.

Know whether or not you are using an intrinsically safe teach pendant if you are working in
a hazardous environment.

Before teaching, visually inspect the robot and work envelope to make sure that no potentially
hazardous conditions exist. The work envelope is the area defined by the maximum motion range
of the robot. These include tooling attached to the wrist flange that extends this range.

The area near the robot must be clean and free of oil, water, or debris. Immediately report unsafe
working conditions to the supervisor or safety department.

FANUC Robotics recommends that no one enter the work envelope of a robot that is on, except for
robot teaching operations. However, if you must enter the work envelope, be sure all safeguards
are in place, check the teach pendant DEADMAN switch for proper operation, and place the
robot in teach mode. Take the teach pendant with you, turn it on, and be prepared to release the
DEADMAN switch. Only the person with the teach pendant should be in the work envelope.

2 Warning
Never bypass, strap, or otherwise deactivate a safety device, such as a
limit switch, for any operational convenience. Deactivating a safety
device is known to have resulted in serious injury and death.

Know the path that can be used to escape from a moving robot; make sure the escape path is
never blocked.

Isolate the robot from all remote control signals that can cause motion while data is being taught.

Test any program being run for the first time in the following manner:

c Warning
Stay outside the robot work envelope whenever a program is being
run. Failure to do so can result in injury.

— Using a low motion speed, single step the program for at least one full cycle.
— Using a low motion speed, test run the program continuously for at least one full cycle.
— Using the programmed speed, test run the program continuously for at least one full cycle.

Make sure all personnel are outside the work envelope before running production.
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Staying Safe During Automatic Operation

Adpvise all personnel who operate the robot during production to observe the following rules:

Make sure all safety provisions are present and active.

Know the entire workcell area. The workcell includes the robot and its work envelope, plus the
area occupied by all external devices and other equipment with which the robot interacts.

Understand the complete task the robot is programmed to perform before initiating automatic
operation.

Make sure all personnel are outside the work envelope before operating the robot.
Never enter or allow others to enter the work envelope during automatic operation of the robot.

Know the location and status of all switches, sensors, and control signals that could cause the
robot to move.

Know where the EMERGENCY STOP buttons are located on both the robot control and external
control devices. Be prepared to press these buttons in an emergency.

Never assume that a program is complete if the robot is not moving. The robot could be waiting
for an input signal that will permit it to continue activity.

If the robot is running in a pattern, do not assume it will continue to run in the same pattern.

Never try to stop the robot, or break its motion, with your body. The only way to stop robot
motion immediately is to press an EMERGENCY STOP button located on the controller panel,
teach pendant, or emergency stop stations around the workcell.

Staying Safe During Inspection

When inspecting the robot, be sure to

Turn off power at the controller.
Lock out and tag out the power source at the controller according to the policies of your plant.
Turn off the compressed air source and relieve the air pressure.

If robot motion is not needed for inspecting the electrical circuits, press the EMERGENCY
STOP button on the operator panel.

Never wear watches, rings, neckties, scarves, or loose clothing that could get caught in moving
machinery.

If power is needed to check the robot motion or electrical circuits, be prepared to press the
EMERGENCY STOP button, in an emergency.

Be aware that when you remove a servomotor or brake, the associated robot arm will fall if it is
not supported or resting on a hard stop. Support the arm on a solid support before you release
the brake.
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Staying Safe During Maintenance

When performing maintenance on your robot system, observe the following rules:

* Never enter the work envelope while the robot or a program is in operation.

* Before entering the work envelope, visually inspect the workcell to make sure no potentially
hazardous conditions exist.

* Never wear watches, rings, neckties, scarves, or loose clothing that could get caught in moving
machinery.

* Consider all or any overlapping work envelopes of adjoining robots when standing in a work
envelope.

* Test the teach pendant for proper operation before entering the work envelope.

* Ifitis necessary for you to enter the robot work envelope while power is turned on, you must be
sure that you are in control of the robot. Be sure to take the teach pendant with you, press the
DEADMAN switch, and turn the teach pendant on. Be prepared to release the DEADMAN switch
to turn off servo power to the robot immediately.

* Whenever possible, perform maintenance with the power turned off. Before you open the
controller front panel or enter the work envelope, turn off and lock out the 3-phase power source
at the controller.

* Be aware that an applicator bell cup can continue to spin at a very high speed even if the robot is
idle. Use protective gloves or disable bearing air and turbine air before servicing these items.

* Be aware that when you remove a servomotor or brake, the associated robot arm will fall if it is

not supported or resting on a hard stop. Support the arm on a solid support before you release
the brake.

2 Warning
Lethal voltage is present in the controller WHENEVER IT IS
CONNECTED to a power source. Be extremely careful to avoid
electrical shock. HIGH VOLTAGE IS PRESENT at the input side
whenever the controller is connected to a power source. Turning the
disconnect or circuit breaker to the OFF position removes power from
the output side of the device only.

* Release or block all stored energy. Before working on the pneumatic system, shut off the system
air supply and purge the air lines.

* [solate the robot from all remote control signals. If maintenance must be done when the power
is on, make sure the person inside the work envelope has sole control of the robot. The teach
pendant must be held by this person.

XXXIi



MARRC75KR07091E Rev D Safety

* Make sure personnel cannot get trapped between the moving robot and other equipment. Know the
path that can be used to escape from a moving robot. Make sure the escape route is never blocked.

* Use blocks, mechanical stops, and pins to prevent hazardous movement by the robot. Make sure
that such devices do not create pinch points that could trap personnel.

2 Warning
Do not try to remove any mechanical component from the robot
before thoroughly reading and understanding the procedures in the

appropriate manual. Doing so can result in serious personal injury and
component destruction.

* Be aware that when you remove a servomotor or brake, the associated robot arm will fall if it is

not supported or resting on a hard stop. Support the arm on a solid support before you release
the brake.

* When replacing or installing components, make sure dirt and debris do not enter the system.

* Use only specified parts for replacement. To avoid fires and damage to parts in the controller,
never use nonspecified fuses.

* Before restarting a robot, make sure no one is inside the work envelope; be sure that the robot and
all external devices are operating normally.

KEEPING MACHINE TOOLS AND EXTERNAL DEVICES SAFE

Certain programming and mechanical measures are useful in keeping the machine tools and other
external devices safe. Some of these measures are outlined below. Make sure you know all associated
measures for safe use of such devices.

Programming Safety Precautions

Implement the following programming safety measures to prevent damage to machine tools and
other external devices.

Back-check limit switches in the workcell to make sure they do not fail.

* Implement “failure routines” in programs that will provide appropriate robot actions if an external
device or another robot in the workcell fails.

Use handshaking protocol to synchronize robot and external device operations.

Program the robot to check the condition of all external devices during an operating cycle.
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Mechanical Safety Precautions

Implement the following mechanical safety measures to prevent damage to machine tools and other
external devices.

e Make sure the workcell is clean and free of oil, water, and debris.

* Use DCS (Dual Check Safety), software limits, limit switches, and mechanical hardstops to

prevent undesired movement of the robot into the work area of machine tools and external devices.

KEEPING THE ROBOT SAFE

Observe the following operating and programming guidelines to prevent damage to the robot.

Operating Safety Precautions

The following measures are designed to prevent damage to the robot during operation.

Use a low override speed to increase your control over the robot when jogging the robot.
Visualize the movement the robot will make before you press the jog keys on the teach pendant.
Make sure the work envelope is clean and free of oil, water, or debris.

Use circuit breakers to guard against electrical overload.

Programming Safety Precautions

The following safety measures are designed to prevent damage to the robot during programming:

Establish interference zones to prevent collisions when two or more robots share a work area.
Make sure that the program ends with the robot near or at the home position.

Be aware of signals or other operations that could trigger operation of tooling resulting in personal
injury or equipment damage.

In dispensing applications, be aware of all safety guidelines with respect to the dispensing
materials.

Note Any deviation from the methods and safety practices described in this manual must conform
to the approved standards of your company. If you have questions, see your supervisor.

XXXIV



MARRC75KR07091E Rev D Safety

ADDITIONAL SAFETY CONSIDERATIONS FOR PAINT ROBOT
INSTALLATIONS

Process technicians are sometimes required to enter the paint booth, for example, during daily or
routine calibration or while teaching new paths to a robot. Maintenance personal also must work
inside the paint booth periodically.

Whenever personnel are working inside the paint booth, ventilation equipment must be used.
Instruction on the proper use of ventilating equipment usually is provided by the paint shop supervisor.

Although paint booth hazards have been minimized, potential dangers still exist. Therefore, today’s
highly automated paint booth requires that process and maintenance personnel have full awareness of
the system and its capabilities. They must understand the interaction that occurs between the vehicle
moving along the conveyor and the robot(s), hood/deck and door opening devices, and high-voltage
electrostatic tools.

2 Caution
Ensure that all ground cables remain connected. Never operate the paint robot
with ground provisions disconnected. Otherwise, you could injure personnel or
damage equipment.

Paint robots are operated in three modes:

* Teach or manual mode
* Automatic mode, including automatic and exercise operation

* Diagnostic mode

During both teach and automatic modes, the robots in the paint booth will follow a predetermined
pattern of movements. In teach mode, the process technician teaches (programs) paint paths using
the teach pendant.

In automatic mode, robot operation is initiated at the System Operator Console (SOC) or Manual
Control Panel (MCP), if available, and can be monitored from outside the paint booth. All personnel
must remain outside of the booth or in a designated safe area within the booth whenever automatic
mode is initiated at the SOC or MCP.

In automatic mode, the robots will execute the path movements they were taught during teach mode,
but generally at production speeds.
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When process and maintenance personnel run diagnostic routines that require them to remain in the
paint booth, they must stay in a designated safe area.

Paint System Safety Features

Process technicians and maintenance personnel must become totally familiar with the equipment and
its capabilities. To minimize the risk of injury when working near robots and related equipment,
personnel must comply strictly with the procedures in the manuals.

This section provides information about the safety features that are included in the paint system and
also explains the way the robot interacts with other equipment in the system.

The paint system includes the following safety features:

* Most paint booths have red warning beacons that illuminate when the robots are armed and ready
to paint. Your booth might have other kinds of indicators. Learn what these are.

* Some paint booths have a blue beacon that, when illuminated, indicates that the electrostatic
devices are enabled. Your booth might have other kinds of indicators. Learn what these are.

* EMERGENCY STOP buttons are located on the robot controller and teach pendant. Become
familiar with the locations of all E-STOP buttons.

* An intrinsically safe teach pendant is used when teaching in hazardous paint atmospheres.

* A DEADMAN switch is located on each teach pendant. When this switch is held in, and the teach
pendant is on, power is applied to the robot servo system. If the engaged DEADMAN switch
is released during robot operation, power is removed from the servo system, all axis brakes are
applied, and the robot comes to an EMERGENCY STOP. Safety interlocks within the system
might also E-STOP other robots.

2 Warning
An EMERGENCY STOP will occur if the DEADMAN switch is released
on a bypassed robot.

* Overtravel by robot axes is prevented by software limits. All of the major and minor axes are
governed by software limits. DCS (Dual Check Safety), limit switches and hardstops also limit
travel by the major axes.

* EMERGENCY STOP limit switches and photoelectric eyes might be part of your system.
Limit switches, located on the entrance/exit doors of each booth, will EMERGENCY STOP all
equipment in the booth if a door is opened while the system is operating in automatic or manual
mode. For some systems, signals to these switches are inactive when the switch on the SOC is
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in teach mode.When present, photoelectric eyes are sometimes used to monitor unauthorized
intrusion through the entrance/exit silhouette openings.

* System status is monitored by computer. Severe conditions result in automatic system shutdown.
Staying Safe While Operating the Paint Robot

When you work in or near the paint booth, observe the following rules, in addition to all rules for
safe operation that apply to all robot systems.

c Warning
Observe all safety rules and guidelines to avoid injury.

2 Warning
Never bypass, strap, or otherwise deactivate a safety device, such as a
limit switch, for any operational convenience. Deactivating a safety device
is known to have resulted in serious injury and death.

c Warning
Enclosures shall not be opened unless the area is known to be
nonhazardous or all power has been removed from devices within the
enclosure. Power shall not be restored after the enclosure has been
opened until all combustible dusts have been removed from the interior
of the enclosure and the enclosure purged. Refer to the Purge chapter
for the required purge time.

* Know the work area of the entire paint station (workcell).

* Know the work envelope of the robot and hood/deck and door opening devices.

* Be aware of overlapping work envelopes of adjacent robots.

* Know where all red, mushroom-shaped EMERGENCY STOP buttons are located.

* Know the location and status of all switches, sensors, and/or control signals that might cause the
robot, conveyor, and opening devices to move.

* Make sure that the work area near the robot is clean and free of water, oil, and debris. Report
unsafe conditions to your supervisor.

* Become familiar with the complete task the robot will perform BEFORE starting automatic mode.
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Make sure all personnel are outside the paint booth before you turn on power to the robot servo
system.

Never enter the work envelope or paint booth before you turn off power to the robot servo system.
Never enter the work envelope during automatic operation unless a safe area has been designated.

Never wear watches, rings, neckties, scarves, or loose clothing that could get caught in moving
machinery.

Remove all metallic objects, such as rings, watches, and belts, before entering a booth when the
electrostatic devices are enabled.

Stay out of areas where you might get trapped between a moving robot, conveyor, or opening
device and another object.

Be aware of signals and/or operations that could result in the triggering of guns or bells.
Be aware of all safety precautions when dispensing of paint is required.

Follow the procedures described in this manual.

Special Precautions for Combustible Dusts (powder paint)

When the robot is used in a location where combustible dusts are found, such as the application of
powder paint, the following special precautions are required to insure that there are no combustible
dusts inside the robot.

* Purge maintenance air should be maintained at all times, even when the robot power is off. This

will insure that dust can not enter the robot.

* A purge cycle will not remove accumulated dusts. Therefore, if the robot is exposed to dust

when maintenance air is not present, it will be necessary to remove the covers and clean out any
accumulated dust. Do not energize the robot until you have performed the following steps.

. Before covers are removed, the exterior of the robot should be cleaned to remove accumulated
dust.

. When cleaning and removing accumulated dust, either on the outside or inside of the robot, be
sure to use methods appropriate for the type of dust that exists. Usually lint free rags dampened
with water are acceptable. Do not use a vacuum cleaner to remove dust as it can generate static
electricity and cause an explosion unless special precautions are taken.

. Thoroughly clean the interior of the robot with a lint free rag to remove any accumulated dust.
. When the dust has been removed, the covers must be replaced immediately.

. Immediately after the covers are replaced, run a complete purge cycle. The robot can now
be energized.
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Staying Safe While Operating Paint Application Equipment

When you work with paint application equipment, observe the following rules, in addition to all rules
for safe operation that apply to all robot systems.

2 Warning
When working with electrostatic paint equipment, follow all national and
local codes as well as all safety guidelines within your organization.
Also reference the following standards: NFPA 33 Standards for Spray
Application Using Flammable or Combustible Materials , and NFPA 70
National Electrical Code .

* Grounding: All electrically conductive objects in the spray area must be grounded. This includes
the spray booth, robots, conveyors, workstations, part carriers, hooks, paint pressure pots, as well
as solvent containers. Grounding is defined as the object or objects shall be electrically connected
to ground with a resistance of not more than 1 megohms.

* High Voltage: High voltage should only be on during actual spray operations. Voltage should be
off when the painting process is completed. Never leave high voltage on during a cap cleaning
process.

* Avoid any accumulation of combustible vapors or coating matter.
* Follow all manufacturer recommended cleaning procedures.

* Make sure all interlocks are operational.

* No smoking.

* Post all warning signs regarding the electrostatic equipment and operation of electrostatic
equipment according to NFPA 33 Standard for Spray Application Using Flammable or
Combustible Material.

* Disable all air and paint pressure to bell.

* Verify that the lines are not under pressure.

Staying Safe During Maintenance

When you perform maintenance on the painter system, observe the following rules, and all other
maintenance safety rules that apply to all robot installations. Only qualified, trained service or
maintenance personnel should perform repair work on a robot.

* Paint robots operate in a potentially explosive environment. Use caution when working with
electric tools.

* When a maintenance technician is repairing or adjusting a robot, the work area is under the control
of that technician. All personnel not participating in the maintenance must stay out of the area.
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* For some maintenance procedures, station a second person at the control panel within reach
of the EMERGENCY STOP button. This person must understand the robot and associated
potential hazards.

* Be sure all covers and inspection plates are in good repair and in place.
* Always return the robot to the “home” position before you disarm it.
* Never use machine power to aid in removing any component from the robot.

* During robot operations, be aware of the robot’s movements. Excess vibration, unusual sounds,
and so forth, can alert you to potential problems.

* Whenever possible, turn off the main electrical disconnect before you clean the robot.
* When using vinyl resin observe the following:
— Wear eye protection and protective gloves during application and removal

— Adequate ventilation is required. Overexposure could cause drowsiness or skin and eye
irritation.

— If there is contact with the skin, wash with water.
— Follow the Original Equipment Manufacturer’s Material Safety Data Sheets.
* When using paint remover observe the following:
— Eye protection, protective rubber gloves, boots, and apron are required during booth cleaning.
— Adequate ventilation is required. Overexposure could cause drowsiness.

— If there is contact with the skin or eyes, rinse with water for at least 15 minutes. Then, seek
medical attention as soon as possible.

— Follow the Original Equipment Manufacturer’s Material Safety Data Sheets.
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1.1 OVERVIEW

FANUC Robotics’ KAREL system consists of a robot, a controller and system software. It
accomplishes industrial tasks using programs written in the KAREL programming language. KAREL
can manipulate data, control and communicate with related equipment and interact with an operator.

The SYSTEM R-30iA controller with KAREL works with a wide range of robot models to handle
a variety of applications. This means common operating, programming, and troubleshooting

procedures, as well as fewer spare parts. KAREL systems expand to include a full line of support
products such as integral vision, off-line programming, and application-specific software packages.

The KAREL programming language is a practical blend of the logical, English-like features of
high-level languages, such as Pascal and PL/1, and the proven factory-floor effectiveness of machine
control languages. KAREL incorporates structures and conventions common to high-level languages
as well as features developed especially for robotics applications. These KAREL features include

¢ Simple and structured data types

* Arithmetic, relational, and Boolean operators

* Control structures for loops and selections

* Condition handlers

* Procedure and function routines

* Input and output operations

¢ Multi-programming support

This chapter summarizes the KAREL programming language, and describes the KAREL system
software and the controller.

The following note applies to R-30iB controllers:

Note The KAREL option must beinstalled on the robot controller in order to load KAREL
programs.

1.2 KAREL PROGRAMMING LANGUAGE

1.2.1 Overview

A KAREL program is made up of declarations and executable statements stored in a source code file.
The variable data values associated with a program are stored in a variable file.
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KAREL programs are created and edited using OLPC PRO, or another editor such as Word Pad.

The KAREL language translator turns the source code into an internal format called p-code and
generates a p-code file. The translator is provided with OLPC PRO. After being translated, the
resulting p-code program can be loaded onto the controller using the KAREL Command Language
(KCL) or the FILE menu.

During loading, the system will create any required variables that are not in RAM and set them
uninitialized. When you run the program, the KAREL interpreter executes the loaded p-code
instructions.

A KAREL program is composed of the program logic and the program data. Program logic defines a
sequence of steps to be taken to perform a specific task. Program data is the task-related information
that the program logic uses. In KAREL the program logic is separate from the program data.

Program logic is defined by KAREL executable statements between the BEGIN and the END
statements in a KAREL program. Program data includes variables that are identified in the VAR
declaration section of a KAREL program by name, data type and storage area in RAM.

Values for program data can be taught using the teach pendant to jog the robot, computed by the
program, read from data files, set from within the CRT/KB or teach pendant menu structure, or
accepted as input to the program during execution. The data values can change from one execution to
the next, but the same program logic is used to manipulate the data.

Program logic and program data are separate in a KAREL program for the following reasons:

* To allow data to be referenced from several places in the same program

* To allow more than one program to reference or share the same data

* To allow a program to use alternative data

* To facilitate the building of data files by an off-line computer-aided design (CAD) system

The executable section of the program contains the data manipulation statements, I/O statements,
and routine calls.

The program development cycle is described briefly in the following list. Section 1.2.2 - Section
1.2.6 that follow provide details on each phase.

* Create a program source code file

* Translate the program file.

* Load the program logic and data.

* Execute the program.

* Maintain the execution history of the program.

A log or history of programs that have been executed is maintained by the controller and can be
viewed.
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1.2.2 Creating a Program

You can create a KAREL program using an off-line editor such as OLPC PRO or any text editor such
as WordPad. The resulting file is called the source file or source code.

1.2.3 Translating a Program

KAREL source files must be translated into internal code, called p-code, before they are executed.
The KAREL language translator performs this function and also checks for errors in the source code.

The KAREL language translator starts at the first line of the source code and continues until it
encounters an error or translates the program successfully. If an error is encountered, the translator
tries to continue checking the program, but no p-code will be generated.

You can invoke the translator from OLPC PRO, and the source code you were editing will be
translated. After a successful translation, the translator displays a successful translation message and
creates a p-code file. The p-code file will use the source code file name and a .pc file type. This file
contains an internal representation of the source code and information the system needs to link the
program to variable data and routines.

If the translator detects any errors, it displays the error messages and the source lines that were being
translated. After you have corrected the errors, you can translate the program again.

1.2.4 Loading Program Logic and Data

The following note appliesto R-30iB controllers:

Note The KAREL option must beinstalled on the robot controller in order to load KAREL
programs.

The p-code for a program is loaded onto a controller where it can be executed. When a program is
loaded, a variable data table, containing all the static variables in the program, is created in RAM. The
variable data table contains the program identifier, all of the variable identifiers, and the name of the
storage area in RAM where the variables are located.

Loading a program also establishes the links between statements and variables. Initially, the values in
the variable data table will be uninitialized. If a variable file (.vr) is loaded successfully, the values of
any variables will be stored in the variable data storage area (CMOS, DRAM, SHADOW).
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Multiple programs are often used to break a large application or problem into smaller pieces that can
be developed and tested separately. The KAREL system permits loading of multiple programs. Each
program that is loaded has its own p-code structure.

Variable data can be shared among multiple programs. In this case, the KAREL language FROM
clause must be specified in the VAR declaration so that the system can perform the link when the
program is loaded. This saves the storage required to include multiple copies of the data.

The following limits apply to the number and size of KAREL programs that can be loaded:

* Number of programs is limited to 2704 or available RAM.
* Number of variables per program is limited to 2704 or available RAM.

1.2.5 Executing a Program

After you have selected a program from the program list and the p-code and variable files are loaded
into RAM, test and debug the program to make sure that it operates as intended.

Program execution begins at the first executable line. A stack of 300 words is allocated unless you
specify a stack size. The stack is allocated from available user RAM. Stack usage is described
in Section 5.1.6 .

1.2.6 Execution History

Each time a program is executed, a log of the nested routines and the line numbers that have been
executed can be displayed from KCL with the SHOW HISTORY command.

This is useful when a program has paused or been aborted unexpectedly. Execution history displays
the sequence of events that led to the disruption.

1.2.7 Program Structure

A KAREL program is composed of declaration and executable sections made up of KAREL language
statements, as shown in Structure of a KAREL Program .

Structure of a KAREL Program

PROGRAM prog name
Translator Directives
CONST, TYPE, and/or VAR Declarations
ROUTINE Declarations
BEGIN
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Executable Statements
END prog name
ROUTINE Declarations

In Structure of a KAREL Program , the words shown in uppercase letters are KAREL reserved
words, which have dedicated meanings. PROGRAM, CONST, TYPE, VAR, and ROUTINE indicate
declaration sections of the program. BEGIN and END mark the executable section. Reserved words
are described in Section 2.1.3 .

The PROGRAM statement, which identifies the program, must be the first statement in any KAREL
program. The PROGRAM statement consists of the reserved word PROGRAM and an identifier of
your choice (prog name in Structure of a KAREL Program ). Identifiers are described in Section
2.14.

Note Your program must reside in a file. The file can, but does not have to, have the same name

as the program. This distinction is important because you invoke the translator and load programs
with the name of the file containing your program, but you initiate execution of the program and clear
the program with the program name.

For example, if a program named mover was contained in a file named transfer , you would reference
the file by transfer to translate it, but would use the program name mover to execute the program.

If both the program and the file were named mover , you could use mover to translate the file and
also to execute the program.

A task is created to execute the program and the task name is the name of the program you initiate.
The program can call a routine in another program, but the task name does not change.

The identifier used to name the program cannot be used in the program for any other purpose, such
as to identify a variable or constant.

The CONST (constant), TYPE (type), and VAR (variable) declaration sections come after the
PROGRAM statement. A program can contain any number of CONST, TYPE, and VAR sections.
Each section can also contain any number of individual declaration statements. Also, multiple
CONST, TYPE, and VAR sections can appear in any order. The number of CONST, TYPE, and VAR
sections, and declaration statements are limited only by the amount of memory available.

ROUTINE declarations can follow the CONST, TYPE, and VAR sections. Each routine begins with
the reserved word ROUTINE and is similar in syntax to a program. ROUTINE declarations can also
follow the executable section of the main program after the END statement.

The executable section must be marked by BEGIN at the beginning and END, followed by the
program identifier (prog_name in Structure of a KAREL Program ), at the end. The same program
identifier must be used in the END statement as in the PROGRAM statement. The executable section
can contain any number of executable statements, limited only by the amount of memory available.

See Also: Chapter 2 LANGUAGE ELEMENTS, Chapter 3 USE OF OPERATORS, and Chapter
5 ROUTINES.
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1.3 SYSTEM SOFTWARE

The R-30iA system includes a robot and controller electronics. Hardware interfaces and system
software support programming, daily operation, maintenance, and troubleshooting.

This section provides an overview of the supported system software and robot models.

Hardware topics are covered in greater detail in the Maintenance Manual specific for your robot
and controller model.

1.3.1 Software Components

R-30i A system software is the FANUC Robotics-supplied software that is executed by the controller
CPU, which allows you to operate the R-30iA system. You use the system software to run programs,
as well as to perform daily operations, maintenance, and troubleshooting.

The components of the system software include:
* Motion Control - movement of the tool center point (TCP) from an initial position to a desired
destination position
* File System - storage of data on the RAM disk or peripheral storage devices
* System Variables- permanently defined variables declared as part of the KAREL system software
* CRT/KB or Teach Pendant Screens - screens that facilitate operation of the KAREL system
e KCL - KAREL Command Language
* KAREL Interpreter - executes KAREL programs

See Also: application-specific FANUC Robotics Setup and Operations Manual for detailed operation
procedures using the CRT/KB and teach pendant screens.

1.3.2 Supported Robots

The robot, using the appropriate tooling, performs application tasks directed by the system software
and controller. The R-30iA system supports a variety of robots, each designed for a specific type of
application.

For a current list of supported robot models, consult your FANUC Robotics technical representative.

See Also: The Maintenance Manual for your specific robot type, for more information on your robot.
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1.4 CONTROLLER

The R-30i A controller contains the electronic circuitry and memory required to operate the R-30iA
system. The electronic circuitry, supported by the system software, directs the operation and motion
of the robot and allows communication with peripheral devices.

Controller electronics includes a central processing unit (CPU), several types of memory, an
input/output (1/0) system, and user interface devices. A cabinet houses the controller electronics and
the ports to which remote user interface devices and other peripheral devices are connected.

1.4.1 Memory

There are three kinds of controller memory:

* Dynamic Random Access Memory (DRAM)
* A limited amount of battery-backed static/random access memory (SRAM)
¢ Flash Programmable Read Only Memory (FROM)

In addition, the controller is capable of storing information externally.
DRAM

DRAM memory is volatile. Memory contents do not retain their stored values when power is
removed. DRAM memory is also referred to as temporary memory (TEMP). The system software is
executed in DRAM memory. KAREL programs and most KAREL variables are loaded into DRAM
and executed from here also.

Note Even though DRAM variables are in volatile memory, you can control their value at startup.
Any time that a the program .VR or .PC file is loaded, the values in DRAM for that program are set to
the value in the .VR file. This means that there is not a requirement to re-load the VR file itself at
every startup to set initial values. If the value of that variable changes during normal operation it will
revert to the value it was set to the last time the .VR or .PC file was loaded.

If you want the DRAM variables to be uninitialized at start up you can use the IN UNINIT DRAM
clause on any variable you want to insure is uninitialized at startup. You can use the %UNINITDRAM
directive to specify that all the variables in a program are to be uninitialized at startup.

If you have a SHADOW variables and DRAM variables in the same KAREL program, there is a
possibility that the power up settings of the DRAM variables could change without loading a .PC/.VR
File. In this case the programmer must pay particular attention to the reliance of KAREL software

on a particular setting of a DRAM variable at startup. Specifically, the DRAM startup values will
always retain the values that they had at the end of controlled start. If SHADOW memory is full, the
DRAM startup values could be set during normal system operation.
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SRAM

SRAM memory is nonvolatile. Memory contents retain their stored values when power is removed.
SRAM memory is also referred to as CMOS or as permanent memory (PERM).

The TPP memory pool (used for teach pendant programs) is allocated from PERM. KAREL programs
can designate variables to be stored in CMOS. A portion of SRAM memory can be defined as a
user storage device called RAM Disk (RD:).

Flash memory (FROM)

FROM memory is nonvolatile. Memory contents retain their stored values when power is removed.
FROM is used for permanent storage of the system software. FROM is also available for user storage
as the FROM device (FR:).

SHADOW

Shadow memory provides the same capabilities as SRAM. Any values set in shadow are non-volatile
and will maintain their state through power cycle. Shadow memory is intended for data which tends to
be static. Storing dynamic variables in shadow memory, such as FOR loop indexes or other rapidly
changing data, is not efficient.

Figure 1-1. Controller Memory

DRAM
(TEMP)
Working memory for the system
Loaded KAREL programs
Most KAREL variables

CMOS RAM
(PERM)
Loaded TP Programs

System Variables
Selected KAREL Variables

FROM Disk (FR:)

Saved Programs RAM Disk (RD:)
Saved Data Saved Programs

System Software Saved Data

Off-Line Storage
Saved Programs and Data
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External Storage
You can back up and store files on external devices. You can use the following devices:

* Memory card
* Ethernet via FTP
¢ USB Memory Stick

1.4.2 Input/Output System

The controller can support a modular I/O structure, allowing you to add I/O boards as required by
your application. Both digital and analog input and output modules are supported. In addition, you
can add optional process I/O boards for additional I/O. The type and number of I/O signals you have
depends on the requirements of your application.

See Also: Chapter 14 INPUT/OUTPUT SYSTEM , for more information

1.4.3 User Interface Devices

The user interface devices enable you to program and operate the KAREL system. The common user
interface devices supported by KAREL include the operator panel, the teach pendant or the CRT/KB.

Figure 1-2 illustrates these user interface devices. The operator panel and teach pendant have the
same basic functions for all models; however, different configurations are also available.

The operator panel, located on the front of the controller cabinet, provides buttons for performing
daily operations such as powering up, running a program, and powering down. Lights on the operator
panel indicate operating conditions such as when the power is on and when the robot is in cycle.

The system also supports 1/O signals for a user operator panel (UOP) , which is a user-supplied

device such as a custom control panel, a programmable controller, or a host computer. Refer to
Chapter 14 INPUT/OUTPUT SYSTEM .
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Figure 1-2. R-30iA Controller

Teach pendant Operator panel

Mode switch

I

RS-232 Serial Connection

The CRT/KB is a software option on the controller that allows an external terminal such as a PC
running TelNet to display a Menu System that looks similar to the one seen on the teach pendant.

The teach pendant consists of an LCD display, menu-driven function keys, keypad keys, and status
LEDs. It is connected to the controller cabinet via a cable, allowing you to perform operations away
from the controller.

Internally, the teach pendant connects to the controller’s Main CPU board. It is used to jog the robot,
teach program data, test and debug programs, and adjust variables. It can also be used to monitor and
control I/O, to control end-of-arm tooling, and to display information such as the current position of

the robot or the status of an application program.

The application-specific FANUC Robotics Setup and Operations Manual provides descriptions of
each of the user interface devices, as well as procedures for operating each device.
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The KAREL language provides the elements necessary for programming effective robotics
applications. This chapter lists and describes each of the components of the KAREL language, the
available translator directives and the available data types.

2.1 LANGUAGE COMPONENTS

This section describes the following basic components of the KAREL language:

* Character set

* Operators

* Reserved words

* User-defined Identifiers
* Labels

* Predefined Identifiers

* System Variables

e Comments

2.1.1 Character Set

The ASCII character set is available in the KAREL language. Table 2—1 lists the elements in the
ASCII character set. Three character sets are available in the KAREL language:

* ASCII Character Set

e Multinational Character Set

* QGraphics Character Set (not available in R-30iB)
All of the characters recognized by the KAREL language are listed in Table 2—1 , Table 2-2 , and
Table 2-3 . The default character set is ASCII. The multinational and graphics character sets are
permitted only in literals, data, and comments.

See Also: CHR Built-In Procedure, Appendix A .

Table 2-1. ASCII Character Set

Letters abcdefghijklmnopqgrstuvwxyz
ABCDEFGHIJKLMNOPQRSTUVWXYZ

Digits 0123456789
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Table 2-1. ASCII Character Set (Cont’'d)

Symbols @<>=/*+-_,;: . #$'[10)&%{}
Special Characters blank or space

form feed (treated as new line)
tab (treated as a blank space)

The following rules are applicable for the ASCII character set:

* Blanks or spaces are:

— Required to separate reserved words and identifiers. For example, the statement PROGRAM
prog_name must include a blank between PROGRAM and prog_name.

— Allowed but are not required within expressions between symbolic operators and their
operands. For example, the statement a = b is equivalent to a=b .

— Used to indent lines in a program.

* (Carriage return or a semi-colon (;) separate statements. Carriage returns can also appear in
other places.

* A carriage return or a semi-colon is required after the BEGIN statement.

* A line is truncated after 252 characters. It can be continued on the next line by using the
concatenation character &.
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Table 2-2. Multinational Character Set

Symbols i ¢ £ ¥ § o
© a « ] * 2
s u 1 . ! o

» Ya Va ¢
Special Characters A A A A A
£ E E E E
I i T i N o)
¢} ¢} 0 0 CE )
U U 0 U Y R
a a a a a a
® ¢ e é é é
i i T ) fi

¢

o] o 6 6} 0 o7}
%) u u a U y
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Table 2-3. Graphics Character Set

Letters ABCDEFGHIJKLMNOPQRSTUVWXYZ
Digits 0123456789
Symbols @<>=/*+-,;: . #$'\[]1()&%! "7
Special . H FF CR LF o + N VT J 1 r L
Characters T
+ - - _ I_ _{ T < > I
# £

See Also: Appendix D for a listing of the character codes for each character set

2.1.2 Operators

KAREL provides operators for standard arithmetic operations, relational operations, and Boolean
(logical) operations. KAREL also includes special operators that can be used with positional and
VECTOR data types as operands.

Table 24 lists all of the operators available for use with KAREL.

Table 2-4. KAREL Operators
Arithmetic + - * / DIV MOD
Relational < <= = <> > = >
Boolean AND OR NOT
Special >=< # @

The precedence rules for these operators are as follows:

* Expressions within parentheses are evaluated first.

* Within a given level of parentheses, operations are performed starting with those of highest
precedence and proceeding to those of lowest precedence.

* Within the same level of parentheses and operator precedence, operations are performed from
left to right.

Table 25 lists the precedence levels for the KAREL operators.
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Table 2-5. KAREL Operator Precedence

OPERATOR PRECEDENCE LEVEL
NOT High

L@ # !

*, /, AND, DIV, MOD 1

Unary + and -, OR, +, - !

<, > =,<> <=, >=>=< Low

See Also: Chapter 3 USE OF OPERATORS, for descriptions of functions operators perform

2.1.3 Reserved Words

Reserved words have a dedicated meaning in KAREL. They can be used only in their prescribed
contexts. All KAREL reserved words are listed in Table 2—6 .

Table 2-6. Reserved Word List

ABORT CONST GET_VAR NOPAUSE STOP
ABOUT CONTINUE GO NOT STRING
ABS COORDINATED GOTO NOWAIT STRUCTURE
AFTER CR GROUP OF THEN
ALONG DELAY GROUP_ASSOC OPEN TIME
ALSO DISABLE HAND OR TIMER
AND DISCONNECT HOLD PATH TO

ARRAY DIV IF PATHHEADER TPENABLE
ARRAY_LEN DO IN PAUSE TYPE

AT DOWNTO INDEPENDENT POSITION UNHOLD
ATTACH DRAM INTEGER POWERUP UNINIT
AWAY ELSE JOINTPOS PROGRAM UNPAUSE
AXIS ENABLE JOINTPOS1 PULSE UNTIL
BEFORE END JOINTPOS2 PURGE USING
BEGIN ENDCONDITION JOINTPOS3 READ VAR
BOOLEAN ENDFOR JOINTPOS4 REAL VECTOR
BY ENDIF JOINTPOS5 RELATIVE VIA
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Table 2-6. Reserved Word List (Cont’'d)

BYNAME ENDMOVE JOINTPOS6 RELAX VIS_PROCESS
BYTE ENDSELECT JOINTPOS7 RELEASE WAIT
CAM_SETUP ENDSTRUCTURE JOINTPOSS8 REPEAT WHEN
CANCEL ENDUSING JOINTPOS9 RESTORE WHILE
CASE ENDWHILE MOD RESUME WITH
CLOSE ERROR MODEL RETURN WRITE
CMOS EVAL MOVE ROUTINE XYZWPR
COMMAND EVENT NEAR SELECT XYZWPREXT
COMMON_ASSOC END NOABORT SEMAPHORE

CONDITION FILE NODE SET_VAR

CONFIG FOR NODEDATA SHORT

CONNECT FROM NOMESSAGE SIGNAL

See Also: Index for references to descriptions of KAREL reserved words

2.1.4 User-Defined Identifiers

User-defined identifiers represent constants, data types, statement labels, variables, routine names,
and program names. Identifiers

e Start with a letter

* (Can include letters, digits, and underscores

¢ (Can have a maximum of 12 characters

* Can have only one meaning within a particular scope. Refer to Section 5.1.4 .

e Cannot be reserved words

* Must be defined before they can be used.

For example, the program excerpt in Declaring Identifiers shows how to declare program, variable,
and constant identifiers.

Declaring Identifiers

PROGRAM mover

VAR

original

CONST

--program identifier

POSITION

(mover)

--variable identifier

(original)
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no of parts = 10 --constant identifier (no_of parts)

2.1.5 Labels

Labels are special identifiers that mark places in the program to which program control can be
transferred using the GOTO Statement.

* Are immediately followed by two colons (::). Executable statements are permitted on the same
line and subsequent lines following the two colons.
¢ Cannot be used to transfer control into or out of a routine.

In Using Labels , weld: : denotes the section of the program in which a part is welded. When the
statement go to weld is executed, program control is transferred to the weld section.

Using Labels
weld:: --label
--additional program statements
GOTO weld

2.1.6 Predefined ldentifiers

Predefined identifiers within the KAREL language have a predefined meaning. These can be
constants, types, variables, or built-in routine names. Table 2—7 and Table 2-8 list the predefined
identifiers along with their corresponding values. Either the identifier or the value can be specified in
the program statement. For example, SMOTYPE = 7 is the same as SMOTYPE = LINEAR. However,
the predefined identifier MININT is an exception to this rule. This identifier must always be used in
place of its value, -2147483648. The value or number itself can not be used.

Table 2-7. Predefined Identifier and Value Summary

Predefined Identifier Type Value

TRUE BOOLEAN ON

FALSE OFF

ON BOOLEAN ON

OFF OFF
MAXINT INTEGER +2147483647
MININT -2147483648
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Table 2-7. Predefined Identifier and Value Summary (Cont’d)

Predefined Identifier Type Value
RSWORLD Orientation Type: 1
AESWORLD $ORIENT_TYPE 2
WRISTJOINT 3
JOINT Motion Type: 6
LINEAR (or STRAIGHT) $SMOTYPE 7
CIRCULAR 8
FINE Termination Types: 1
COARSE $TERMTYPE and 2
NOSETTLE $SEGTERMTYPE 3
NODECEL 4
VARDECEL 5
Table 2-8. Port and File Predefined Identifier Summary
Predefined Identifier Type

DIN (Digital input)
DOUT (Digital output)

Boolean port array

GIN (Group input)
GOUT (Group output)
AIN (Analog input)
AOUT (Analog output)

Integer port array

TPIN (Teach pendant input)
TPOUT (Teach pendant output)
RDI (Robot digital input)

RDO (Robot digital output)
OPIN (Operator panel input)
OPOUT (Operator panel output)
WDI (Weld input)

WDOUT (Weld output)

UIN (User operator panel input)
UOQUT (User operator panel output)
LDI (Laser digital input)

LDO (Laser digital output)

FLG (Flag)

MRK (Marker)

Boolean port array
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Table 2-8. Port and File Predefined Identifier Summary (Cont’d)

Predefined Identifier

Type

LAI (Laser analog input)
LAO (Laser analog output)

Integer port array

TPDISPLAY (Teach pendant KAREL display)*
TPERROR (Teach pendant message line)
TPPROMPT (Teach pendant function key line)*
TPFUNC (Teach pendant function key line)*
TPSTATUS (Teach pendant status line)*
INPUT (CRT/KB KAREL keyboard)*
OUTPUT (CRT/KB KAREL screen)*
CRTERROR (CRT/KB message line)
CRTFUNC (CRT function key line)*
CRTSTATUS (CRT status line)*
CRTPROMPT (CRT prompt line)*
VIS_MONITOR (Vision Monitor Screen)

File

*Input and output occurs on the USER menu of the teach pendant or CRT/KB.

2.1.7 System Variables

System variables are variables that are declared as part of the KAREL system software. They have
permanently defined variable names, that begin with a dollar sign ($). Many are robot specific,
meaning their values depend on the type of robot that is attached to the system.

Some system variables are not accessible to KAREL programs. Access rights govern whether or not

a KAREL program can read from or write to system variables.

See Also: FANUC Robotics Software Reference Manual for a complete list and description of all

available system variables.

2.1.8 Comments

Comments are lines of text within a program used to make the program easier for you or another
programmer to understand. For example, Comments From Within a Program contains some
comments from %INCLUDE Directive in a KAREL Program and Include File mover decs for

a KAREL Program .

Comments From Within a Program

--This program, called mover,

picks up 10 objects
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--from an original POSITION and puts them down
--at a destination POSITION.

original : POSITION --POSITION of objects
destination : POSITION --Destination of objects
count : INTEGER --Number of objects moved

A comment is marked by a pair of consecutive hyphens (- -). On a program line, anything to the
right of these hyphens is treated as a comment.

Comments can be inserted on lines by themselves or at the ends of lines containing any program
statement. They are ignored by the translator and have absolutely no effect on a running program.

2.2 TRANSLATOR DIRECTIVES

Translator directives provide a mechanism for directing the translation of a KAREL program.
Translator directives are special statements used within a KAREL program to

* Include other files into a program at translation time

¢ Specify program and task attributes

All directives except %INCLUDE must be after the program statement but before any other
statements. Table 29 lists and briefly describes each translator directive. Refer to Appendix A for a
complete description of each translator directive.

Table 2-9. Translator Directives

Directive Description

%ALPHABETIZE Specifies that variables will be created in alphabetical order when p-code is
loaded.

%CMOSVARS Specifies the default storage for KAREL variables is CMOS RAM.

%CMOS2SHADOW Instructs the translator to put all CMOS variables in SHADOW memory.

%COMMENT = 'comment’ Specifies a comment of up to 16 characters. During load time, the comment is

stored as a program attribute and can be displayed on the SELECT screen of
the teach pendant or CRT/KB.

%CRTDEVICE Specifies that the CRT/KB user window will be the default in the READ and
WRITE statements instead of the TPDISPLAY window.

%DEFGROUP = n Specifies the default motion group to be used by the translator.

%DELAY Specifies the amount of time the program will be delayed out of every 250
milliseconds.
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Table 2-9. Translator Directives (Cont'd)

Directive Description

%ENVIRONMENT filename Used by the off-line translator to specify that a particular environment file should
be loaded.

%INCLUDE filename Specifies files to insert into a program at translation time.

%LOCKGROUP =n,n Specifies the motion group(s) locked by this task.

%NOABORT = option Specifies a set of conditions which will be prevented from aborting the program.

%NOBUSYLAMP Specifies that the busy lamp will be OFF during execution.

%NOLOCKGROUP Specifies that no motion groups will be locked by this task.

%NOPAUSE = option Specifies a set of conditions which will be prevented from pausing the program.

%NOPAUSESHFT Specifies that the task is not paused if the teach pendant shift key is released.

%PRIORITY =n Specifies the task priority.

%SHADOWVARS Specifies that all variables by default are created in SHADOW.

%STACKSIZE = n Specifies the stack size in long words.

%TIMESLICE = n Supports round-robin type time slicing for tasks with the same priority.

%TPMOTION Specifies that task motion is enabled only when the teach pendant is enabled.

%UNINITVARS Specifies that all variables are by default uninitialized.

%INCLUDE Directive in a KAREL Program illustrates the %INCLUDE directive. Include File
mover_decs for a KAREL Program shows the included file.

%INCLUDE Directive in a KAREL Program

PROGRAM mover
-- This program, called mover, picks up 10 objects
-- from an original position and puts them down
-- at a destination position.
$INCLUDE mover decs
-- Uses $INCLUDE directive to include the file
-- called mover decs containing declarations
BEGIN
OPEN HAND gripper
-- Loop to move total number of objects
FOR count = 1 TO num of parts DO
-- Put position in Position Register 1
SET_POS _REG(1,original, status)
-- Call TP program to move to Position Register
move_ to_ pr
CLOSE HAND gripper
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SET_POS REG(1,destination, status)
move to pr
OPEN HAND gripper
ENDFOR -- End of loop
END mover
The TP program move to pr is a one line program
to do the move:
1:J PR[1] 100% FINE

Include File mover_decs for a KAREL Program

-- Declarations for program mover in file mover decs

VAR
original : XYZWPR --POSITION of objects
destination : XYZWPR --Destination of objects
count : INTEGER --Number of objects moved
CONST
gripper = 1 -- Hand number 1
num_of parts = 10 -- Number of objects to move

2.3 DATA TYPES

Three forms of data types are provided by KAREL to define data items in a program:

* Simple type data items
— Can be assigned constants or variables in a KAREL program
— Can be assigned actual (literal) values in a KAREL program
— Can assume only single values
¢ Structured type data items
— Are defined as data items that permit or require more than a single value
— Are composites of simple data and structured data
* User-defined type data items
— Are defined in terms of existing data types including other user-defined types
— Can be defined as structures consisting of several KAREL variable data types

Cannot include itself

Table 2—10 lists the simple and structured data types available in KAREL. User-defined data types
are described in Section 2.4 .
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Table 2-10. Simple and Structured Data Types

Simple Structured

BOOLEAN ARRAY OF BYTE JOINTPOSS

FILE CAM_SETUP JOINTPOS9

INTEGER CONFIG MODEL

REAL JOINTPOS PATH

STRING JOINTPOS1 POSITION
JOINTPOS2 QUEUE_TYPE
JOINTPOS3 ARRAY OF SHORT
JOINTPOS4 VECTOR
JOINTPOS5 VIS_PROCESS
JOINTPOS6 XYZWPR
JOINTPOS7 XYZWPREXT

See Also: Appendix A for a detailed description of each data type.

2.4 USER-DEFINED DATA TYPES AND STRUCTURES

User-defined data types are data types you define in terms of existing data types. User-defined data
structures are data structures in which you define a new data type as a structure consisting of several
KAREL variable data types, including previously defined user data types.

2.4.1 User-Defined Data Types

User-defined data types are data types you define in terms of existing data types. With user-defined

data types, you

* Include their declarations in the TYPE sections of a KAREL program.

* Define a KAREL name to represent a new data type, described in terms of other data types.

* (an use predefined data types required for specific applications.

User-defined data types can be defined as structures, consisting of several KAREL variable data types.

The continuation character, "&", can be used to continue a declaration on a new line.

User-Defined Data Type Example shows an example of user-defined data type usage and continuation

character usage.
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User-Defined Data Type Example

CONST
n pages = 20
n lines = 40
std str lng = 8
TYPE
std _string t = STRING [std str 1lng]
std table t = ARRAY [n pages]& --continuation character
OF ARRAY [n lines] OF std string t
path hdr t FROM main prog = STRUCTURE --user defined data type

ph uframe: POSITION
ph utool: POSITION
ENDSTRUCTURE
node data t FROM main prog = STRUCTURE
gun_on: BOOLEAN
air flow: INTEGER
ENDSTRUCTURE
std path t FROM main prog =
PATH PATHDATA = path hdr t NODEDATA = node data t
VAR
msg table 1: std table t
msg _table 2: std table t
temp string: std string t
seam_1 path: std path t

Usage

User-defined type data can be

* Assigned to other variables of the same type
* Passed as a parameter
* Returned as a function
Assignment between variables of different user-defined data types, even if identically declared, is not

permitted. In addition, the system provides the ability to load and save variables of user-defined data
types, checking consistency during the load with the current declaration of the data type.

Restrictions
A user-defined data type cannot

* Include itself
* Include any type that includes it, either directly or indirectly

¢ Be declared within a routine
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2.4.2 User-Defined Data Structures

A structure is used to store a collection of information that is generally used together. User-defined
data structures are data structures in which you define a new data type as a structure consisting of
several KAREL variable data types.

When a program containing variables of user-defined data types is loaded, the definitions of these
types are checked against a previously created definition. If a previously created definition does not
exist, a new one is created.

With user-defined data structures, you
* Define a data type as a structure consisting of a list of component fields, each of which can be a

standard data type or another, previously defined, user data type. See Defining a Data Type as
a User-Defined Structure .

Defining a Data Type as a User-Defined Structure

new_type name = STRUCTURE

field name_1: type name 1
field name 2: type name 2
ENDSTRUCTURE

* Access elements of a data type defined as a structure in a KAREL program. The continuation
character, "&", can be used to continue access of the structure elements. See Accessing Elements
of a User-Defined Structure in a KAREL Program .

Accessing Elements of a User-Defined Structure in a KAREL Program

var_name = new_type name.field nam 1

new type name.field name 2 = expression

outer struct name.inner struct name&
.field name = expression

* Access elements of a data type defined as a structure from the CRT/KB and at the teach pendant.

* Define a range of executable statements in which fields of a STRUCTURE type variable can
be accessed without repeating the name of the variable. See Defining a Range of Executable
Statements .
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Defining a Range of Executable Statements

USING struct_var, struct_var2 DO
statements

ENDUSING

In the above example, struct_var and struct_var2 are the names of structure type variables.

Note If the same name is both a field name and a variable name, the field name is assumed. Ifthe same
field name appears in more than one variable, the right-most variable in the USING statement is used.

Restrictions
User-defined data structures have the following restrictions:

* The following data types are not valid as part of a data structure:

— STRUCTURE definitions; types that are declared structures are permitted. See Valid
STRUCTURE Definitions .

Valid STRUCTURE Definitions

The following is valid:
TYPE
sub_struct = STRUCTURE
subs field 1: INTEGER
subs field 2: BOOLEAN
ENDSTRUCTURE
big struct = STRUCTURE
bigs field 1: INTEGER
bigs field 2: sub_struct
ENDSTRUCTURE
The following is not wvalid:
big struct = STRUCTURE
bigs field 1: INTEGER
bigs field 2: STRUCTURE
subs field 1: INTEGER
subs field 2: BOOLEAN
ENDSTRUCTURE
ENDSTRUCTURE

— PATH types
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FILE types

VISION types

Variable length arrays

The data structure itself, or any type that includes it, either directly or indirectly

Any structure not previously defined.

* A variable can not be defined as a structure, but can be defined as a data type previously defined
as a structure. See Defining a Variable as a Type Previously Defined as a Structure .

Defining a Variable as a Type Previously Defined as a Structure

The following is valid:

TYPE

struct_t = STRUCTURE
st_1: BOOLEAN
st _2: REAL
ENDSTRUCTURE

VAR

var_name: struct_t

The following is not wvalid:

VAR

var name: STRUCTURE
vn_1: BOOLEAN
vn_2: REAL

ENDSTRUCTURE

2.5 ARRAYS

You can declare arrays of any data type except PATH.

You can access elements of these arrays in a KAREL program, from the CRT/KB, and from the
teach pendant.

In addition, you can define two types of arrays:

* Multi-dimensional arrays

* Variable-sized arrays
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2.5.1 Multi-Dimensional Arrays

Multi-dimensional arrays are arrays of elements with two or three dimensions. These arrays allow you
to identify an element using two or three subscripts.

Multi-dimensional arrays allow you to

* Declare variables as arrays with two or three (but not more) dimensions. See Declaring Variables
as Arrays with Two or Three Dimensions .

Declaring Variables as Arrays with Two or Three Dimensions

VAR
name: ARRAY [size 1] OF ARRAY [size 2] .., OF element type
OR

VAR
name: ARRAY [size 1, size 2,...] OF element type

* Access elements of these arrays in KAREL statements. See Accessing Elements of
Multi-Dimensional Arrays in KAREL Statements .

Accessing Elements of Multi-Dimensional Arrays in KAREL Statements

name [subscript 1, subscript 2,...] = value
value = name [subscript 1, subscript 2,...]

* Declare routine parameters as multi-dimensional arrays. See Declaring Routine Parameters as
Multi-Dimensional Arrays .

Declaring Routine Parameters as Multi-Dimensional Arrays

Routine expects 2-dimensional array of INTEGER.

ROUTINE array user (array param:ARRAY [*,*] OF INTEGER)
The following are equivalent:

ROUTINE rtn name (array param: ARRAY[*] OF INTEGER)

and

ROUTINE rtn name (array param: ARRAY OF INTEGER)
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* Access elements with KCL commands and the teach pendant.

* Save and load multi-dimensional arrays to and from variable files.
Restrictions
The following restrictions apply to multi-dimensional arrays:

* A subarray can be passed as a parameter or assigned to another array by omitting one or more of
the right-most subscripts only if it was defined as a separate type. See Using a Subarray .

Using a Subarray

TYPE
array 30 = ARRAY[30] OF INTEGER
array 20 30 = ARRAY[20] OF array 30
VAR
array 1: array_ 30
array 2: array 20 30
array 3: ARRAY[10] OF array 20 30
ROUTINE array user (array data: ARRAY OF INTEGER
FROM other-prog

BEGIN

array 2 = array 3[10] -- assigns elements array 3[10,1,1]
-- through array 3[10,20,30] to

array 2

array 2[2] = array 1 -- assigns elements array 1[1] through
-- array 1 [30] to elements array 2[2,1]
-- through array 2[2,30]

array user (array_ 3[5,3]) -- passes elements array 31[5,3,1]

-- through array 3[5,3,30] to array_ user

* The element type cannot be any of the following:
— Array (but it can be a user-defined type that is an array)

— Path

2.5.2 Variable-Sized Arrays

Variable-sized arrays are arrays whose actual size is not known, and that differ from one use of the
program to another. Variable-sized arrays allow you to write KAREL programs without establishing
dimensions of the array variables. In all cases, the dimension of the variable must be established
before the .PC file is loaded.
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Variable-sized arrays allow you to

* Declare an array size as ““to-be-determined  (*). See Indicates that the Size of an Array is
"To-Be-Determined" .

Indicates that the Size of an Array is "To-Be-Determined"

VAR
one_d_array: ARRAY[*] OF type
two_d array: ARRAY[*,*] OF type

* Determine an array size from that in a variable file or from a KCL CREATE VAR command
rather than from the KAREL source code.

The actual size of a variable-sized array will be determined by the actual size of the array if it already
exists, the size of the array in a variable file if it is loaded first, or the size specified in a KCL CREATE
VAR command executed before the program is loaded. Dimensions explicitly specified in a program
must agree with those specified from the .VR file or specified in the KCL CREATE VAR command.

Restrictions
Variable-sized arrays have the following restrictions:
* The variable must be loaded or created in memory (in a .VR file or using KCL), with a known
length, before it can be used.
¢ When the .PC file is loaded, it uses the established dimension, otherwise it uses 0.

* Variable-sized arrays are only allowed in the VAR section and not the TYPE section of a program.

* Variable-sized arrays are only allowed for static variables.
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This chapter describes how operators are used with other language elements to perform operations
within a KAREL application program. Expressions and assignments, which are program statements
that include operators and operands, are explained first. Next, the kinds of operations that can be
performed using each available KAREL operator are discussed.

3.1 EXPRESSIONS AND ASSIGNMENTS

Expressions are values defined by a series of operands, connected by operators and cause desired
computations to be made. For example, 4 + 8 is an expression in which 4 and 8 are the operands and
the plus symbol (+) is the operator .

Assignments are statements that set the value of variables to the result of an evaluated expression.

3.1.1 Rule for Expressions and Assignments

The following rules apply to expressions and assignments:

Each operand of an expression has a data type determined by the nature of the operator.

Each KAREL operator requires a particular operand type and causes a computation that produces
a particular result type.

Both operands in an expression must be of the same data type. For example, the AND operator
requires that both its operands are INTEGER values or that both are BOOLEAN values. The
expression i AND b, where i is an INTEGER and b is a BOOLEAN, is invalid.

Five special cases in which the operands can be mixed provide an exception to this rule. These
five cases include the following:

— INTEGER and REAL operands to produce a REAL result

— INTEGER and REAL operands to produce a BOOLEAN result

— INTEGER and VECTOR operands to produce a VECTOR

— REAL and VECTOR operands to produce a VECTOR

— POSITION and VECTOR operands to produce a VECTOR

Any positional data type can be substituted for the POSITION data type.

3.1.2 Evaluation of Expressions and Assignments

Table 3—1 summarizes the data types of the values that result from the evaluation of expressions
containing KAREL operators and operands.
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Table 3-1. Summary of Operation Result Types

Operator + - * / DIVMOD | < >>= <=

AND OR
NOT

Types of Operators

INTEGER | | | R |1 B

REAL R R R IR |- B

Mixed™* R R R |R |- B
INTEGER-
REAL

BOOLEAN - - - |- - B

STRING S - - |- - B

Mixed** - - V |V - -
INTEGER-
VECTOR

Mixed** REAL- - - V [V |- -
VECTOR

VECTOR \Y \% - |- - B***

POSITION - - - 1- |- -

Mixed** - - - - - _
POSITION-
VECTOR

**Mixed means one operand of each type
***VECTOR values can be compared using = < > only
—Operation not allowed

I INTEGER

R REAL

B BOOLEAN

V VECTOR

P POSITION
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3.1.3 Variables and Expressions

Assignment statements contain variables and expressions. The variables can be any user-defined
variable, a system variable with write access, or an output port array with write access. The expression
can be any valid KAREL expression. The following examples are acceptable assignments:

$SPEED = 200.00 -- assigns a REAL value to a system variable
count = count + 1 -- assigns an INTEGER value to an INTEGER variable
The data types of variable and expression must match with three exceptions:

* INTEGER variables can be assigned to REAL variables. In this case, the INTEGER is treated
as a REAL number during evaluation of the expression. However, a REAL number cannot be

used where an INTEGER value is expected.
* Ifrequired, a REAL number can be converted to an INTEGER using the ROUND or TRUNC
built-in functions.

* INTEGER, BYTE, and SHORT types can be assigned to each other, although a run-time error
will occur if the assigned value is out of range.

* Any positional type can be assigned to any other positional type. A run-time error will result if a
JOINTPOS from a group without kinematics is assigned to an XYZWPR.

See Also: Relational Operations, ROUND and TRUNC built-in functions, Appendix A, “KAREL
Language Alphabetical Description”

3.2 OPERATIONS

Operations include the manipulation of variables, constants, and literals to compute values using the
available KAREL operators. The following operations are discussed:

* Arithmetic Operations
* Relational Operations
* Boolean Operations

* Special Operations

Table 3-2 lists all of the operators available for use with KAREL.
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Table 3-2. KAREL Operators

Operation Operator

Arithmetic + - * / DIV MOD
Relational < <= = <> > = >
Boolean AND OR NOT

Special >=x< # @

3.2.1 Arithmetic Operations

The addition (+), subtraction (-), and multiplication (*) operators, along with the DIV and MOD
operators, can be used to compute values within arithmetic expressions. Refer to Table 3-3 .

Table 3-3. Arithmetic Operations Using +, -, and * Operators

EXPRESSION RESULT
3+2 5
3-2 1
3*2 6

¢ The DIV and MOD operators are used to perform INTEGER division. Refer to Table 3-4 .

Table 3-4. Arithmetic Operations Examples

EXPRESSION RESULT
11 DIV 2 5
11 MOD 2 1

— The DIV operator truncates the result of an equation if it is not a whole number.

— The MOD operator returns the remainder of an equation that results from dividing the
left-side operand by the right-side operand.

— If the right-side operand of a MOD equation is a negative number, the result is also negative.

— If the divisor in a DIV equation or the right-side operand of a MOD equation is zero, the
KAREL program is aborted with the “Divide by zero” error.

The INTEGER bitwise operators, AND, OR, and NOT, produce the result of a binary AND, OR,
or NOT operation on two INTEGER values. Refer to Table 3-5 .
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Table 3-5. Arithmetic Operations Using Bitwise Operands

EXPRESSION BINARY EQUIVALENT RESULT
5 AND 8 0101 AND 1000 0000 =0
50R 8 0101 OR 1000 1101 =13
-4 AND 8 1100 AND 1000 1000 = 8
-40R 8 1100 OR 1000 1100 = -4
NOT 5 NOT 0101 1010 = -6*
NOT -15 NOT 110001 1110 = 14*

*Because negative INTEGER values are represented in the two’s complement form, NOT i is not the

same as -1.

¢ Ifan INTEGER or REAL equation results in a value exceeding the limit for INTEGER or REAL
variables, the program is aborted with an error. If the result is too small to represent, it is set to

Z€10.

Table 3-6 lists the precedence levels for the KAREL operators.

Table 3-6. KAREL Operator Precedence

OPERATOR PRECEDENCE LEVEL
NOT High

L@ # !

*,/, AND, DIV, MOD !

Unary + and -, OR, +, - !

<, > =,<><=,>=>=< Low

3.2.2 Relational Operations

Relational operators (<>, =, >, <, <=, >=) produce a BOOLEAN (TRUE/FALSE) result corresponding
to whether or not the values of the operands are in the relation specified. In a relational expression,
both operands must be of the same simple data type. Two exceptions to this rule exist:

* REAL and INTEGER expressions can be mixed where the INTEGER operand is converted

to a REAL number.

For example, in the expression 1 > .56 , the number 1 is converted to 1.0 and the result is TRUE.

* VECTOR operands, which are a structured data type, can be compared in a relational expression
but only by using the equality (=) or inequality (<>) operators.
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The relational operators function with INTEGER and REAL operands to evaluate standard
mathematical equations. Refer to Table 3—7 .

Note Performing equality (=) or inequality (<>) tests between REAL values might not yield the
results you expect. Because of the way REAL values are stored and manipulated, two values that
would appear to be equal might not be exactly equal. This is also true of VECTOR values which are
composed of REAL values. Use >= or <= where appropriate instead of =.

Relational operators can also have STRING values as operands. STRING values are compared
lexically character by character from left to right until one of the following occurs. Refer to Table 3—7 .

* The character code for a character in one STRING is greater than the character code for the
corresponding character in the other STRING. The result in this case is that the first string is
greater. For example, the ASCII code for A is 65 and for a is 97. Therefore, a > A = TRUE.

¢ One STRING is exhausted while characters remain in the other STRING. The result is that the
first STRING is less than the other STRING.

* Both STRING expressions are exhausted without finding a mismatch. The result is that the

STRINGS are equal.

Table 3-7. Relational Operation Examples

EXPRESSION RESULT
'A< AA TRUE
A= FALSE
4>2 TRUE
17.3<> 56 TRUE
(374) <> (4" 3) FALSE

With BOOLEAN operands, TRUE > FALSE is defined as a true statement. Thus the expression
FALSE >= TRUE is a false statement. The statements FALSE >= FALSE and TRUE >= FALSE are

also true statements.

3.2.3 Boolean Operations

The Boolean operators AND, OR, and NOT, with BOOLEAN operands, can be used to perform
standard mathematical evaluations. Table 3—8 summarizes the results of evaluating Boolean

expressions, and some examples are listed in Table 3-9 .
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Table 3-8. BOOLEAN Operation Summary

OPERATOR OPERAND 1 OPERAND 2 RESULT
NOT TRUE - FALSE
FALSE - TRUE
OR TRUE TRUE TRUE
FALSE
FALSE TRUE
FALSE FALSE
AND TRUE TRUE TRUE
FALSE FALSE
FALSE TRUE
FALSE

Table 3-9. BOOLEAN Operations Using AND, OR, and NOT Operators

EXPRESSION

RESULT

DIN[1] AND DIN[2]

TRUE if DIN[1] and DIN[2] are both TRUE; otherwise FALSE

DIN[1] AND NOT DIN[2]

TRUE if DIN[1] is TRUE and DIN[2] is FALSE; otherwise FALSE

(x<y)OR (y>2z)

TRUE if x <y or if y > z; otherwise FALSE

(i=2)OR (i = 753)

TRUE ifi =2 orif i = 753; otherwise FALSE

3.2.4 Special Operations

The KAREL language provides special operators to perform functions such as testing the value of
approximately equal POSITION variables, relative POSITION variables, VECTOR variables, and
STRING variables. This section describes their operations and gives examples of their usage.

The following rules apply to approximately equal operations:

* The relational operator (>=<) determines if two POSITION operands are approximately equal
and produces a BOOLEAN result. The comparison is similar to the equality (=) relation except
that the operands compared need not be identical. Extended axis values are not considered.

* Approximately equal operations must be used in conjunction with the system variables,
$LOCTOL, $ORIENTTOL, and $CHECKCONFIG to determine how close two positions must
be. Refer to the FANUC Robotics Software Reference Manual for a description of these variables.
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Relational

* The relational operator (>=<) is allowed only in normal program use and cannot be used as a
condition in a condition handler statement.

In the following example the relational operator (>=<) is used to determine if the current robot
position (determined by using the CURPOS built-in procedure) is near the designated perch position:

Operator

IF perch >=< CURPOS (0,0) THEN
— Call move to perch program
move_to perch

ELSE
ABORT

ENDIF

Relative Position Operations

To locate a position in space, you must reference it to a specific coordinate frame. In KAREL,
reference frames have the POSITION data type. The relative position operator (:) allows you to
reference a position or vector with respect to the coordinate frame of another position (that is, the
coordinate frame that has the other position as its origin point).

The relative position operator (:) is used to transform a position from one reference frame to another
frame.

In the example shown in Figure 3—1 , a vision system is used to locate a target on a car such as a bolt
head on a bumper. The relative position operator is used to calculate the position of the door handle
based on data from the car drawings. The equation shown in Figure 3—1 is used to calculate the
position of w_handle in the WORLD frame.
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Figure 3-1. Determining w_handle Relative to WORLD Frame

w_handle = bolt : b handle

(world (world (bumper
frame) frame) frame)
where:

bolt is the position of the BUMPER frame origin referenced in the WORLD frame.
w_handle is the handle position referenced in the WORLD frame.
b handle is the handle position referenced in the BUMPER frame.

The KAREL INV Built-In Function reverses the direction of the reference.

For example, to determine the position of the door handle target (b_handle) relative to the position of
the bolt , use the equation shown in Figure 3-2 .
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Figure 3-2. Determining b_handle Relative to BUMPER Frame

o/
\{V%O(r
BANG Y
U s

W_HANDLE

b_handle = INV(bolt) : w_handle 8

(bumper (bumper  (world O(7~ S

frame) frame) frame) \%
oS

where:
INV(bolt) is the position of the WORLD frame origin referenced in the BUMPER frame.

w_handle is the handle position referenced in the WORLD frame.
b_handle is the handle position referenced in the BUMPER frame.

Note The order of the relative operator (:) is important.where:b_handle = bolt : w_handle is NOT the
same asb_handle = w_handle : bolt

See Also: Chapter 8 POSTION DATA , INV Built-In Function, Appendix A .

Vector Operations
The following rules apply to VECTOR operations:

* A VECTOR expression can perform addition (+) and subtraction (-) equations on VECTOR
operands. The result is a VECTOR whose components are the sum or difference of the
corresponding components of the operands. For example, the components of the VECTOR vect_3
will equal (5, 10, 9) as a result of the following program statements:

Vector Operations

vect 1.x = 4; vect_1.y = 8; vect_1.z =5
vect 2.x = 1; vect 2.y = 2; vect 2.z = 4
vect_3 = vect_1 + vect_2

* The multiplication (*) and division (/) operators can be used with either
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— A VECTOR and an INTEGER operand
— A VECTOR and a REAL operand

The product of a VECTOR and an INTEGER or a VECTOR and a REAL is a scaled version
of the VECTOR. Each component of the VECTOR is multiplied by the INTEGER (treated as
a REAL number) or the REAL.

For example, the VECTOR (8, 16, 10) is produced as a result of the following operation:

VECTOR components can be on the left or right side of the operator.

A VECTOR divided by an INTEGER or a REAL causes each component of the VECTOR to
be divided by the INTEGER (treated as a REAL number) or REAL. For example, (4, 8, 5) / 2
results in (2, 4, 2.5).

If the divisor is zero, the program is aborted with the “Divide by zero” error.

An INTEGER or REAL divided by a VECTOR causes the INTEGER (treated as a REAL
number) or REAL to be multiplied by the reciprocal of each element of the VECTOR, thus
producing a new VECTOR. For example, 3.5 / VEC(7.0,8.0,9.0) results in (0.5,0.4375,0.38889).

If any of the elements of the VECTOR are zero, the program is aborted with the “Divide by
zero” error.

The cross product operator (#) produces a VECTOR that is normal to the two operands in the
direction indicated by the right hand rule and with a magnitude equal to the product of the
magnitudes of the two vectors and SIN(®), where®is the angle between the two vectors. For
example, VEC(3.0,4.0,5.0) # VEC(6.0,7.0,8.0) results in (-3.0, 6.0, -3.0).

If either vector is zero, or the vectors are exactly parallel, an error occurs.

The inner product operator (@) results in a REAL number that is the sum of the products of the
corresponding elements of the two vectors. For example, VEC(3.0,4.0,5.0) @ VEC(6.0,7.0,8.0)
results in 86.0.

If the result of any of the above operations is a component of a VECTOR with a magnitude too
large for a KAREL REAL number, the program is aborted with the “Real overflow” error.

Table 3—10 lists additional examples of vector operations.
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Table 3-10. Examples of Vector Operations

EXPRESSION RESULT
VEC(3.0,7.0,6.0) + VEC(12.6,3.2,7.5) (15.6,10.2,13.5)
VEC(7.6,9.0,7.0) - VEC(14.0,3.5,17.0) (-6.4,5.5,-10)

4.5 * VEC(3.2,7.6,4.0) (14.4,34.2,18.0)
VEC(12.7,2.0,8.3) * 7.6 (96.52,15.2,63.08)
VEC(17.3,1.5,0.23) /2 (8.65,0.75,0.115)

String Operations
The following rules apply to STRING operations:

* You can specify that a KAREL routine returns a STRING as its value. See Specifying a KAREL
Routine to Return a STRING Value .

Specifying a KAREL Routine to Return a STRING Value

ROUTINE name (parameter list): STRING
declares name as returning a STRING value

* An operator can be used between strings to indicate the concatenation of the strings. See Using an
Operator to Concatenate Strings .

Using an Operator to Concatenate Strings

string 1 = string 2 + string 3 + ’‘ABC’ + ’'DEF’

* STRING expressions can be used in WRITE statements. See Using a STRING Expression in a
WRITE Statement .

Using a STRING Expression in a WRITE Statement

WRITE (CHR(13) + string 1 + string 2)
writes a single string consisting of a return
character followed by string 1 and string 2
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* During STRING assignment, the string will be truncated if the target string is not large enough to

hold the same string.

* You can compare or extract a character from a string. For example if string_1 = ‘ABCDE’ . Your

output would be ‘D’ . See String Comparison .
String Comparison

IF SUB_STR(string 1, 4, 1) = 'D’ THEN

* You can build a string from another string. See Building a String from Another String .

Building a String from Another String

ROUTINE toupper (p_char: INTEGER): STRING
BEGIN
IF (p_char > 96) AND (p_char < 123) THEN
p_char = p char - 32
ENDIF
RETURN (CHR (p_char))
END toupper
BEGIN
WRITE OUTPUT (’Enter string: ')
READ INPUT (string 1)
string 2 = '’
FOR idx 1 TO STR_LEN(string 1) DO

string 2 = string 2 + toupper (ORD(string 1,

ENDFOR

idx))
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4.1 OVERVIEW

Program control structures define the flow of execution within a program or routine and include
alternation, looping, and unconditional branching as well as execution control.

4.2 PROGRAM CONTROL STRUCTURES

Program control structures can be used to define the flow of execution within a program or routine.
By default, execution starts with the first statement following the BEGIN statement and proceeds
sequentially until the END statement (or a RETURN statement) is encountered. The following control
structures are available in KAREL:

e Alternation

* Looping

* Unconditional Branching

¢ Execution Control

¢ Condition Handlers

For detailed information on each type of control structure, refer to Appendix A, “KAREL Language
Alphabetical Description.”

4.2.1 Alternation Control Structures

An alternation control structure allows you to include alternative sequences of statements in a program
or routine. Each alternative can consist of several statements.

During program execution, an alternative is selected based on the value of one or more data items.
Program execution then proceeds through the selected sequence of statements.

Two types of alternation control structures can be used:

* |F Statement - provides a means of specifying one of two alternatives based on the value of
a BOOLEAN expression.

e SELECT Statement - used when a choice is to be made between several alternatives. An
alternative is chosen depending on the value of the specified INTEGER expression.

See Also: IF...THEN Statement, Appendix A , SELECT Statement, Appendix A .
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4.2.2 Looping Control Statements

A looping control structure allows you to specify that a set of statements be repeated an arbitrary
number of times, based on the value of data items in the program. KAREL supports three looping
control structures:

* The FOR statement - used when a set of statements is to be executed a specified number of
times. The number of times is determined by INTEGER data items in the FOR statement. At
the beginning of the FOR loop, the initial value in the range is assigned to an INTEGER counter
variable. Each time the cycle is repeated, the counter is reevaluated.

* The REPEAT statement - allows execution of a sequence of statements to continue as long as
some BOOLEAN expression remains FALSE. The sequence of executable statements within the
REPEAT statement will always be executed once.

* The WHILE statement - used when an action is to be executed as long as a BOOLEAN
expression remains TRUE. The boolean expression is tested at the start of each iteration, so it is
possible for the action to be executed zero times.

See Also: FOR Statement, Appendix A , REPEAT Statement, Appendix A , WHILE Statement,
Appendix A

4.2.3 Unconditional Branch Statement

Unconditional branching allows you to use a GO TO Statement to transfer control from one place
in a program to a specified label in another area of the program, without being dependent upon a
condition or BOOLEAN expression.

2 Warning
Never include a GO TO Statement into or out of a FOR loop. The program
might be aborted with a "Run time stack overflow" error.

See Also: GO TO Statement, Appendix A .

4.2.4 Execution Control Statements

The KAREL language provides the following program control statements, which are used to terminate
or suspend program execution:

* ABORT - causes the execution of the program, including any motion in progress, to be
terminated. The program cannot be continued after being aborted.

* DELAY - causes execution to be suspended for a specified time, expressed in milliseconds.
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* PAUSE - causes execution to be suspended until a CONTINUE operation is executed.

* WAIT FOR - causes execution to be suspended until a specified condition or list of conditions is
satisfied.

See Also: ABORT Statement, DELAY Statement, PAUSE Statement, WAIT FOR Statement, all in
Appendix A , Chapter 6 CONDITION HANDLERS

4.2.5 Condition Handlers

A condition handler defines a series of actions which are to be performed whenever a specified
condition is satisfied. Once defined, a condition handler can be ENABLED or DISABLED.
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Routines, similar in structure to a program, provide a method of modularizing KAREL programs.
Routines can include VAR and/or CONST declarations and executable statements. Unlike programs,
however, a routine must be declared within an upper case program, and cannot include other routine
declarations.

KAREL supports two types of routines:

Procedure Routines - do not return a value

Function Routines - return a value

KAREL routines can be predefined routines called built-in routines or they can be user-defined.

The following rules apply to all KAREL routines:

* Parameters can be included in the declaration of a routine. This allows you to pass data to the

routine at the time it is called, and return the results to the calling program.
Routines can be called or invoked:

— By the program in which they are declared

— By any routine contained in that program

— With declarations by another program, refer to Section 5.1.1

5.1 ROUTINE EXECUTION

ol
[EEY
[EEY

This section explains the execution of procedure and function routines:

Declaring routines
Invoking routines
Returning from routines
Scope of variables

Parameters and Arguments

Declaring Routines

The following rules apply to routine declarations:

A routine cannot be declared in another routine.
The ROUTINE statement is used to declare both procedure and function routines.

Both procedure and function routines must be declared before they are called.
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* Routines that are local to the program are completely defined in the program. Declarations
of local routines include:

— The ROUTINE statement
— Any VAR and/or CONST declarations for the routine

— The executable statements of the routine

* While the VAR and CONST sections in a routine are identical in syntax to those in a program, the
following restrictions apply:

— PATH, FILE, and vision data types cannot be specified.
— FROM clauses are not allowed.
— IN clauses are not allowed.

* Routines that are local to the program can be defined after the executable section if the routine
is declared using a FROM clause with the same program name. The parameters should only be
defined once. See Defining Local Routines Using a FROM Clause .

Defining Local Routines Using a FROM Clause
PROGRAM funct 1lib
ROUTINE done yet (x: REAL; sl1, s2: STRING): BOOLEAN FROM funct lib
BEGIN
IF done_yet (3.2, 'T’, '')
END funct 1lib
ROUTINE done_ yet
BEGIN

END done_yet

* Routines that are external to the program are declared in one program but defined in another.
— Declarations of external routines include only the ROUTINE statement and a FROM clause.
— The FROM clause identifies the name of the program in which the routine is defined.
— The routine must be defined local to the program named in the FROM clause.

* You can include a list of parameters in the declaration of a routine. A parameter list is an optional
part of the ROUTINE statement.

* If aroutine is external to the program, the names in the parameter list are of no significance but
must be included to specify the parameters. If there are no parameters, the parentheses used to
enclose the list must be omitted for both external and local routines.

The examples in Local and External Procedure Declarations illustrate local and external procedure
routine declarations.
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Local and External Procedure Declarations

PROGRAM procs_1lib
ROUTINE wait_ a bit
--local procedure, no parameters
BEGIN
DELAY 20
END wait a bit
ROUTINE toggle out (i: INTEGER)
--local procedure, one parameter

BEGIN
DOUT[i] = ON --reference to parameter i
DELAY 1000
DOUT[i] = OFF

END toggle out
ROUTINE calc dist(pl,p2: POSITION; dist: REAL)& FROM math lib
--external procedure defined in math lib.kL
BEGIN
END procs_1lib

The example in Function Declarations illustrate local and external function routine declarations.

Function Declarations

PROGRAM funct 1lib

ROUTINE done yet (x: REAL; sl, s2 :STRING): BOOLEAN& FROM bool 1lib
--external function routine defined in bool_lib.kl
--returns a BOOLEAN value

ROUTINE xy dist(xl,yl,x2,y2: REAL): REAL
--local function, returns a REAL value

VAR
sum_square: REAL --dynamic local variable
dx,dy: REAL --dynamic local variables
BEGIN
dx = x2-x1 --references parameters x2 and x1
dy = y2-y1l --references parameters y2 and yl
sum_square = dx * dx + dy * dy
RETURN (SQRT (sum_square) ) --SQRT 1is a built-in
END xy dist
BEGIN

END funct 1ib

See Also: FROM Clause, Appendix A , ROUTINE Statement, Appendix A .
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5.1.2 Invoking Routines

Routines that are declared in a program can be called within the executable section of the program, or
within the executable section of any routine contained in the program. Calling a routine causes the
routine to be invoked. A routine is invoked according to the following procedure:

* When a routine is invoked, control of execution passes to the routine.

* After execution of a procedure is finished, control returns to the next statement after the point
where the procedure was called.

* After execution of a function is finished, control returns to the assignment statement where the

function was called.
The following rules apply when invoking procedure and function routines:

* Procedure and function routines are both called with the routine name followed by an argument
for each parameter that has been declared for the routine.

* The argument list is enclosed in parentheses.
* Routines without parameters are called with only the routine name.

* A procedure is invoked as though it were a statement. Consequently, a procedure call constitutes
a complete executable statement.

Procedure Calls shows the declarations for two procedures followed by the procedure calls to invoke

them.

Procedure Calls
ROUTINE wait_ a bit FROM proc_lib

--external procedure with no parameters
ROUTINE calc dist(pl,p2: POSITION; dist: REAL)&

FROM math 1ib
--external procedure with three parameters

BEGIN

wait _a bit --invokes wait_a bit procedure

calc_dist (start pos, end pos, distance)
--invokes calc_dist using three arguments for
--the three declared parameters

* Because a function returns a value, a function call must appear as part or all of an expression.

* When control returns to the calling program or routine, execution of the statement containing the
function call is resumed using the returned value.

Function Calls shows the declarations for two functions followed by the function calls to invoke them.
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Function Calls
ROUTINE error check : BOOLEAN FROM error prog
--external function with no parameters returns a BOOLEAN value
ROUTINE distance(pl, p2: POSITION) : REAL &
FROM funct 1lib
--external function with two parameters returns a REAL value
BEGIN --Main program
--the function error check is invoked and returns a BOOLEAN
--expression in the IF statement
IF error check THEN
ENDIF
travel time = distance(prev_pos, next pos)/current spd

--the function distance is invoked as part of an expression in
--an assignment statement

* Routines can call other routines as long as the other routine is declared in the program containing
the initial routine. For example, if a program named master _prog contains a routine named
call_proc, that routine can call any routine that is declared in the program, master_prog .

* A routine that calls itself is said to be recursive and is allowed in KAREL. For example, the
routine factorial , shown in Recursive Function , calls itself to calculate a factorial value.

Recursive Function

ROUTINE factorial (n: INTEGER) : INTEGER
--calculates the factorial value of the integer n
BEGIN

IF n = 0 THEN RETURN (1)
ELSE RETURN (n * factorial (n-1))
--recursive call to factorial
ENDIF
END factorial

* The only constraint on the depth of routine calling is the use of the KAREL stack, an area used
for storage of temporary and local variables and for parameters. Routine calls cause information
to be placed in memory on the stack. When the RETURN or END statement is executed in the
routine, this information is taken off of the stack. If too many routine calls are made without this
information being removed from the stack, the program will run out of stack space.

See Also: Section 5.1.6 for information on how much space is used on the stack for routine calls
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5.1.3 Returning from Routines

The RETURN statement is used in a routine to restore execution control from a routine to the
calling routine or program.

The following rules apply when returning from a routine:

* In a procedure, the RETURN statement cannot include a value.

* [fno RETURN statement is executed, the END statement restores control to the calling program
or routine.

Procedure RETURN Statements illustrates some examples of using the RETURN statement in a
procedure.

Procedure RETURN Statements

ROUTINE gun on (error flag: INTEGER)

--performs some operation while a "gun" is turned on
--returns from different statements depending on what,
--if any, error occurs.

VAR gun: INTEGER

BEGIN

IF error_flag = 1 THEN RETURN

--abnormal exit from routine, returns before

--executing WHILE loop

ENDIF
WHILE DIN[gun] DO

--continues until gun is off

IF error flag = 2 THEN RETURN
--abnormal exit from routine, returns from
--within WHILE loop

ENDIF
ENDWHILE --gun is off
END gun _on --normal exit from routine

* In a function, the RETURN statement must specify a value to be passed back when control
is restored to the calling routine or program.

* The function routine can return any data type except
— FILE
— PATH
— Vision types

* [fthe return type is an ARRAY, you cannot specify a size. This allows an ARRAY of any length
to be returned by the function. The returned ARRAY, from an ARRAY valued function, can
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be used only in a direct assignment statement. ARRAY valued functions cannot be used as
parameters to other routines. Refer to Correct Passage of an ARRAY , for an example of an
ARRAY passed between two function routines.

* Ifno value is provided in the RETURN statement of a function, a translator error is generated.

e Ifno RETURN statement is executed in a function, execution of the function terminates when the
END statement is reached. No value can be passed back to the calling routine or program, so
the program aborts with an error.

Function RETURN Statements illustrates some examples using the RETURN statement in function
routines.

Function RETURN Statements
ROUTINE index value (table: ARRAY of INTEGER;
table_size: INTEGER) : INTEGER
--Returns index value of FOR loop (i) depending on
--condition of IF statement. Returns 0 in cases where
--IF condition is not satisfied.
VAR i: INTEGER

BEGIN
FOR 1 = 1 TO table size DO
IF table[i] = 0 THEN RETURN (i) --returns index
ENDIF
ENDFOR
RETURN (0) --returns 0

END index value
ROUTINE compare (test var 1: INTEGER;
test _var 2: INTEGER): BOOLEAN
--Returns TRUE value in cases where IF test is
--satisfied. Otherwise, returns FALSE value.

BEGIN
IF test _var 1 = test_var 2 THEN
RETURN (TRUE) --returns TRUE
ELSE
RETURN (FALSE) --returns FALSE
ENDIF

END compare
See Also: ROUTINE Statement, Appendix A .

5.1.4 Scope of Variables

The scope of a variable declaration can be

* Global
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Local

Global Declarations and Definitions

The following rules apply to global declarations and definitions:

Global declarations are recognized throughout a program.

Global declarations are referred to as static because they are given a memory location that does
not change during program execution, even if the program is cleared or reloaded (unless the

variables themselves are cleared.)

Declarations made in the main program, as well as predefined identifiers, are global.

The scope rules for predefined and user-defined routines, types, variables, constants, and labels
are as follows:

— All predefined identifiers are recognized throughout the entire program.

— Routines, types, variables, and constants declared in the declaration section of a program are
recognized throughout the entire program, including routines that are in the program.

Local Declarations and Definitions

The following rules apply to local declarations and definitions:

Local declarations are recognized only within the routines where they are declared.

Local data is created when a routine is invoked. Local data is destroyed when the routine finishes
executing and returns.

The scope rules for predefined and user-defined routines, variables, constants, and labels are

as follows:

— Variables and constants, declared in the declaration section of a routine, and parameters,
declared in the routine parameter list, are recognized only in that routine.

— Labels defined in a program (not in a routine of the program) are local to the body of the
program and are not recognized within any routines of the program.

— Labels defined in a routine are local to the routine and are recognized only in that routine.

Types cannot be declared in a routine, so are never local.

5.1.5 Parameters and Arguments

Identifiers that are used in the parameter list of a routine declaration are referred to as parameters.
A parameter declared in a routine can be referenced throughout the routine. Parameters are used to
pass data between the calling program and the routine. The data supplied in a call, referred to as
arguments, can affect the way in which the routine is executed.

The following rules apply to the parameter list of a routine call:

5-9



5. ROUTINES MARRC75KR07091E Rev D

* As part of the routine call, you must supply a data item, referred to as an argument, for each
parameter in the routine declaration.

* An argument can be a variable, constant, or expression. There must be one argument
corresponding to each parameter.

* Arguments must be of the same data type as the parameters to which they correspond, with
three exceptions:

— An INTEGER argument can be passed to a REAL parameter. In this case, the INTEGER
value is treated as type REAL, and the REAL equivalent of the INTEGER is passed by
value to the routine.

— A BYTE or SHORT argument can be passed by value to an INTEGER or REAL parameter.

— Any positional types can be passed to any other positional type. If they are being passed
to a user-defined routine, the argument positional type is converted and passed by value to
the parameter type.

— ARRAY or STRING arguments of any length can be passed to parameters of the same
data type.

Corresponding Parameters and Arguments shows an example of a routine declaration and three
calls to that routine.

Corresponding Parameters and Arguments
PROGRAM params

VAR
long string: STRING[10]; short string: STRINGI[5]
exact dist: REAL; rough dist: INTEGER

ROUTINE label_dist (strg: STRING; dist: REAL) &
FROM procs_1lib

BEGIN

label dist(long string, exact dist)
--long string corresponds to strg;
--exact dist corresponds to dist

label dist (short string, rough dist)
--short string, of a different length,
--corresponds to strg; rough dist, an
--INTEGER, corresponds to REAL dist

label dist(’new distance’, (exact dist * .75))
--literal constant and REAL expression
--arguments correspond to the parameters

END params

* When the routine is invoked, the argument used in the routine call is passed to the corresponding
parameter. Two methods are used for passing arguments to parameters:

— Passing Arguments By Reference
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If an argument is passed by reference, the corresponding parameter shares the same memory
location as the argument. Therefore, changing the value of the parameter changes the value
of the corresponding argument.

— Passing Arguments By Value
If an argument is passed by value, a temporary copy of the argument is passed to the routine.

The corresponding parameter uses this temporary copy. Changing the parameter does not
affect the original argument.

* Constant and expression arguments are always passed to the routine by value. Variables are
normally passed by reference. The following variable arguments, however, are passed by value:

— Port array variables

— INTEGER variables passed to REAL parameters

— BYTE and SHORT arguments passed to INTEGER or REAL parameters
— System variables with read only (RO) access

— Positional parameters that need to be converted

* While variable arguments are normally passed by reference, you can pass them by value by
enclosing the variable identifier in parentheses. The parentheses, in effect, turn the variable
into an expression.

* PATH, FILE, and vision variables can not be passed by value. ARRAY elements (indexed form
of an ARRAY variable) can be passed by value, but entire ARRAY variables cannot.

Passing Variable Arguments shows a routine that affects the argument being passed to it differently
depending on how the variable argument is passed.

Passing Variable Arguments
PROGRAM reference

VAR arg : INTEGER
ROUTINE test (param : INTEGER)
BEGIN
param = param * 3
WRITE (’'value of param:’, param, CR)
END test
BEGIN
arg = 5
test ((arg)) --arg passed to param by wvalue
WRITE ('value of arg:’, arg, CR)
test (arg) --arg passed to param by reference
WRITE ('value of arg:’, arg, CR)

END reference

The output from the program in Passing Variable Arguments is as follows:
value of param: 15

5-11



5. ROUTINES MARRC75KR07091E Rev D
value of arg: 5
value of param: 15
value of arg: 15

If the routine calls from Passing Variable Arguments were made in reverse order, first passing arg
by reference using "test(arg)" and then passing it by value using " test ((arg))," the output would
be affected as follows:

value
value
value
value

of param: 15
of arg: 15
of param: 45
of arg: 15

* To pass a variable as a parameter to a KAREL routine you can use one of two methods:

— You can specify the name of the variable in the parameter list. For example,

o If

other_rtn(param_var) passes the variable param_var to the routine other_rtn. To write
this statement, you have to know the name of the variable to be passed.

You can use BYNAME. The BYNAME feature allows a program to pass as a parameter to a
routine a variable whose name is contained in a string. For example, if the string variables
prog_name and var_name contain the name of a program and variable the operator has
entered, this variable is passed to a routine using this syntax:

other_rtn(BY NAME(prog_name,var_name, entry))

Refer to Appendix A for more information about BYNAME.

a function routine returns an ARRAY, a call to this function cannot be used as an argument to

another routine. If an incorrect pass is attempted, a translation error is detected.

Correct Passage of an ARRAY shows the correct use of an ARRAY passed between two function
routines.

Correct Passage of an ARRAY
PROGRAM correct

VAR a : ARRAY[8] of INTEGER
ROUTINE rtn _ary : ARRAY of INTEGER FROM util prog
ROUTINE print ary(arg : ARRAY of INTEGER)
VAR i1 : INTEGER
BEGIN
FOR 1 = 1 to ARRAY LEN(arg) DO
WRITE (axrg[i], cr)
ENDFOR
END print ary
BEGIN
a = rtn _ary
print ary(a)
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END correct

Incorrect Passage of an ARRAY shows the incorrect use of an ARRAY passed between two function
routines.

Incorrect Passage of an ARRAY
PROGRAM wrong
ROUTINE rtn_ary : ARRAY of INTEGER FROM util prog
ROUTINE print ary(arg : ARRAY of INTEGER)
VAR i : INTEGER
BEGIN
FOR 1 = 1 to ARRAY_LEN(arg) DO
WRITE (arg[i], cr)
ENDFOR
END print ary
BEGIN
print ary(rtn ary)
END wrong

See Also: ARRAY LEN Built-In Function, Appendix A , STR_LEN Built-In Function, Appendix
A, Appendix E , "Syntax Diagrams

5.1.6 Stack Usage

When a program is executed, a stack of 300 words is allocated unless you specify a stack size. The
stack is allocated from available user RAM.

Stack usage can be calculated as follows:

* Each call (or function reference) uses at least five words of stack.

* In addition, for each parameter and local variable in the routine, additional space on the stack is
used, depending on the variable or parameter type as shown in Table 5-1 .

Table 5-1. Stack Usage

Type Parameter Passed by | Parameter Passed by | Local Variable
Reference Value

BOOLEAN 1 2 1

ARRAY OF BOOLEAN not allowed 1 + array size

ARRAY OF BYTE 1 not allowed 1 + (array size)/4

5-13



5. ROUTINES MARRC75KR07091E Rev D

Table 5-1. Stack Usage (Cont’d)

Type Parameter Passed by | Parameter Passed by | Local Variable
Reference Value

CAM_SETUP 1 not allowed not allowed

ARRAY OF CAM_SETUP not allowed not allowed

CONFIG 1 2 1

ARRAY OF CONFIG not allowed 1 + array size

INTEGER 1 2 1

ARRAY OF INTEGER not allowed 1 + array size

FILE 1 not allowed not allowed

ARRAY OF FILE not allowed not allowed

JOINTPOS 2 12 10

ARRAY OF JOINTPOS 1 not allowed 1+ 10 * array size

JOINTPOSH1 2 4 2

ARRAY OF JOINTPOS1 1 not allowed 1+ 2 * array size

JOINTPOS2 2 5 3

ARRAY OF JOINTPOS2 1 not allowed 1+ 3 * array size

JOINTPOS3 2 6 4

ARRAY OF JOINTPOS3 1 not allowed 1+ 4 * array size

JOINTPOS4 2 7 5

ARRAY OF JOINTPOS4 1 not allowed 1+ 5 * array size

JOINTPOS5 2 8 6

ARRAY OF JOINTPOS5 1 not allowed 1+ 6 * array size

JOINTPOS6 2 9 7

ARRAY OF JOINTPOS6 1 not allowed 1+ 7 * array size

JOINTPOS7 2 10 8

ARRAY OF JOINTPOS7 1 not allowed 1+ 8 * array size

JOINTPOSS8 2 11 9

ARRAY OF JOINTPOSS8 1 not allowed 1+ 9 * array size

JOINTPOS9 2 12 10

ARRAY OF JOINTPOS9 1 not allowed 1+ 10 * array size

MODEL 1 not allowed not allowed

ARRAY OF MODEL 1 not allowed not allowed

PATH 2 not allowed not allowed

POSITION 2 16 14

ARRAY OF POSITION 1 not allowed 1+ 14 * array size
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Table 5-1. Stack Usage (Cont’d)

Type Parameter Passed by | Parameter Passed by | Local Variable
Reference Value

REAL 1 2 1

ARRAY OF REAL 1 not allowed 1 + array size

ARRAY OF SHORT 1 not allowed 1 + (array size)/2

STRING 2 2 + (string (string length+2)/4

ARRAY OF STRING 1 length+2)/4not allowed 1+((string length+2)
*array size)/4

VECTOR 1 4 3

ARRAY OF VECTOR 1 not allowed 1+ 3 * array size

VIS_PROCESS 1 not allowed not allowed

ARRAY OF VIS_PROCESS 1 not allowed not allowed

XYZWPR 2 10 8

ARRAY OF XYZWPR 1 not allowed 1+ 8 * array size

XYZWPREXT 2 13 11

ARRAY OF XYZWPREX 1 not allowed 1+ 11 * array size

ARRAY [m,n] OF some_type 1 not allowed m(ele size/4 * n + 1)+1

ARRAY [I,m,n] OF some_type 1 not allowed I(m(ele size/4 * n + 1)+1)+1

5.2 BUILT- IN ROUTINES

The KAREL language includes predefined routines referred to as KAREL built-in routines, or
built-ins. Predefined routines can be either procedure or function built-ins. They are provided as a
programming convenience and perform commonly needed services.

Many of the built-ins return a status parameter that signifies an error if not equal to 0. The error
returned can be any of the error codes defined in the application-specific FANUC Robotics Setup and
Operations Manual . These errors can be posted to the error log and displayed on the error line by
calling the POST_ERR built-in routine with the returned status parameter.

Table A—7 is a summary list of all the predefined built-in routines included in the KAREL language.
A detailed description of all the KAREL built-in routines is provided in Appendix A .

See Also: Appendix A , which lists optional KAREL built-ins and where they are documented.
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Table 5-2. KAREL Built—In Routine Summary

Category Identifier

Byname CALL_PROG CURR_PROG PROG_LIST
CALL_PROGLIN FILE_LIST VAR_INFO

VAR_LIST

Data Acquisition DAQ_CHECKP DAQ_START DAQ_UNREG
DAQ_REGPIPE DAQ_STOP DAQ_WRITE

Error Code Handling ERR_DATA POST_ERR POST_ERR_L

File and Device Operation | CHECK_NAME MOUNT_DEV XML_ADDTAG
COMPARE_FILE MOVE_FILE XML_GETDATA
COPY_FILE PRINT_FILE XML_REMTAG
DELETE_FILE PURGE_DEV XML_SCAN
DISMOUNT_DEV RENAME_FILE XML_SETVAR
DOSFILE_INF
FORMAT_DEV

Serial 1/O, File Usage BYTES_AHEAD IO_STATUS SET_FILE_ATR
BYTES_LEFT MSG_CONNECT SET_FILE_POS
CLR_IO_STAT MSG_DISCO SET_PORT_ATR
GET_FILE_POS MSG_PING VOL_SPACE
GET_PORT_ATR PIPE_CONFIG

Process I/O Setup

CLR_PORT_SIM
GET_PORT_ASG
GET_PORT_CMT
GET_PORT_MOD

GET_PORT_SIM
GET_PORT_VAL
|IO_MOD_TYPE

SET_PORT_ASG

SET_PORT_CMT
SET_PORT_MOD
SET_PORT_SIM
SET_PORT_VAL

KCL Operation KCL KCL_NO_WAIT KCL_STATUS

Memory Operation CLEAR PROG_BACKUP RENAME_VARS
CREATE_VAR PROG_CLEAR SAVE
LOAD PROG_RESTORE SAVE_DRAM
LOAD_STATUS RENAME_VAR

Mirror MIRROR

Motion and Program CNCL_STP_MTN MOTION_CTL RESET

Control

Multi-programming ABORT_TASK PAUSE_TASK SEMA_COUNT
CLEAR_SEMA PEND_SEMA SET_TSK_ATTR
CONT_TASK POST_SEMA SET_TSK_NAME
GET_TSK_INFO RUN_TASK UNLOCK_GROUP
LOCK_GROUP

Path Operation

APPEND_NODE
COPY_PATH

DELETE_NODE
INSERT_NODE

NODE_SIZE
PATH_LEN
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Table 5-2. KAREL Built—In Routine Summary (Cont’'d)

Category

Identifier

Personal Computer

ADD_BYNAMEPC

ADD_REALPC

SEND_DATAPC

Communications ADD_INTPC ADD_STRINGPC SEND_EVENTPC
Position CHECK_EPOS FRAME POS
CNV_JPOS_REL IN_RANGE POS2JOINT
CNV_REL_JPOS J_IN_RANGE SET_PERCH
CURPOS JOINT2POS UNPOS
CURJPOS
Queue Manager APPEND_QUEUE GET_QUEUE INSERT_QUEUE
COPY_QUEUE INIT_QUEUE
DELETE_QUEUE MODIFY_QUEUE
Register Operation CLR_POS_REG GET_SREG_CMT SET_POS_REG
GET_JPOS_REG GET_STR_REG SET_PREG_CMT
GET_POS_REG POS REG_TYPE SET_REAL_REG
GET_PREG_CMT SET EPOS REG SET_REG_CMT
GET_REG SET_INT_REG SET_SREG_CMT
GET_REG_CMT SET_JPOS_REG SET_STR_REG
String Operation CNV_CNF_STRG CNV_STR_CONF STR_LEN
CNV_CONF_STR CNV_STR_INT SUB_STR
CNV_INT_STR CNV_STR_REAL
CNV_REAL_STR
System ABS COS ROUND
ACOS EXP SET_VAR
ARRAY_LEN GET_VAR SIN
ASIN INDEX SQRT
ATAN2 INV TAN
BYNAME LN TRUNC
CHR ORD UNINIT
Time-of-Day Operation CNV_STR_TIME GET_TIME GET_USEC_TIM
CNV_TIME_STR GET_USEC_SUB SET_TIME
TPE Program AVL_POS_NUM GET_POS_FRM SET_ATTR_PRG
CLOSE_TPE GET_POS_TPE SET_EPOS_TPE
COPY_TPE GET_POS_TYP SET_JPOS_TPE
CREATE_TPE GET_TPE_CMT SET _POS_TPE
DEL_INST_TPE GET_TPE_PRM SET_TPE_CMT
GET_ATTR_PRG OPEN_TPE SET_TRNS_TPE
GET_JPOS_TPE SELECT_TPE

Translate

TRANSLATE
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Table 5-2. KAREL Built—In Routine Summary (Cont’'d)

Category Identifier

User Interface ACT_SCREEN DET_WINDOW INI_DYN_DISS
ADD_DICT DISCTRL_ALPH INIT_TBL
ATT_WINDOW_D DISCTRL_FORM POP_KEY_RD
ATT_WINDOW_S DISCTRL_LIST PUSH_KEY_RD
CHECK_DICT DISCTRL_PLMN READ_DICT
CNC_DYN_DISB DISCTRL_SBMN READ_DICT_V
CNC_DYN_DISE DISCTRL_TBL READ_KB
CNC_DYN_DISI FORCE_SPMENU REMOVE_DICT
CNC_DYN_DISP INI_DYN_DISB SET_CURSOR
CNC_DYN_DISR INI_DYN_DISE SET_LANG
CNC_DYN_DISS INI_DYN_DISI WRITE_DICT
DEF_SCREEN INI_DYN_DISP WRITE_DICT_V
DEF_WINDOW INI_DYN_DISR

Vector APPROACH ORIENT

Vision Operation V_CAM_CALIB V_INIT_QUEUE V_START_VTRK
V_GET_OFFSET V_RALC_QUEUE V_STOP_VTRK
V_GET_PASSFL V_RUN_FIND VREG_FND_POS
V_GET_QUEUE V_SET_REF VREG_OFFSET
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The condition handler feature of the KAREL language allows a program to respond to external
conditions more efficiently than conventional program control structures allow.

These condition handlers, also known as Global condition handlers, allow specified conditions to
be monitored in parallel with normal program execution and, if the conditions occur, corresponding

actions to be taken in response.

For a condition handler to be monitored, it must be defined first and then enabled. Disabling a
condition handler removes it from the group being scanned. Purging condition handlers deletes

their definition.

Table 6-1 lists the conditions that can be monitored by condition handlers.

Table 6-1. Conditions

port_id[n] ERRORI[N]
NOT port_id[n] EVENT[n]
port_id[n]+ ABORT
port_id[n]- PAUSE
operand = operand CONTINUE

operand <> operand

SEMAPHORE[N]

operand < operand

operand <= operand

operand > operand

operand >= operand

Table 6-2 lists the actions that can be taken.

Table 6-2. Actions

variable = expression NOABORT

port_id[n] = expression NOMESSAGE

STOP NOPAUSE

CANCEL ENABLE CONDITIONI[n]
RESUME DISABLE CONDITIONI[N]
HOLD PULSE DOUT[n] FOR t
UNHOLD UNPAUSE

routine_name ABORT

SIGNAL EVENT[n] CONTINUE
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Table 6-2. Actions (Cont'd)

PAUSE

SIGNAL SEMAPHORE[nN]

6.1 CONDITION HANDLER OPERATIONS

Table 63 summarizes condition handler operations.

Table 6-3. Condition Handler Operations

OPERATION GLOBAL CONDITION HANDLER

Define CONDITION[n]:<WITH $SCAN_TIME = n>.
WHEN conditions DO actions
ENDCONDITION

Enable ENABLE CONDITIONIn] (statement or action)
Disable DISABLE CONDITION[n] (statement or action) or conditions satisfied
Purge PURGE CONDITIONIn] (statement), program terminated

6.1.1 Global Condition Handlers

Global condition handlers are defined by executing a CONDITION statement in the executable
section of a program. The definition specifies conditions/actions pairs. The following rules apply
to global condition handlers.

* Each global condition handler is referenced throughout the program by a specified number, from
1 to 1000. If a condition handler with the specified number was previously defined, it must be
purged before it is replaced by the new one.

* The conditions/action s pairs of a global condition handler are specified in the WHEN clauses
of a CONDITION statement. All WHEN clauses for a condition handler are enabled, disabled,
and purged together.

* The condition list represents a list of conditions to be monitored when the condition handler is
scanned.

* By default, each global condition handler is scanned at a rate based on the value of
$SCR.$cond_time. If the “WITH $SCAN_TIME = n” clause is used in a CONDITION

statement, the condition will be scanned roughly every “n” milliseconds. The actual interval
between the scans is determined as shown in Table 64 .
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Table 6-4.

Interval Between Global Condition Handler Scans

e

Interval Between Scans

n <= $COND_TIME

$COND_TIME

$COND_TIME < n <= (2 * $COND_TIME)

(2 * $COND_TIME)

(2 * $COND_TIME) < n <= (4 * $COND_TIME)

(4 * $COND_TIME)

(4 * $COND_TIME) < n <= (8 * $COND_TIME)

(8 * $COND_TIME)

(8 * $COND_TIME) < n <= (16 * $COND_TIME)

(16 * $COND_TIME)

(16 * $COND_TIME) < n <= (32 * $COND_TIME)

(32 * $COND_TIME)

(32 * $COND_TIME) < n <= (64 * $COND_TIME)

(64 * $COND_TIME)

(64 * $COND_TIME) < n <= (128 * $COND_TIME)

(128 * $COND_TIME)

(128 * $COND_TIME) < n <= (256 * $COND_TIME)

(256 * $COND_TIME)

(256 * $COND_TIME) < n

(512 * $COND_TIME)

* Multiple conditions must all be separated by the AND operator or the OR operator. Mixing of

AND and OR is not allowed.

* If AND is used, all of the conditions of a single WHEN clause must be satisfied simultaneously
for the condition handler to be triggered.

* If OR is used, the actions are triggered when any of the conditions are TRUE.

The action list represents a list of actions to be taken when the corresponding conditions of the
WHEN clause are simultaneously satisfied.

Multiple actions must be separated by a comma or a new line.

Global Condition Handler Definitions shows three examples of defining global condition handlers.

See Also: $SCR.$cond time System Variable, FANUC Robotics Software Reference Manual
$SCAN_TIME Condition Handler Qualifier, FANUC Robotics Software Reference Manual

Global Condition Handler Definitions

CONDITION [1] :

1

--defines condition handler number

WHEN DIN[1] DO DOUT[1l] = TRUE --triggered if any one
WHEN DIN[2] DO DOUT[2] = TRUE --of the WHEN clauses
WHEN DIN[3] DO DOUT[3] = TRUE --ig satisfied
ENDCONDITION
CONDITIONI[2] : --defines condition handler number 2

WHEN PAUSE DO
AOUT [speed _out] = 0
DOUT [pause_light] =
ENABLE CONDITION [2]

--one condition triggers
--multiple actions
TRUE
--enables this condition
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ENDCONDITION --handler again
CONDITION[3] :
WHEN DIN[1] AND DIN[2] AND DIN[3] DO --multiple

DOUT [1] = TRUE --conditions separated by AND;

DOUT [2] = TRUE --all three conditions must be

DOUT [3] = TRUE --satisfied at the same time
ENDCONDITION

* You can enable, disable, and purge global condition handlers as needed throughout the program.
Whenever a condition handler is triggered, it is automatically disabled, unless an ENABLE action
is included in the action list. (See condition handler 2 in Global Condition Handler Definitions .)

— The ENABLE statement or action enables the specified condition handler. The condition
handler will be scanned during the next scan operation and will continue to be scanned
until it is disabled.

— The DISABLE statement or action removes the specified condition handler from the group
of scanned condition handlers. The condition handler remains defined and can be enabled
again with the ENABLE statement or action.

— The PURGE statement deletes the definition of the specified condition handler.

* ENABLE, DISABLE, and PURGE have no effect if the specified condition handler is not
defined. If the specified condition handler is already enabled, ENABLE has no effect; if it is
already disabled, DISABLE has no effect.

Using Global Condition Handlers shows examples of enabling, disabling, and purging global
condition handlers.

Using Global Condition Handlers

CONDITION[1] : --defines condition handler number 1
WHEN line_stop = TRUE DO DOUT[1] = FALSE
ENDCONDITION
CONDITIONI[2] : --defines condition handler number 2
WHEN line go = TRUE DO
DOUT[1] = TRUE, ENABLE CONDITION [1]
ENDCONDITION
ENABLE CONDITIONI[2] --condition handler 2 is enabled

IF ready THEN line go = TRUE; ENDIF

--If ready is TRUE condition handler 2 is triggered (and
--disabled) and condition handler 1 is enabled.
--Otherwise, condition handler 2 is not triggered (and is
--still enabled), condition handler 1 is not yet enabled,
--and the next two statements will have no effect.
DISABLE CONDITIONI[1]

ENABLE CONDITIONI([2]
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6.2

ENABLE CONDITION[1] --condition handler 1 is enabled

line stop = TRUE --triggers (and disables) condition handler 1
PURGE CONDITION[2] --definition of condition handler 2 deleted
ENABLE CONDITION[2] --no longer has any effect

line go = TRUE --no longer a monitored condition

CONDITIONS

One or more conditions are specified in the condition list of a WHEN or UNTIL clause, defining the
conditions portion of a conditions/actions pair. Conditions can be

* States - which remain satisfied as long as the state exists. Examples of states are DIN[1] and
(VAR > VAR2).

* Events - which are satisfied only at the instant the event occurs. Examples of events are
ERROR[n], DIN[n]+, and PAUSE.

The following rules apply to system and program event conditions:

* After a condition handler is enabled, the specified conditions are monitored.

— Ifall of the conditions of an AND, WHEN, or UNTIL clause are simultaneously satisfied, the
condition handler is triggered and corresponding actions are performed.

— If all of the conditions of an OR, WHEN, or UNTIL clause are satisfied, the condition
handler is triggered and corresponding actions are performed.

* Event conditions very rarely occur simultaneously. Therefore, you should never use AND
between two event conditions in a single WHEN or UNTIL clause because, both conditions
will not be satisfied simultaneously.

* While many conditions are similar in form to BOOLEAN expressions in KAREL, and are
similar in meaning, only the forms listed in this section, not general BOOLEAN expressions,
are permitted.

* Expressions are permitted within an EVAL clause. More general expressions may be used on
the right side of comparison conditions, by enclosing the expression in an EVAL clause: EVAL
(expression). However, expressions in an EVAL clause are evaluated when the condition handler
is defined. They are not evaluated dynamically.

The value of an EVAL clause expression must be INTEGER, REAL, or BOOLEAN.

See Also: EVAL Clause, Appendix A .
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6.2.1 Port_Id Conditions

Port_id conditions are used to monitor digital port signals. Port_id must be one of the predefined
BOOLEAN port array identifiers (DIN, DOUT, OPIN, OPOUT, TPIN, TPOUT, RDI, RDO, WDI, or
WDO). The value of n specifies the port array signal to be monitored. Table 6-5 lists the available
port_id conditions.

Table 6-5. Port_Id Conditions

CONDITION

SATISFIED (TRUE) WHEN

port_id[n]

Digital port n is TRUE. (state)

NOT port_id[n]

Digital port n is FALSE. (state)

port_id[n]+

Digital port n changes from FALSE to TRUE. (event)

port_id[n]-

Digital port n changes from TRUE to FALSE. (event)

For the state conditions, port_id[n] and NOT port_id[n] , the port is tested during every scan.
The following conditions would be satisfied if, during a scan, DIN[1] was TRUE and DIN[2]
was FALSE:

WHEN DIN[1] AND NOT DIN[2] DO .

Note that an input signal should remain ON or OFF for the minimum scan time to ensure that
its state is detected.

For the event condition port_id[n]+ , the initial port value is tested when the condition handler is
enabled. Each scan tests for the specified change in the signal. The change must occur while the
condition handler is enabled.

The following condition would only be satisfied if, while the condition handler was enabled,
DIN[1] changed from TRUE to FALSE since the last scan.

WHEN DIN[1]- DO .

6.2.2 Relational Conditions

Relational conditions are used to test the relationship between two operands. They are satisfied
when the specified relationship is TRUE. Relational conditions are state conditions, meaning the
relationship is tested during every scan. Table 66 lists the relational conditions.
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Table 6-6. Relational Conditions

CONDITION SATISFIED (TRUE) WHEN

operand = operand Relationship specified is TRUE. Operands on the left can be a port array
element, referenced as port_id[n], or a variable. Operands on the right can
be a variable, a constant, or an EVAL clause. (state)

operand < > operand

operand < operand

operand < = operand

operand > operand

operand > = operand

The following rules apply to relational conditions:

* Both operands must be of the same data type and can only be of type INTEGER, REAL, or
BOOLEAN. (As in other situations, INTEGER constants can be used where REAL values are
required, and will be treated as REAL values.)

* The operand on the left side of the condition can be any of the port array signals, a user-defined
variable, a static variable, or a system variable that can be read by a KAREL program.

* The operand on the right side of the condition can be a user-defined variable, a static variable, a
system variable that can be read by a KAREL program, any constant, or an EVAL clause. For

example:

WHEN DIN[1] = ON DO . . . --port_id and constant
WHEN flag = TRUE DO . . . --variable and constant
WHEN AIN[1] >= temp DO . . . --port_id and variable
WHEN flag 1 <> flag 2 DO . . . --variable and variable

WHEN AIN[1] <= EVAL(temp * scale) DO
--port_id and EVAL clause

WHEN dif > EVAL(max count - count) DO
--variable and EVAL clause

* The EVAL clause allows you to include expressions in relational conditions. However, it is
evaluated only when the condition handler is defined. The expression in the EVAL clause cannot
include any routine calls.

See Also: EVAL Clause, Appendix A .

6.2.3 System and Program Event Conditions

System and program event conditions are used to monitor system and program generated events. The
specified condition is satisfied only if the event occurs when the condition handler is enabled.
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Enabled condition handlers containing ERROR, EVENT, PAUSE, ABORT, POWERUP, or
CONTINUE conditions are scanned only if the specified type of event occurs. For example, an
enabled condition handler containing an ERROR condition will be scanned only when an error occurs.
Table 67 lists the available system and program event conditions.

Table 6-7. System and Program Event Conditions

CONDITION SATISFIED (TRUE) WHEN

ERROR [n] The error specified by n is reached or, if n = *, any error occurs. (event)
EVENT[n] The event specified by n is signaled. (event)

ABORT The program is aborted. (event)

PAUSE The program is paused. (event)

CONTINUE The program is continued. (event)

POWERUP The program is continued. (event)

SEMAPHORE[n]

The value of the semaphore specified by n is posted.

The following rules apply to these conditions:

ERROR Condition

The ERROR condition can be used to monitor the occurrence of a particular error by specifying
the error code for that error. For example, ERROR[15018] monitors the occurrence of the error
represented by the error code 15018.

The error codes are listed in the following format:

ffcce (decimal)

where

ff represents the facility code of the error
ccc represents the error code within the specified facility

For example, 15018 is MOTN-018, which is "Position not reachable." The facility code is 15
and the error code is 018. Refer to the FANUC Robotics Error Code Manual for a complete
listing of error codes.

The ERROR condition can also be used to monitor the occurrence of any error by specifying an
asterisk (*), the wildcard character, in place of a specific error code. For example, ERROR[*]
monitors the occurrence of any error.

The ERROR condition is satisfied only for the scan performed when the error was detected. The
error is not remembered in subsequent scans.
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EVENT Condition

* The EVENT condition monitors the occurrence of the specified program event. The SIGNAL
statement or action in a program indicates that an event has occurred.

* The EVENT condition is satisfied only for the scan performed when the event was signaled. The
event is not remembered in subsequent scans.

ABORT Condition

* The ABORT condition monitors the aborting of program execution. If an ABORT occurs, the
corresponding actions are performed. However, if one of the actions is a routine call, the routine
will not be executed because program execution has been aborted.

If an ABORT condition is used in a condition handler all actions, except routine calls, will be
performed even though the program has aborted.

PAUSE Condition

* The PAUSE condition monitors the pausing of program execution. If one of the corresponding
actions is a routine call, it is also necessary to specify a NOPAUSE or UNPAUSE action.

CONTINUE Condition

* The CONTINUE condition monitors the resumption of program execution. If program execution
is paused, the CONTINUE action, the KCL> CONTINUE command, a CYCLE START from
the operator panel, or the teach pendant FWD key will continue program execution and satisfy
the CONTINUE condition.

POWERUP Condition

* The POWERUP condition monitors the resumption of program execution after a power failure
recovery. The controller must be able to recover successfully from a power failure before the
program can be resumed.

SEMAPHORE Condition
* The SEMAPHORE condition monitors the specified semaphore. The CLEAR SEMA built-in can
be used to set the semaphore value to 0. The POST SEMA built-in or the SIGNAL SEMAPHORE
action can be used to increment the semaphore value and satisfy the SEMAPHORE condition.
See Also: In Appendix A :
ABORT Condition
CONTINUE Condition

ERROR Condition
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EVENT Condition
PAUSE Condition
POWERUP Condition
SEMAPHORE Condition

application-specific FANUC Rabotics Setup and Operations Manual for error codes. FANUC Robotics
Error Code Manual.

6.3 ACTIONS

Actions are specified in the action list of a WHEN clause. Actions can be

* Specially defined KAREL actions that are executed in parallel with the program

* A routine call, which will interrupt program execution

When the conditions of a condition handler are satisfied, the condition handler is triggered. The
actions corresponding to the satisfied conditions are performed in the sequence in which they appear
in the condition handler definition, except for routine calls. Routines are executed after all of the
other actions have been performed.

Note that, although many of the actions are similar in form to KAREL statements and the effects are
similar to corresponding KAREL statements, the actions are not executable statements. Only the

forms indicated in this section are permitted.

See Also: Actions and Statements, Appendix A .

6.3.1 Assignment Actions

The available assignment actions are given in Table 6-8 .
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Table 6-8. Assignment Actions

ACTION RESULT

The value of the expression is assigned to the variable. The
expression can be a variable, a constant, a port array element, or
an EVAL clause.

variable = expression

port_id[n] = expression The value of the expression is assigned to the port array element
referenced by n. The expression can be a variable, a constant, or

an EVAL clause.

The following rules apply to assignment actions:

* The assignment actions, “variable = expression” and “port_id[n] = expression” can be used to
assign values to variables and port array elements.

— The variable must be either a user-defined variable, a static variable, or a system variable
without a minimum/maximum range and that can be written to by a KAREL program.

— The port array, if on the left, must be an output port array that can be set by a KAREL program.

— The expression can be a user-defined variable, a static variable. a system variable that can be
read by a KAREL program, any constant, or an EVAL clause.

* Ifavariable is on the left side of the assignment, the expression can also be a port array element.
However, you cannot assign a port array element to a port array element directly. For example,
the first assignment shown is invalid, but the next two are valid:

DOUT[1] = DOUT[2] --invalid action
port var = DOUT[2] --valid action, where port var is a variable
DOUT[1] = port _var --another valid action, which if executed

--after port var = DOUT[2], would in effect
--assign DOUT[2] to DOUT[1]

* [f the expression is a variable, it must be a global variable. The value used is the current value
of the variable at the time the action is taken, not when the condition handler is defined. If the
expression is an EVAL clause, it is evaluated when the condition handler is defined and that

value is assigned when the action is taken.

* Both sides of the assignment action must be of the same data type. An INTEGER or EVAL
clause is permitted on the right side of the assignment with an INTEGER, REAL, or BOOLEAN
on the left.
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6.3.2 Motion Related Actions

Motion related actions affect the current motion and might affect subsequent motions. They are
given in Table 6-9 .

Table 6-9. Motion Related Actions

ACTION RESULT

STOP Current motion is stopped.

RESUME The last stopped motion is resumed.

CANCEL Current motion is canceled.

HOLD Current motion is held. Subsequent motions are not started.
UNHOLD Held motion is released.

The following rules apply to motion related actions:
¢ [fa STOP is issued, the current motion and any queued motions are pushed as a set on a stopped
motion stack. If no motion is in progress, an empty entry is pushed on the stack.

* [fa RESUME is issued, the newest stopped motion set on the stopped motion stack is queued
for execution.

* [fa CANCEL is issued, the motion currently in progress is canceled. Any motions queued to
the same group behind the current motion are also canceled. If no motion is in progress, the
action has no effect.

* [fa HOLD is issued, the current motion is held and subsequent motions are prevented from
starting. The UNHOLD action releases held motion.

6.3.3 Routine Call Actions

Routine call actions, or interrupt routines, are specified by
<WITH $PRIORITY = n> routine_name
The following restrictions apply to routine call actions or interrupt routines:

* The interrupt routine cannot have parameters and must be a procedure (not a function).

* [f the interrupted program is using READ statements, the interrupt routine cannot read from the
same file variable. If an interrupted program is reading and the interrupt routine attempts a read
from the same file variable, the program is aborted.

* When an interrupt routine is started, the interrupted KAREL program is suspended until the
routine returns.
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* Interrupt routines, like KAREL programs, can be interrupted by other routines. The maximum
depth of interruption is limited only by stack memory size.

* Routines are started in the sequence in which they appear in the condition handler definition, but
since they interrupt each other, they will actually execute in reverse order.

* Interrupts can be prioritized so that certain interrupt routines cannot be interrupted by others. The
$PRIORITY condition handler qualifier can be used to set the priority of execution for an indicated
routine action. $SPRIORITY values must be 0-255 where the lower value represents a lower
priority. If a low priority routine is called while a routine with a higher priority is running, it will
be executed only when the higher priority routine has completed. If SPRIORITY is not specified,
the routine’s priority will default to the current value of the SPRIORITY system variable.

See Also: WITH Clause, Appendix A, “KAREL Language Alphabetical Description," for more
information on $PRIORITY

6.3.4 Miscellaneous Actions

Table 6-10 describes other allowable actions.

Table 6-10. Miscellaneous Actions

ACTION RESULT
SIGNAL EVENT[n] The event specified by n is signaled.
NOMESSAGE The error message that otherwise would have been generated is not

displayed or logged.

NOPAUSE Program execution is resumed if the program was paused, or is prevented
from pausing.

NOABORT Program execution is resumed if the program was aborted, or is prevented
from aborting.

ABORT Program execution is aborted.

CONTINUE Program execution is continued.

PAUSE Program execution is paused.

SIGNAL SEMAPHORE([n] Specified semaphore is signaled.

ENABLE CONDITION[N] Condition handler n is enabled.

DISABLE CONDITIONIn] Condition handler n is disabled.

PULSE DOUT[n] FOR t Specified port n is pulsed for the time interval t (in milliseconds).
UNPAUSE If a routine_name is specified as an action, but program execution is

paused, execution is resumed only for the duration of the routine and then
is paused again.
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See Also: Appendix A for more information on each miscellaneous action.
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7. FILE INPUT/OUTPUT OPERATIONS

/7.1 OVERVIEW

The KAREL language facilities allow you to perform the following serial input/output (I/O)

operations:

File variables are used to indicate the file, communication port, or device on which a serial I/O

Open data files and serial communication ports using the OPEN FILE Statement
Close data files and serial communication ports using the CLOSE FILE Statement
Read from files, communication ports, and user interface devices using the READ Statement

Write to files, communication ports, and user interface devices using the WRITE Statement

Cancel read or write operations

operation is to be performed.

Buffers are used to hold data that has not yet been transmitted. The use of data items in READ and
WRITE statements and their format specifiers depend on whether the data is text (ASCII) or binary,
and on the data type.

7.2 FILE VARIABLES

A KAREL program can perform serial I/O operations on the following:

A file variable is used to indicate the file, communication port, or device on which you want to

¢ Data files residing in the KAREL file system

* Serial communication ports associated with connectors on the KAREL controller

* User interface devices including the CRT/KB and teach pendant

perform a particular serial I/O operation.

Table 7—1 lists the predefined file variables for user interface devices. These file variables are already
opened and can be used in the READ or WRITE statements.

Table 7-1. Predefined File Variables

IDENTIFIER DEVICE OPERATIONS
TPFUNC* Teach pendant function key line Both
TPDISPLAY* Teach pendant KAREL display Both
TPPROMPT* Teach pendant prompt line Both
TPERROR Teach pendant message line Write
TPSTATUS* Teach pendant status line Write
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Table 7-1. Predefined File Variables (Cont’d)

CRTFUNC* CRT/KB function key line Both
INPUT CRT/KB keyboard Read
OUTPUT* CRT/KB KAREL screen Write
CRTPROMPT* CRT/KB prompt line Both
CRTERROR CRT/KB message line Write
CRTSTATUS* CRT/KB status line Write

* Only displayed when teach pendant or CRT is in the user menu.

A file variable can be specified in a KAREL statement as a FILE variable. Using FILE in a KAREL
Program shows an example of declaring a FILE variable and of using FILE in the executable section
of a program.

Using FILE in a KAREL Program

PROGRAM lun_prog
VAR
curnt_file : FILE
ROUTINE input data(file spec:FILE) FROM util prog

BEGIN
OPEN FILE curnt file ('RW’,’text.dt’) --variable FILE
input data(curnt file) --file variable argument

WRITE TPERROR (’'Error has occurred’)
END lun prog

Sharing FILE variables between programs is allowed as long as a single task is executing the
programs. Sharing file variables between tasks is not allowed.

7.3 OPEN FILE STATEMENT

The OPEN FILE statement associates the file variable with a particular data file or communication
port.

The association remains in effect until the file is closed, either explicitly by a CLOSE FILE statement
or implicitly when program execution terminates or is aborted.

The OPEN FILE statement specifies how the file is to be used (usage string), and which file or
port (file string) is used.
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7.3.1 Setting File and Port Attributes

Attributes specify the details of operation of a serial port, or KAREL FILE variable. The

SET PORT_ATR and SET _FILE ATR built-ins are used to set these attributes. SET_FILE ATR
must be called before the FILE is opened. SET PORT ATR can be called before or after the FILE
that is using a serial port, is opened.

Table 7-2 lists each attribute type, its function and whether the attribute is intended for use with
teach pendant and CRT/KB devices, serial ports, data files, or pipes. Refer to Appendix A for more

information.
Table 7-2. Predefined Attribute Types
ATTRIBUTE TYPE FUNCTION SET_PORT_ATR OR TP/ CRT | SERIAL | DATA | PIPES | SOCKET
SET_FILE_ATR PORTS | FILES MESSAGING
ATR_BAUD Baud rate SET _PORT_ATR not used valid not not not used
used used
ATR_DBITS Data length SET_PORT_ATR not used | valid not not not used
used used
ATR_EOL End of line SET_FILE_ATR not used | valid not valid valid
used
ATR_FIELD Field SET_FILE_ATR valid valid valid valid valid
ATR_IA Interactively SET_FILE_ATR valid valid valid valid valid
write
ATR_MODEM Modem line SET _PORT_ATR not used valid not not not used
used used
ATR_PARITY Parity SET_PORT_ATR not used | valid not not not used
used used
ATR_PASSALL Passall SET_FILE_ATR valid valid not valid valid
used
ATR_READAHD Read ahead SET_PORT_ATR not used valid not not not used
buffer used used
ATR_REVERSE Reverse SET_FILE_ATR not used | valid valid valid valid
transfer
ATR_SBITS Stop bits SET_PORT_ATR not used | valid not not not used
used used
ATR_TIMEOUT Timeout SET_FILE_ATR valid valid not valid valid
used
ATR_UF Unformatted SET_FILE_ATR not used valid valid valid valid
transfer
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Table 7-2. Predefined Attribute Types (Cont’d)

ATTRIBUTE TYPE FUNCTION SET_PORT_ATR OR TP/ CRT | SERIAL | DATA | PIPES | SOCKET
SET_FILE_ATR PORTS | FILES MESSAGING
ATR_XONOFF XON/XOFF SET_PORT_ATR not used | valid not not not used
used used
ATR_PIPOVADV Pipe SET_FILE_ATR not used not not valid valid
Overflow used used
ATR_PIPWAIT Wait for data | SET_FILE_ATR not used not not valid valid
used used
Table 7-3 contains detailed explanations of each attribute.
Table 7-3. Attribute Values
Attribute Type Description Valid Device Usage Mode | Valid Values Default Value
ATR_BAUD The baud rate of a serial PORT Read/ Write BAUD_9600: BAUD_9600
Baud rate port can be changed to 9600 baud
one of the valid attribute BAUD_4800:
values. 4800 baud
BAUD_2400:
2400 baud
BAUD_1200:
1200 baud
ATR_DBITS If specified, the data PORT Read/ Write DBITS_5: 5 bits | DBITS_8
Data length length for a serial port is DBITS_6: 6 bits
changed to the specified DBITS_7: 7 bits
attribute values. DBITS_8: 8 bits
ATR_EOL If specified, the serial port | PORT Read/ Write | Any ASCII 13 (carriage return)
End of line is changed to terminate character code
read when the specified
attribute value. Refer to
Appendix D , for a listing
of valid attribute values.
ATR_FIELD If specified, the amount TP/CRT, Read only Ignored Read data until
Field of data read depends on PORT, FILE terminator character
the format specifier in (EOL) appears
the READ statement, or
the default value of the
data type being read. If
not specified, the data is
read until the terminator
character (EOL) appears.




MARRC75KR07091E Rev D

7. FILE INPUT/OUTPUT OPERATIONS

Table 7-3. Attribute Values (Cont’d)

Attribute Type

Description

Valid Device

Usage Mode

Valid Values

Default Value

ATR_IA
Interactively write

If specified, the contents
of the buffer are output
when each write operation
to the buffer is complete.
(Interactive)

If not specified, the
contents of the buffer
are output only when the
buffer becomes full or
when CR is specified.
The size of the output
buffer is 256 bytes. (Not
interactive)

TP/CRT,
PORT, FILE

Write only

Ignored

TP/CRT is
interactive, PORT,
FILE are not
interactive

ATR_MODEM
Modem line

Refer to "Modem Line"
section that follows for
information.

ATR_PARITY
Parity

The parity for a serial port
can be changed to one of
the valid attribute values.

PORT

Read/ Write

PARITY_NONE:
No parity
PARITY_ODD:
Odd parity
PARITY_EVEN:
Even parity

PARITY_NONE

ATR_PASSALL
Passall

If specified, input is read
without interpretation

or transaction. Since

the terminator character
(EOL) will not terminate
the read, the field attribute
automatically assumes
the “field” option.

TP/CRT, PORT

Read only

Ignored

Read only the
displayable keys
until enter key is
pressed

ATR_PIPOVADV

Configures the behavior of
the read when an overflow
occurs. By default the
behavior is to signal an
end of file (EOF) when the
overflow occurs.

PIPE

Read

The value must
be between 0
and the total
number of bytes
in the pipe. The
value will be
rounded up

to the nearest
binary record.

The value parameter
is either OVF_EOF
(sets the default
behavior) or the
number of bytes to
advance when an
overflow occurs.
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Table 7-3. Attribute Values (Cont’d)

port is changed to the
specified attribute value.

XF_USED: Used

Attribute Type Description Valid Device Usage Mode | Valid Values Default Value
ATR_PIPWAIT The read operation waits | PIPE Read WAIT_USED or | The default is
for data to arrive in the WAIT_NOTUSED]| snapshot which
pipe. means that the
system returns an
EOF when all the
data in the pipe has
been read.
ATR_READAHD The attribute value is PORT Read/ Write | any positive 1 (128 byte buffer)
Read Ahead Buffer | specified in units of 128 integer
bytes, and allocates a 1=128 bytes
read ahead buffer of the 2=256 bytes
indicated size. O=disable bytes
ATR_REVERSE The bytes will be PORT, FILE Read/ Write Ignored Not reverse transfer
Reverse transfer swapped.
ATR_SBITS This specifies the number | PORT Read/ Write SBITS_1:1 bit SBITS_1
Stop bits of stop bits for the serial SBITS_15: 1.5
port. bits
SBITS_2:2 bits
ATR_TIMEOUT If specified, an error willbe | TP/CRT, PORT | Read only Any integer 0 (external)
Timeout returned by IO_STATUS value (units are
if the read takes longer in msec)
than the specified attribute
value.
ATR_UF If specified, a binary PORT, FILE Read/ Write Ignored ASCII transfer
Unformatted transfer is performed.
transfer For read operations,
the terminator character
(EOL) will not terminate
the read, and therefore
automatically assumes
the “field” option. If not
specified, ASCII transfer
is performed.
ATR_XONOFF If specified, the PORT Read/ Write | XF_NOT_USED: | XF_USED
XON/XOFF XON/XOFF for a serial Not used
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Modem line

Valid device : PORT

Usage mode : Read/Write

Default value : MD_NOT_USED: DSR, DTR, and RTS not used
Valid attribute values : MD NOT USED: DSR, DTR, and RTS not used
MD_USE DSR: DSR used

MD_NOUSE_DSR: DSR not used

MD_USE DTR: DTR used

MD_NOUSE _DTR: DTR not used

MD_USE RTS: RTS used

MD_ NOUSE_RTS: RTS not used

* This attribute controls the operation of the modem line. The control is based on the following
binary mask, where the flag bits are used to indicate what bit value you are changing.

RTS value | DSRvalue | DTR value RTS flag DSR flag DTR flag

— RTS (request to send) and DTR (data terminal ready) are both outputs.
— DSR (data set ready) is an input.
* Set the modem line attribute by doing the following.

— To indicate RTS is used (HIGH/ON): status = SET _PORT_ATR (port name, ATR_ MODEM,
MD_USE RTS)

— To indicate RTS is NOT used (LOW/OFF):status = SET PORT ATR (port name,
ATR_MODEM, MD NOUSE _RTS)

— To indicate RTS is used (HIGH/ON) and DTR is not used (LOW/OFF):status =
SET PORT_ATR (port_name, ATR_MODEM, MD USE_RTS or MD_NOUSE_DTR)

* The following examples demonstrate how to use the returned attribute value from the
GET _PORT ATR built-in.

status = GET_PORT ATR (port, ATR MODEM, atr_ value)

— To determine if DTR is used:

IF ((atr value AND MD USE DTR) = MD USE DTR) THEN

7-9



7. FILE INPUT/OUTPUT OPERATIONS MARRC75KR07091E Rev D

write ('DTR 1s 1in use’,cCr)
ENDIF

— To determine if DTR is not used (LOW/OFF)

IF (atr_value AND MD USE DTR) = MD NOUSE DTR) THEN
write ('DTR is not in use’, cr)
ENDIF

For more information on GET PORT_ATR Built-in, refer to Appendix A .

7.3.2 File String

The file string in an OPEN FILE statement specifies a data file name and type, or a communication
port.

* The OPEN FILE statement associates the data file or port specified by the file string with the file
variable. For example, OPEN FILE file var (‘RO’, ‘data_file.dt’) associates the data file called
‘data_file.dt” with the file file var.

* If the file string is enclosed in single quotes, it is treated as a literal. Otherwise, it is treated
as a STRING variable or constant identifier.

* When specifying a data file, you must include both a file name and a valid KAREL file type (any
1, 2, or 3 character file extension).

* The following STRING values can be used to associate file variables with serial communication
ports on the KAREL controller. Defaults for are:

— 'P2:" - Debug console connector on the outside of the operator panel
— 'P3:" - RS-232-C, JD17 connector on the Main CPU board (CRT/KB)
— P4’ - RS-422, JD17 connector on the Main CPU board

— 'KB:tp kb’ - Input from numeric keypad on the teach pendant. TPDISPLAY or TPPROMPT
are generally used, so OPEN FILE is not required.

— 'KB:cr kb’ - Input from CRT/KB. INPUT or CRTPROMPT are generally used, so OPEN
FILE is not required.

— "WD:window_name' - Writes to a window.

— 'WD:window_name</keyboard_name>" , where keyboard_name is either "tpkb’ or
crkb’ - Writes to the specified window. Inputs are from the TP keypad (tpkb) or the CRT
keyboard (crkb). Inputs will be echoed in the specified window.
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See Also: Chapter 9 FILE SYSTEM , for a description of file names and file types.

7.3.3 Usage String

The usage string in an OPEN FILE statement indicates how the file is to be used.

* [t is composed of one usage specifier.

* Itapplies only to the file specified by the OPEN FILE statement and has no effect on other FILEs.

* [t must be enclosed in single quotes if it is expressed as a literal.

* It can be expressed as a variable or a constant.

Table 74 lists each usage specifier, its function, and the devices or ports for which it is intended.

“TP/CRT” indicates teach pendant and CRT/KB.
“Ports” indicates serial ports.

“Files” indicates data files.

“Pipes” indicates pipe devices.

“Valid” indicates a permissible use.

“No use” indicates a permissible use that might have unpredictable side effects.

Table 7-4. Usage Specifiers

SPECIFIER

FUNCTION TP/CRT PORTS FILES PIPES

RO

valid valid valid valid

— Permits only read
operations

— Sets file position to
beginning of file

— File must already exist
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Table 7-4. Usage Specifiers (Cont’d)

RW

Rewrites over existing
data in a file, deleting
existing data

Permits read and
write operations

Sets file position to
beginning of file

File will be created if it
does not exist

valid

valid

valid
No use on
FRx:

valid

AP

Appends to end of
existing data

Permits read and
write (First operation
must be a write.)

Sets file position to
end of file

File will be created if it
does not exist

no use

valid

valid -RAM
disk* no use
on FRXx:

valid

ub

Updates from
beginning of existing
data. (Number of
characters to be
written must equal
number of characters
to be replaced.)

Overwrites the
existing data with
the new data

Permits read and
write

Sets file position to
beginning of existing
file

no use

valid

valid -RAM
disk* no use
on FRXx:

no use
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* AP and UD specifiers can only be used with uncompressed files on the RAM disk. Refer to Chapter
9 FILE SYSTEM , for more information on the RAM disk and Pipe devices.

File String Examples shows a program that includes examples of various file strings in OPEN FILE
statements. The CONST and VAR sections are included to illustrate how file and port strings are
declared.

File String Examples

PROGRAM open_luns

CONST
part file ¢ =’parts.dt’ --data file STRING constant
comm_port = 'P3:’ --port STRING constant

VAR

file varl : FILE
file var2 : FILE
file var3 : FILE
file var4 : FILE
file var5 : FILE
file varl2 : FILE
temp file : STRING[19]

--a STRING size of 19 accommodates 4 character device names,
--12 character file names, the period, and 2 character,
--file types.

port var : STRING[3]

BEGIN

--literal file name and type

OPEN FILE file varl (’'RO’,’log file.dt'’)
--constant specifying parts.dt

OPEN FILE file var2 ('RW’, part file c)
--variable specifying new file dt

temp file = 'RD:new file.dt’

OPEN FILE file var3 (’'AP’, temp file)
--literal communication port

OPEN FILE file var4 ('RW’, 'P2:')
--constant specifying CO:

OPEN FILE file var5 (’'RW’, comm port)
--variable specifying C3:

port_var = 'C3:’

OPEN FILE file varl2 ('RW’, port_ var)

END open_luns

See Also: Chapter 9 FILE SYSTEM , for more information on the available storage devices

Chapter 14 INPUT/OUTPUT SYSTEM , for more information on the CO: and C3: ports
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7.4 CLOSE FILE STATEMENT

The CLOSE FILE statement is used to break the association between a specified file variable and its
data file or communication port. It accomplishes two objectives:

* Any buffered data is written to the file or port.

¢ The file variable is freed for another use.

CLOSE FILE Example shows a program that includes an example of using the CLOSE FILE

statement in a FOR loop, where several files are opened, read, and then closed. The same file variable
1s used for each file.

CLOSE FILE Example

PROGRAM read files
VAR

file var : FILE

file names : ARRAY[10] OF STRING[15]

loop count : INTEGER

loop file : STRING([15]
ROUTINE read ops(file spec:FILE) FROM util prog
--performs some read operations

ROUTINE get names (names:ARRAY OF STRING) FROM util prog
--gets file names and types
BEGIN

get names(file names)

FOR loop count = 1 TO 10 DO
loop file = file names[loop_ count]
OPEN FILE file var ('RO’, loop file)

read ops(file var) --call routine for read operations
CLOSE FILE file var

ENDFOR END read files

See Also: CLOSE FILE Statement, Appendix A .

10_STATUS Built-In Function, Appendix A for a description of errors.

7.5 READ STATEMENT

The READ statement is used to read one or more specified data items from the indicated device. The
data items are listed as part of the READ statement. The following rules apply to the READ statement:
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The OPEN FILE statement must be used to associate the file variable with the file opened in
the statement before any read operations can be performed unless one of the predefined files is
used (refer to Table 7-1 ).

If the file variable is omitted from the READ statement, then TPDISPLAY is used as the default.
Using the %CRTDEVICE directive will change the default to INPUT (CRT input window).

Format specifiers can be used to control the amount of data that is read for each data item. The
effect of format specifiers depends on the data type of the item being read and on whether the data
is in text (ASCII) or binary (unformatted) form.

When the READ statement is executed (for ASCII files), data is read beginning with the next
nonblank input character and ending with the last character before the next blank, end of line, or
end of file for all input types except STRING.

With STRING values, the input field begins with the next character and continues to the end of
the line or end of the file. If a STRING is read from the same line following a nonstring field, any
separating blanks are included in the STRING.

ARRAY variables must be read element by element; they cannot be read in unsubscripted form.
Frequently, they are read using a READ statement in a FOR loop.

PATH variables can be specified as follows in a READ statement, where “path name” is a PATH
variable and “n” and “m” are PATH node indexes:

— path_name : specifies that the entire path, starting with a header and including all of the
nodes and their associated data, is to be read. The header consists of the path length and the
associated data description in effect when the PATH was written.

— path_name [0] : specifies that only the header is to be read. The path header consists of
the path length and the associated data description in effect when the PATH was written.
Nodes are deleted or created to make the path the correct length, and all new nodes are set
uninitialized.

— path _name [n] : specifies that data is to be read into node[n] from the current file position.
The value of n must be in the range from 0 to the length of the PATH.

— path name [n .. m] : specifies that data is to be read into nodes n through m. The value of n
must be in the range from 0 to the length of the PATH and can be less than, equal to, or greater
than the value of m. The value of m must be in the range from 1 to the length of the PATH.

If an error occurs while reading node n (where n is greater than 0), it is handled as follows:

If n> original path length (prior to the read operation), the nodes from n to the new path length
are set uninitialized.

If n <= original path length , the nodes from n to the original path length remain as they were prior
to the read operation and any new nodes (greater than the original path length) are set uninitialized.

* [fthe associated data description that is read from the PATH does not agree with the current user

associated data, the read operation is terminated and the path will remain as it was prior to the
read operation. The IO _STATUS built-in function will return an error if this occurs.
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* PATH data must be read in binary (unformatted) form.

READ Statement Examples shows several examples of the READ statement using a variety of file
variables and data lists.

READ Statement Examples

READ (next part_no) --uses default TPDISPLAY
OPEN FILE file var ('RO’,’data file.dt’)
READ file var (color, style, option)
READ host line (color, style, option, CR)
FOR 1 = 1 TO array size DO
READ data (data_arrayl[il)
ENDFOR

If any errors occur during input, the variable being read and all subsequent variables up to CR in the
data list are set uninitialized unless the file variable is open to a window device.

If reading from a window device, an error message is displayed indicating the bad data item and you
are prompted to enter a replacement for the invalid data_item and to reenter all subsequent items.

The built-in function I0_STATUS can be used to determine the success or failure (and the reason
for the failure) of a READ operation.

See Also: READ Statement, Appendix A .
10_STATUS Built-In Functions, Appendix A for a list of I/O error messages

%CRTDEVICE Translator Directive, Appendix A .

7.6 WRITE STATEMENT

The WRITE statement is used to write one or more specified data items to the indicated device. The
data items are listed as part of the WRITE statement. The following rules apply to the WRITE
statement:

* The OPEN FILE statement must be used to associate the file variable with the file opened in
the statement before any write operations can be performed unless one of the predefined files is
used (refer to Table 7-1 ).

¢ [f the file variable is omitted from the WRITE statement, then TPDISPLAY is used as the default.
* Using the %CRTDEVICE directive will change the default to OUTPUT (CRT output window).
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* Format specifiers can be used to control the format of data that is written for each data_item. The
effect of format specifiers depends on the data type of the item being written and on whether the
data is in text (ASCII) or binary (unformatted) form.

* ARRAY variables must be written element by element; they cannot be written in unsubscripted
form. Frequently, they are written using a WRITE statement in a FOR loop.

* PATH variables can be specified as follows in a WRITE statement, where “path name” is
a PATH variable and “n” and “m” are PATH node indexes:

— path_name : specifies that the entire path is to be written, starting with a header that provides
the path length and associated data table, and followed by all of the nodes, including their
associated data.

— path_name [0] : specifies that only the header is to be written. The path header consists of the
path length and a copy of the associated data table.

— path _name [n] : specifies that node[n] is to be written.

— path _name [n .. m] : specifies that nodes n through m are to be written. The value of n must
be in the range from 0 to the length of the PATH and can be less than, equal to, or greater than
the value of m. The value of m must be in the range from 1 to the length of the PATH.

* PATH data must be written in binary (unformatted) form.

WRITE Statement Examples shows several examples of the WRITE statement using a variety of
file variables and data lists.

WRITE Statement Examples

WRITE TPPROMPT (’'Press T.P. key "GO" when ready’)

WRITE TPFUNC (' GO RECD QUIT BACK1 FWD-1")

WRITE log file (part no:5, good count:5, bad count:5, operator:3,
CR)

WRITE ('This is line 1’, CR, 'This is line 2’, CR)

--uses default TPDISPLAY

FOR 1 = 1 TO array size DO

WRITE data (data_arrayl[il)
ENDFOR

See Also: WRITE Statement, Appendix A .

I0_STATUS Built-In Functions, Appendix A .

7.7 INPUT/OUTPUT BUFFER

An area of RAM, called a buffer , is used to hold up to 256 bytes of data that has not yet been
transmitted during a read or write operation.
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Buffers are used by the READ and WRITE statements as follows:

* During the execution of a READ statement, if more data was read from the file than required by

the READ statement, the remaining data is kept in a buffer for subsequent read operations. For
example, if you enter more data in a keyboard input line than is required to satisfy the READ
statement the extra data is kept in a buffer.

e Ifa WRITE statement is executed to a non-interactive file and the last data item was not a CR, the

data is left in a buffer until a subsequent WRITE either specifies a CR or the buffer is filled.

* The total data that can be processed in a single READ or WRITE statement is limited to 127 bytes.

7.8 FORMATTING TEXT (ASCII) INPUT/OUTPUT

This section explains the format specifiers used to read and write ASCII (formatted) text for each
data type.

The following rules apply to formatting data types:

* For text files, data items in READ and WRITE statements can be of any of the simple data types

(INTEGER, REAL, BOOLEAN, and STRING).

Positional and VECTOR variables cannot be read from text files but can be used in WRITE
statements.

ARRAY variables cannot be read or written in unsubscripted form. The elements of an ARRAY
are read or written in the format that corresponds to the data type of the ARRAY.

PATH variables cannot be read or written.

Some formats and data combinations are not read in the same manner as they were written or
become invalid if read with the same format.

The amount of data that is read or written can be controlled using zero, one, or two format
specifiers for each data item in a READ or WRITE statement. Each format specifier, represented
as an INTEGER literal, is preceded by double colons (::).

Table 7-5 summarizes the input format specifiers that can be used with the data items in a READ
statement. The default format of each data type and the format specifiers that can affect each
data type are explained in Section 7.8.1 , through Section 7.8.6 .

Table 7-5. Text (ASCIl) Input Format Specifiers

DATA TYPE 1ST FORMAT SPECIFIER 2ND FORMAT SPECIFIER
INTEGER Total number of characters read Number base in range 2 - 16
REAL Total number of characters read Ignored
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Table 7-5. Text (ASCII) Input Format Specifiers (Cont’d)

DATA TYPE 1ST FORMAT SPECIFIER 2ND FORMAT SPECIFIER
BOOLEAN Total number of characters read Ignored
STRING Total number of characters read 0 - unquoted STRING

2 - quoted STRING

Table 7-6 summarizes the output format specifiers that can be used with the data items in a WRITE

statement. The default format of each data type and the format specifiers that can affect each data type

are explained in Section 7.8.1 through Section 7.8.6 .

Table 7-6. Text (ASCII) Output Format Specifiers

DATA TYPE 1ST FORMAT SPECIFIER 2ND FORMAT SPECIFIER
INTEGER Total number of characters written Number base in range 2-16
REAL Total number of characters written Number of digits to the right of decimal
point to be written
If negative, uses scientific notation
BOOLEAN Total number of characters written 0 - Left justified
1 - Right justified
STRING Total number of characters written 0 - Left justified
1 - Right justified
2 - Left justified in quotes (leading blank)
3 - Right justified n quotes (leading blank)
VECTOR Uses REAL format for each component Uses REAL format for each component
POSITION Uses REAL format for each component Uses REAL format for each component
XYZWPR Uses REAL format for each component Uses REAL format for each component
XYZWPREXT Uses REAL format for each component Uses REAL format for each component
JOINTPOSN Uses REAL format for each component Uses REAL format for each component

7.8.1 Formatting INTEGER Data Items

INTEGER data items in a READ statement are processed as follows:

Default: Read as a decimal (base 10) INTEGER, starting with the next nonblank character on the
input line and continuing until a blank or end of line is encountered. If the characters read do not
form a valid INTEGER, the read operation fails.
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First Format Specifier: Indicates the total number of characters to be read. The input field must be
entirely on the current input line and can include leading, but not trailing, blanks.

Second Format Specifier: Indicates the number base used for the input and must be in the range of 2
(binary) to 16 (hexadecimal).

For bases over 10, the letters A, B, C, D, E, and F are used as input for the digits with values 10, 11,
12, 13, 14, and 15, respectively. Lowercase letters are accepted.

Table 7-7 lists examples of INTEGER input data items and their format specifiers. The input data
and the resulting value of the INTEGER data items are included in the table. (The symbol [eol]
indicates end of line.)

Table 7-7. Examples of INTEGER Input Data Iltems

DATA ITEM INPUT DATA RESULT
int_var -2[eol] int_var = -2
int_var 20 30 ... int_var = 20
int_var::3 10000 int_var = 100
int_var::5::2 10101 int_var = 21
(base 2 input) (base 10 value)

int_var 1.00 format error

(invalid INTEGER)
int_var::5 100[eol] format error

(too few digits)

INTEGER data items in a WRITE statement are formatted as follows:

Default: Written as a decimal (base 10) INTEGER using the required number of digits and one
leading blank. A minus sign precedes the digits if the INTEGER is a negative value.

First Format Specifier: Indicates the total number of characters to be written, including blanks and
minus sign. If the format specifier is larger than required for the data, leading blanks are added. If it is
smaller than required, the field is extended as required.

The specifier must be in the range of 1 to 127 for a file or 1 to 126 for other output devices.

Second Format Specifier: Indicates the number base used for the output and must be in the range of
2 (binary) to 16 (hexadecimal).

If a number base other than 10 (decimal) is specified, the number of characters specified in the first
format specifier (minus one for the leading blank) is written, with leading zeros added if needed.

For bases over 10, the letters A, B, C, D, E, and F are used as input for the digits with values 10,
11, 12, 13, 14, and 15, respectively.
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Table 7-8 lists examples of INTEGER output data items and their format specifiers. The output
values of the INTEGER data items are also included in the table. Double quotes are used in the table
as delimiters to show leading blanks; however, double quotes are not written by KAREL programs.

Table 7-8. Examples of INTEGER Output Data Iltems

DATA ITEM OUTPUT COMMENT
123 Leading blank
123
-5 Leading blank
-5
123::6 Right justified (leading blanks)
123
-123::2 Expanded as required
n
-123
1024::0::16 Hexadecimal output
n
400
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Table 7-8. Examples of INTEGER Output Data Items (Cont’d)

DATA ITEM OUTPUT COMMENT
5::6::2 Binary output (leading zeros)
00101
-1::9::116 Hexadecimal output
FFFFFFFF
n

7.8.2 Formatting REAL Data ltems

REAL data items in a READ statement are processed as follows:

Default: Read starting with the next nonblank character on the input line and continuing until a
blank or end of line is encountered.

Data can be supplied with or without a fractional part. The E used for scientific notation can be in
upper or lower case. If the characters do not form a valid REAL, the read operation fails.

First Format Specifier: Indicates the total number of characters to be read. The input field must be
entirely on the current input line and can include leading, but not trailing, blanks.

Second Format Specifier: Ignored for REAL data items.

Table 7-9 lists examples of REAL input data items and their format specifiers. The input data and the
resulting value of the REAL data items are included in the table. The symbol [eol] indicates end of
line and X indicates extraneous data on the input line.
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Table 7-9. Examples of REAL Input Data ltems

DATA ITEM INPUT DATA RESULT

real_var 1[eol] 1.0

real_var 1.000[eol] 1.0

real_var 2.5 XX 2.50

real_var 1E5 XX 100000.0

real_var::7 2.5 XX format error (trailing blank)
real_var 1E format error (no exponent)
real_var::4 1E 2 format error (embedded blank)

REAL data items in a WRITE statement are formatted as follows:

Default: Written in scientific notation in the following form:
(blank)(msign)(d).(d)(d)(d)(d)(d)E(esign)(d)(d)

where:

(blank) is a single blank

(msign) is a minus sign, if required

(d) is a digit

(esign) is a plus or minus sign

First Format Specifier: Indicates the total number of characters to be written, including all the digits,
blanks, signs, and a decimal point. If the format specifier is larger than required for the data, leading

blanks are added. If it is smaller than required, the field is extended as required.

In the case of scientific notation, character length should be greater than (8 + 2nd format specifier)
to write the data completely.

The specifier must be in the range of 1 to 127 for a file or 1 to 126 for other output devices.

Second Format Specifier: Indicates the number of digits to be output to the right of the decimal
point, whether or not scientific notation is to be used.

The absolute value of the second format specifier indicates the number of digits to be output to the
right of the decimal point.

If the format specifier is positive, the data is displayed in fixed format (that is, without an exponent).
If it is negative, scientific notation is used.
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Table 7-10 lists examples of REAL output data items and their format specifiers. The output values of
the REAL data items are also included in the table. Double quotes are used in the table as delimiters
to show leading blanks; however, double quotes are not written by KAREL programs.

Table 7-10. Examples of REAL Output Data Items

DATA ITEM OUTPUT COMMENT

123.0 Scientific notation (default format)

1.23000E+02

123.456789 Rounded to 5 digits in fractional part

1.23457E+02

.00123 Negative exponent

1.23000E-03

-1.00 Negative value

-1.00000E+00

-123.456::9 Field expanded

-1.234560E+02

123.456::12 Leading blank added

1.234560E+02
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Table 7-10. Examples of REAL Output Data Items (Cont’'d)

DATA ITEM OUTPUT COMMENT

123.456::9::2 Right justified and rounded
:.2 3.46

123.:12::-3 Scientific notation
l .230E+02

7.8.3 Formatting BOOLEAN Data Iltems

BOOLEAN data items in a READ statement are formatted as follows:

Default: Read starting with the next nonblank character on the input line and continuing until a
blank or end of line is encountered.

Valid input values for TRUE include TRUE, TRU, TR, T, and ON. Valid input values for FALSE
include FALSE, FALS, FAL, FA, F, OFF, and OF. If the characters read do not form a valid
BOOLEAN, the read operation fails.

First Format Specifier: Indicates the total number of characters to be read. The input field must be
entirely on the current input line and can include leading, but not trailing, blanks.

Second Format Specifier: Ignored for BOOLEAN data items.

Table 7-11 lists examples of BOOLEAN input data items and their format specifiers. The input data
and the resulting value of the BOOLEAN data items are included in the table. (The symbol [eol]
indicates end of line and X indicates extraneous data on the input line.)
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Table 7-11. Examples of BOOLEAN Input Data ltems

DATA ITEM INPUT DATA RESULT

bool_var FALSE[eol] FALSE

bool_var FAL 3... FALSE

bool_var T[eol] TRUE

bool_var::1 FXX FALSE (only reads “ F”)
bool_var Oleol] format error (ambiguous)
bool_var 1.2[eol] format error (not BOOLEAN)
bool_var::3 F [eol] format error (trailing blanks)
bool_var::6 TRUE[eol] format error (not enough data)

BOOLEAN data items in a WRITE statement are formatted as follows:

Default: Written as either “TRUE” or “FALSE". (Double quotes are used in the table as delimiters
to show leading blanks; however, double quotes are not written by KAREL programs.)

First Format Specifier: Indicates the total number of characters to be written, including blanks (a
leading blank is always included). If the format specifier is larger than required for the data, trailing
blanks are added. If it is smaller than required, the field is truncated on the right.

The specifier must be in the range of 1 to 127 for a file or 1 to 126 for other output devices.

Second Format Specifier: Indicates whether the data is left or right justified. If the format specifier
is equal to 0, the output word is left justified in the output field with one leading blank, and trailing
blanks as required. If it is equal to 1, the output word is right justified in the output field, with
leading blanks as required.

Table 7-12 lists examples of BOOLEAN output data items and their format specifiers. The output
values of the BOOLEAN data items are also included in the table. Double quotes are used in the table
as delimiters to show leading blanks; however, double quotes are not written by KAREL programs.
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Table 7-12. Examples of BOOLEAN Output Data ltems

DATA ITEM OUTPUT COMMENT

FALSE Default includes a leading blank
]'-.:"ALSE

TRUE TRUE is shorter than FALSE
':.‘RUE
"

FALSE::8 Left justified (default)
]'-.:"ALSE
"

FALSE::8::1 Right justified
]'-.:"ALSE

TRUE::2 Truncated
r

7.8.4 Formatting STRING Data Items

STRING data items in a READ statement are formatted as follows:

Default: Read starting at the current position and continuing to the end of the line. If the length of the
data obtained is longer than the declared length of the STRING, the data is truncated on the right. If it
is shorter, the current length of the STRING is set to the actual length.
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First Format Specifier: Indicates the total field length of the input data. If the field length is longer
than the declared length of the STRING, the input data is truncated on the right. If it is shorter, the
current length of the STRING is set to the specified field length.

Second Format Specifier: Indicates whether or not the input STRING is enclosed in single quotes. If
the format specifier is equal to 0, the input is not enclosed in quotes.

If it is equal to 2, the input must be enclosed in quotes. The input is scanned for the next nonblank
character. If the character is not a quote, the STRING is not valid and the read operation fails.

If the character is a quote, the remaining characters are scanned until another quote or the end of line
is found. If another quote is not found, the STRING is not valid and the read operation fails.

If both quotes are found, all of the characters between them are read into the STRING variable, unless
the declared length of the STRING is too short, in which case the data is truncated on the right.

Table 7—13 lists examples of STRING input data items and their format specifiers, where str_var
has been declared as a STRINGJ[5]. The input data and the resulting value of the STRING data
items are included in the table. The symbol [eol] indicates end of line and X indicates extraneous
data on the input line.

Table 7-13. Examples of STRING Input Data ltems
DATA ITEM INPUT DATA RESULT
str_var
ABC[eol] ABC
str_var
ABCDEFG [eol] ABCDE
(FG is read but the STRING is truncated to 5
characters)
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Table 7-13. Examples of STRING Input Data Items (Cont’d)
DATA ITEM INPUT DATA RESULT
str_var
"ABC’ XX "AB
(blanks and quote are read as data)
str_var::0::2

"ABC’ XX "ABC’

(read ends with second quote)

STRING data items in a WRITE statement are formatted as follows:
Default: Content of the STRING is written with no trailing or leading blanks or quotes.

The STRING must not be over 127 bytes in length for files or 126 bytes in length for other output
devices. Otherwise, the program will be aborted with the “STRING TOO LONG” error.

First Format Specifier: Indicates the total number of characters to be written, including blanks. If
the format specifier is larger than required for the data, the data is left justified and trailing blanks are
added. If the format specifier is smaller than required, the STRING is truncated on the right.

The specifier must be in the range of 1 to 127 for a file or 1 to 126 for other output devices.

Second Format Specifier: Indicates whether the output is to be left or right justified and whether the
STRING is to be enclosed in quotes using the following values:

0 left justified, no quotes
1 right justified, no quotes
2 left justified, quotes

3 right justified, quotes

Quoted STRING values, even if left justified, are preceded by a blank. Unquoted STRING values are
not automatically preceded by a blank.
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Table 7-14 lists examples of STRING output data items and their format specifiers. The output values
of the STRING data items are also included in the table. Double quotes are used in the table as
delimiters to show leading blanks; however, double quotes are not written by KAREL programs.

Table 7-14. Examples of STRING Output Data Items

DATA ITEM OUTPUT COMMENT

'ABC’ No leading blanks
ABC

'ABC’::2 Truncated on right
AB

'ABC’::8 Left justified
ABC

'ABC’::8::0 Same as previous
n
ABC

’ABC’::8::1 Right justified
n
ABC

'ABC’::8::2 Note leading blank
n
"ABC’
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Table 7-14. Examples of STRING Output Data Items (Cont’d)
DATA ITEM OUTPUT COMMENT
'ABC’::8::3 Right justified
"ABC’
'’ABC’::4::2 Truncated
I AI

Format specifiers for STRING data items can cause the truncation of the original STRING values
or the addition of trailing blanks when the values are read again.

If STRING values must be successively written and read, the following guidelines will help you
ensure that STRING values of varying lengths can be read back identically:

* The variable into which the STRING is being read must have a declared length at least as long as

the actual STRING that is being read, or truncation will occur.

* Some provision must be made to separate STRING values from preceding variables on the
same data line. One possibility is to write a * > (blank) between a STRING and the variable
that precedes it.

* [f format specifiers are not used in the read operation, write STRING values at the ends of their
respective data lines (that is, followed in the output list by a CR) because STRING variables
without format specifiers are read until the end of the line is reached.

* The most general way to write string values to a file and read them back is to use the format
::0::2 for both the read and write.

7.8.5 Formatting VECTOR Data Items

VECTOR data items cannot be read from text (ASCII) files. However, you can read three REAL
values and assign them to the elements of a VECTOR variable. VECTOR data items in a WRITE
statement are formatted as three REAL values on the same line.

Table 7-15 lists examples of VECTOR output data items and their format specifiers, where vect.x
= 1.0, vect.y= 2.0, vect.z = 3.0. The output values of the VECTOR data items are also included in
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the table. Double quotes are used in the table as delimiters to show leading blanks; however, double
quotes are not written by KAREL programs.

See Also: Section 7.8.2 , “Formatting REAL Data Items,” for information on the default output
format and format specifiers used with REAL data items

Table 7-15. Examples of VECTOR Output Data ltems

DATA ITEM OUTPUT
vect

1 2. 3
vect::6::2

vect::12::-3

1.000E+00 2.000E+00 3.000E+00

7.8.6 Formatting Positional Data Items

Positional data items cannot be read from text (ASCII) files. However, you can read six REAL values
and a STRING value and assign them to the elements of an XYZWPR variable or use the POS
built-in function to compose a POSITION. The CNV_STR CONF built-in can be used to convert

a STRING to a CONFIG data type.

POSITION and XYZWPR data items in a WRITE statement are formatted in three lines of output.
The first line contains the location (x,y,z) component of the POSITION, the second line contains the
orientation (w,p,r), and the third line contains the configuration string.

The location and orientation components are formatted as six REAL values. The default format for
the REAL values in a POSITION is the default format for REAL(s). Refer to Section 7.8.2 .

The configuration string is not terminated with a CR, meaning you can follow it with other data
on the same line.
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Table 7-16 lists examples of POSITION output data items and their format specifiers, where p =
P0OS(2.0,-4.0,8.0,0.0,90.0,0.0,config_var). The output values of the POSITION data items are also
included in the table. Double quotes are used in the table as delimiters to show leading blanks;
however, double quotes are not written by KAREL programs.

Table 7-16. Examples of POSITION Output Data Items (p = POS(2.0,-4.0,8.0,0.0,90.0,0.0,config_var))
DATA ITEM OUTPUT
p
2 -4. 8
0 9. 0
N, 127, , -1
p::7::2

2.00-4.00 8.00

0.0090.00 0.00

JOINTPOS data items in a WRITE statement are formatted similarly to POSITION types with three
values on one line.

See Also: Section 7.8.2 , for information on format specifiers used with REAL data items

7-33



7. FILE INPUT/OUTPUT OPERATIONS MARRC75KR07091E Rev D

POS Built-In Function, Appendix A .

7.9 FORMATTING BINARY INPUT/OUTPUT

This section explains the format specifier used in READ and WRITE statements to read and write
binary (unformatted) data for each data item. Binary input/output operations are sometimes referred to
as unformatted, as opposed to text (ASCII) input/output operations that are referred to as formatted.

The built-in SET _FILE ATR with the ATR _UF attribute is used to designate a file variable for binary
operations. If not specified, ASCII text operations will be used.

Data items in READ and WRITE statements can be any of the following data types for binary files:

INTEGER
REAL
BOOLEAN
STRING
VECTOR
POSITION
XYZWPR
XYZWPREXT
JOINTPOS

Vision and array variables cannot be read or written in unsubscripted form. The elements of an
ARRAY are read or written in the format that corresponds to the data type of the ARRAY.

Entire PATH variables can be read or written, or you can specify that only node[0] (containing the
PATH header), a specific node, or a range of nodes be read or written. Format specifiers have

no effect on PATH data. PATH data can be read or written only to a file and not to a serial port,
CRT/KB, or teach pendant.

Binary I/0O is preferred to text I/O when creating files that are to be read only by KAREL programs for
the following reasons:
* Positional, VECTOR, and PATH variables cannot be read directly from text input.

* Some formats and data combinations are not read in the same manner as they were written in
text files or they become invalid if read with the same format.

* Binary data is generally more compact, reducing both the file size and the I/O time.
* There is some inevitable loss of precision when converting from REAL data to its ASCII

representation and back.

Generally, no format specifiers need to be used with binary I/O. If this rule is followed, all input data
can be read exactly as it was before it was written.
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However, if large numbers of INTEGER values are to be written and their values are known to be
small, writing these with format specifiers reduces both storage space and I/O time.

For example, INTEGER values in the range of -128 to +127 require only one byte of storage space,
and INTEGER values in the range of -32768 to +32767 require two bytes of storage space. Writing
INTEGER values in these ranges with a first format specifier of 1 and 2, respectively, results in
reduced storage space and I/O time requirements, with no loss of significant digits.

Table 7—17 summarizes input and output format specifiers that can be used with the data items in
READ and WRITE statements. The default format of each data type is also included. Section 7.8.1
through Section 7.8.6 explain the effects of format specifiers on each data type in more detail.

See Also: SET FILE ATR Built-In Routine, Appendix A .

Table 7-17. Binary Input/Output Format Specifiers
DATA TYPE DEFAULT 1ST FORMAT SPECIFIER 2ND FORMAT SPECIFIER
INTEGER Four bytes read or written Specified number of least Ignored
significant bytes read or written,
starting with most significant (1-4)
REAL Four bytes read or written Ignored Ignored
BOOLEAN Four bytes read or written Specified number of least Ignored
significant bytes read or written,
starting with most significant (1-4)
STRING Current length of string (1 Number of bytes read or written Ignored
byte), followed by data bytes
VECTOR Three 4-byte REAL numbers | Ignored Ignored
read or written
POSITION 56 bytes read or written Ignored Ignored
XYZWPR 32 bytes read or written Ignored Ignored
XYZWPREXT 44 bytes read or written Ignored Ignored
JOINTPOSNh 4 + n*4 bytes read or written Ignored Ignored
PATH Depends on size of structure | Ignored Ignored

7.9.1 Formatting INTEGER Data Items

INTEGER data items in a READ or WRITE statement are formatted as follows:

Default: Four bytes of data are read or written starting with the most significant byte.
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First Format Specifier: Indicates the number of least significant bytes of the INTEGER to read or
write, with the most significant of these read or written first. The sign of the most significant byte read
is extended to unread bytes. The format specifier must be in the range from 1 to 4.

For example, if an INTEGER is written with a format specifier of 2, bytes 3 and 4 (where byte 1 is the
most significant byte) will be written. There is no check for loss of significant bytes when INTEGER
values are formatted in binary I/O operations.

Note Formatting of INTEGER values can result in undetected loss of high order digits.

Second Format Specifier: Ignored for INTEGER data items.

7.9.2 Formatting REAL Data ltems

REAL data items in a READ or WRITE statement are formatted as follows:
Default: Four bytes of data are read or written starting with the most significant byte.
First Format Specifier: Ignored for REAL data items.

Second Format Specifier: Ignored for REAL data items.

7.9.3 Formatting BOOLEAN Data Items

BOOLEAN data items in a READ or WRITE statement are formatted as follows:

Default: Four bytes of data are read or written. In a read operation, the remainder of the word,
which is never used, is set to 0.

First Format Specifier: Indicates the number of least significant bytes of the BOOLEAN to read or
write, the most significant of these first. The format specifier must be in the range from 1 to 4. Since
BOOLEAN values are always 0 or 1, it is always safe to use a field width of 1.

Second Format Specifier: Ignored for BOOLEAN data items.

7.9.4 Formatting STRING Data Items

STRING data items in a READ or WRITE statement are formatted as follows:

Default: The current length of the STRING (not the declared length) is read or written as a single
byte, followed by the content of the STRING. STRING values written without format specifiers
have their lengths as part of the output, while STRING values written with format specifiers do not.
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Likewise, if a STRING is read without a format specifier, the length is expected in the data, while if a
STRING is read with a format specifier, the length is not expected.

This means that, if you write and then read STRING data, you must make sure your use of format
specifiers is consistent.

First Format Specifier: Indicates the number of bytes to be read or written.

Second Format Specifier: Ignored for STRING data items.

In a read operation, if the first format specifier is greater than the declared length of the STRING, the
data is truncated on the right. If it is less than the declared length of the STRING, the current length of
the STRING is set to the number of bytes read.

In a write operation, if the first format specifier indicates a shorter field than the current length of

the STRING, the STRING data is truncated on the right. If it is longer than the current length of the
STRING, the output is padded on the right with blanks.

Writing STRING values with format specifiers can cause truncation of the original STRING values or
padding blanks on the end of the STRING values when reread.

7.9.5 Formatting VECTOR Data Items

VECTOR data items in a READ or WRITE statement are formatted as follows:
Default: Data is read or written as three 4-byte binary REAL numbers.
First Format Specifier: Ignored for VECTOR data items.

Second Format Specifier: Ignored for VECTOR data items.

7.9.6 Formatting POSITION Data Items

POSITION data items in a READ or WRITE statement are formatted as follows:

Default: Read or written in the internal format of the controller, which is 56 bytes long.

7.9.7 Formatting XYZWPR Data Iltems

XYZWPR data items in a READ or WRITE statement are formatted as follows:

Default: Read or written in the internal format of the controller, which is 32 bytes long.
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7.9.8 Formatting XYZWPREXT Data Items

XYZWPREXT data items in a READ or WRITE statement are formatted as follows:

Default: Read or written in the internal format of the controller, which is 44 bytes long.

7.9.9 Formatting JOINTPOS Data Items

JOINTPOS data items in a READ or WRITE statement are formatted as follows:

Default: Read or written in the internal format of the controller, which is 4 bytes plus 4 bytes for

each axis.

7.10 USER INTERFACE TIPS

Input and output to the teach pendant or CRT/KB is accomplished by executing "READ" and
"WRITE" statements within a KAREL program. If the USER menu is not the currently selected
menu, the input will remain pending until the USER menu is selected. The output will be written
to the "saved" windows that will be displayed when the USER menu is selected. You can have

up to eight saved windows.

7.10.1 USER Menu on the Teach Pendant

The screen that is activated when the USER menu is selected from the teach pendant is named "t sc".

The windows listed in Table 7-18 are defined for "t sc".

Table 7-18. Defined Windows for t_sc"

Window Name Lines Predefined FILE Scrolled Rows
Name

"t_fu" 10 TPDISPLAY yes 5-14

"t_pr" 1 TPPROMPT no 15

"t_st" 3 TPSTATUS no 2-4

"t fk" 1 TPFUNC no 16

"err" 1 TPERROR no 1

"stat" 1 no 2

"full" 2 no 34

"motn" 1 no 3
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By default, the USER menu will attach the "err", "stat", "full", "motn", "t fu", "t pr", and "t fk"
windows to the "t sc" screen. See Figure 7-1 .

Figure 7-1. "t_sc" Screen

err (TPERROR)

stat

full [motn -

full motn overlaps
t fu (TPDISPLAY) full at

column 18

£t pr (TPPROMPT)
t fk (TPFUNC)

The following system variables affect the teach pendant USER menu:

* $TP_DEFPROG: STRING - Identifies the teach pendant default program. This is automatically
set when a program is selected from the teach pendant SELECT menu.

* $TP_INUSER: BOOLEAN - Set to TRUE when the USER menu is selected from the teach
pendant.

* $TP_LCKUSER: BOOLEAN - Locks the teach pendant in the USER menu while
$TP_DEFPROG is running and $TP_LCKUSER is TRUE.

e $TP_USESTAT: BOOLEAN - Causes the user status window "t_st" (TPSTATUS) to be attached
to the user screen while $TP_USESTAT is TRUE. While "t_st" is attached, the "stat", "motn", and
"full" windows will be detached. See Figure 7-2 .

Figure 7-2. "t_sc" Screen with $TP_USESTAT = TRUE

err (TPERROR)

t st (TPSTATUS)
t st (TPSTATUS)
t_st (TPSTATUS)
t_fu (TPDISPLAY

)

t pr (TPPROMPT)
t fk (TPFUNC)
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7.10.2 USER Menu on the CRT/KB

The screen that is activated when the USER menu is selected from the CRT is named "c_sc". The
windows listed in Table 7—19 are defined for "c_sc".

Table 7-19. Defined Windows for c_sc"

Window Name Lines Predefined FILE Name | Scrolled Rows
"c_fu" 17 INPUT and OUTPUT | yes 5-21
"c_pr" 1 CRTPROMPT no 22
"c_st" 3 CRTSTATUS no 2-4
"c_fk" 2 CRTFUNC no 23-24
"err" 1 CRTERROR no 1
"ct01" 1 no 2
"uful" 2 no 3-4
"motn" 1 no 3

By default, the USER menu will attach the "err", "ct01", "uful", "motn", "c_fu", "c_fk", and "uftn"
windows to the "c_sc" screen. The "c_fk" window will label the function keys an show FCTN and
MENUS for F9 and F10. See Figure 7-3 .

Figure 7-3. "c_sc" Screen

err (CRTERROR)

ct01l

uful | motn | -—

uful uful and motn

c_fu (INPUT and OUTPUT) overlap; motn
starts at
column 18

c pr (CRTPROMPT)
cifk (CRTFUNC)
c fk

The following system variables affect the CRT USER menu:

* $CRT_DEFPROG: STRING - This variable identifies the CRT default program. This is
automatically set when a program is selected from the CRT SELECT menu.

* $CRT_INUSER: BOOLEAN - This variable is set to TRUE when the USER menu is selected
from the CRT.
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* $CRT_LCKUSER: BOOLEAN - This variable locks the CRT in the USER menu while
$CRT_DEFPROG is running and $CRT LCKUSER is TRUE.

* $CRT_USERSTAT: BOOLEAN - This variable causes the user status window "c_st"
(CRTSTATUS) to be attached to the user screen while SCRT USERSTAT is TRUE. While "c_st"
is attached, the "ct01", "motn", and "uful" windows will be detached. See Figure 74 .

Figure 7-4. "c_sc" Screen with $CRT_USERSTAT = TRUE

err (CRTERROR)

c_st (CRTSTATUS)

c_st (CRTSTATUS)

c st (CRTSTATUS)

c_fu (INPUT and OUTPUT)

c pr (CRTPROMPT)
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c_fk
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8.1 OVERVIEW

In robotic applications, single segment motion is the movement of the tool center point (TCP) from
an initial position to a desired destination position. The KAREL system represents positional data
in terms of location (x, y, z), orientation (W, p, 1), and configuration. The location and orientation
are defined relative to a Cartesian coordinate system (user frame), making them independent of the
robot joint angles. Configuration represents the unique set of joint angles at a particular location
and orientation.

Note The KAREL system provides a way to create and manipulate position data but it does not
support motion instructions. All motion must be initiated from a teach pendant program. Instructions
and builtins are available for setting KAREL position data into teach pendant programs.

.2 POSITIONAL DATA

The KAREL language uses the POSITION, XYZWPR, XYZWPREXT, JOINTPOS, and PATH data
types to represent positional data. The POSITION data type is composed of the following:

* Three REAL values representing an X, y, z location expressed in millimeters

* Three REAL values representing a w, p, r orientation expressed in degrees

* One CONFIG Data Type, consisting of 4 booleans and 3 integers, which represent the
configuration in terms of joint placement and turn number. Before you specify the config data
type, make sure it is valid for the robot being used. Valid joint placement values include:

— ‘R’ or ‘L (shoulder right or left)
— ‘U’ or ‘D’ (elbow up or down)
— ‘N’ or ‘F’ (wrist no-flip or flip)
— ‘T’ or ‘B’ (config front or back)

A turn number is the number of complete turns a multiple turn joint makes beyond the
required rotation to reach a position. Table 8—1 lists the valid turn number definitions.

Table 8-1. Turn Number Definitions

Turn Number Rotation (degrees)
-8 -2700 to -3059
-7 -2340 to -2699
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Table 8-1. Turn Number Definitions (Cont’d)

-6 -1980 to -2339
5 -1620 to -1979
-4 -1260 to -1619
-3 -900 to -1259
-2 -540 to -899

1 -180 to -539

0 -179 to 179

1 180 to 539

2 540 to 899

3 900 to 1259

4 1260 to 1619
5 1620 to 1979
6 1980 to 2339
7 2340 to 2699

The PATH data type consists of a varying-length list of elements called path nodes.

See Also: The appropriate application-specific FANUC Robotics Setup and Operations Manual
for configuration information on each supported robot model. The POSITION, XYZWPR,
XYZWPREXT, JOINTPOS, and PATH Data Types, Appendix A, “KAREL Language Alphabetical

Description.”

8.3 FRAMES OF REFERENCE

The KAREL system defines the location and orientation of positional data relative to a user-defined

frame of reference, called user frame, as shown in Figure 81 .
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Figure 8-1. Referencing Positions in KAREL
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Three frames of reference exist:

* WORLD - predefined
* UFRAME - determined by the user
* UTOOL - defined by the tool
Using kinematic equations, the controller computes its positional information based on the known

world frame and the data stored in the system variables SUFRAME (for user frame) and SUTOOL
(for tool frame).

8.3.1 World Frame

The world frame is predefined for each robot. It is used as the default frame of reference. The location
of world frame differs for each robot model.
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8.3.2 User Frame (UFRAME)

The programmer defines user frame relative to the world frame by assigning a value to the system
variable SUFRAME.

2 Warning
Be sure SUFRAME is set to the same value whether you are teaching
positional data or running a program with that data, or damage to the
tool could occur.

The location of UFRAME represents distances along the x-axis, y-axis, and z-axis of the world
coordinate system; the orientation represents rotations around those axes.

By default, the system assigns a (0,0,0) location value and a (0,0,0) orientation value to SUFRAME,
meaning the user frame is identical to that of the world coordinate system. All positions are recorded
relative to UFRAME.

8.3.3 Tool Definition (UTOOL)

The tool center point (TCP) is the origin of the UTOOL frame of reference. The programmer defines
the position of the TCP relative to the faceplate of the robot by assigning a value to the system
variable SUTOOL. By default, the system assigns a (0,0,0) location and a (0,0,0) orientation to
$UTOOL, meaning SUTOOL is identical to the faceplate coordinate system. The positive z-axis of
UTOOL defines the approach vector of the tool.

c Warning
Be sure $UTOOL correctly defines the position of the TCP for the tool you
are using, or damage to the tool could occur.

The faceplate coordinate system has its origin at the center of the faceplate surface. Its orientation
is defined with the plane of the x-axis and y-axis on the faceplate and the positive z-axis pointing
straight out from the faceplate.

8.3.4 Using Frames in the Teach Pendant Editor (TP)

The system variable SUSEUFRAME defines whether the current value of
SMNUFRAMENUM[group_no] will be assigned to the position’s user frame when it is being
recorded or touched up.
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* When $USEUFRAME = FAL SE , the initial recording of positions and the touching
up of positions is done with the user frame number equal to 0, regardless of the value of
$MNUFRAMENUM][group no].

* When SUSEUFRAME = TRUE , the initial recording of positions is done with the position’s
user frame equal to the user frame defined by SMNUFRAMENUM]|group no]. The touching up
of positions must also be done with the position’s user frame equal to the user frame defined by
$MNUFRAMENUM][group no].

When a position is recorded in the teach pendant editor, the value of the position’s tool frame will
always equal the value of SMNUTOOLNUM]|group no] at the time the position was recorded. When
a teach pendant program is executed, you must make sure that the user frame and the tool frame of
the position equal the values of SMNUFRAMENUM[group no] and SMNUTOOLNUM[group no];
otherwise, an error will occur. Set the values of SMNUFRAMENUM[1] and SMNUTOOLNUM][ 1]
using the UFRAME NUM =n and UTOOL NUM = n instructions in the teach pendant editor before
you record the position to guarantee that the user and tool frame numbers match during program
execution.

8.4 JOG COORDINATE SYSTEMS

The KAREL system provides five different jog coordinate systems:

JOINT - a joint coordinate system in which individual robot axes move. The motion is joint
interpolated.

* WORLD - a Cartesian coordinate system in which the TCP moves parallel to, or rotates around,
the x, y, and z-axes of the predefined WORLD frame. The motion is linearly interpolated.

* TOOLFRAME - a Cartesian coordinate system in which the TCP moves parallel to, or
rotates around, the X, y, and z-axes of the currently selected tool frame. The motion is linearly
interpolated. The tool frame is normally selected using the SETUP Frames menu. To jog using
$GROUP[group_no].$utool, set SMNUTOOLNUM[group no] = 30.

* JOGFRAME - a Cartesian coordinate system in which the TCP moves parallel to, or rotates
around, the x, y, and z-axes of the coordinate system defined by the $JOG_GROUP[group
_no].§jogframe system variable. The motion is linearly interpolated.

* USER FRAME - a Cartesian coordinate system in which the TCP moves parallel to, or
rotates around, the x, y, and z-axes of the currently selected user frame. The motion is linearly
interpolated. The user frame is normally selected using the SETUP Frames menu. To jog using
$GROUP[group_no].$uframe, set SMNUFRAMENUM][group no] = 62.

The robot can be jogged in any one of these jog coordinate systems to reach a destination position.
Once that position is reached, however, the positional data is recorded with reference to the user
frame as discussed in Section 8.3 .

See Also: The application-specific FANUC Rabotics Setup and Operations Manual for step-by-step
explanations of how to jog and define frames.
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9.1

OVERVIEW

The file system provides a means of storing data on CMOS RAM, FROM, or external storage
devices. The data is grouped into units, with each unit representing a file. For example, a file can
contain the following:

* Source code statements for a KAREL program

* A sequence of KCL commands for a command procedure

* Variable data for a program
Files are identified by file specifications that include the following:

¢ The name of the device on which the file is stored
* The name of the file
* The type of data included in the file

The KAREL system includes five types of storage devices where files can be stored:

* RAM Disk
* FROM Disk
e IBM PC
* Memory Card
* USB Memory Stick Device
RAM Disk is a portion of SRAM (formerly CMOS RAM) or DRAM memory that functions as a

separate storage device. Any file can be stored on the RAM Disk. RAM Disk files should be copied
to disks for permanent storage.

FROM Disk is a portion of FROM memory that functions as a separate storage device. Any file can be
stored on the F-ROM disk. However, the hardware supports a limited number of read and write cycles.
Therefore, if a file needs to store dynamically changing data, the RAM disk should be used instead.

IBM PC or compatible computers can be used to store files off-line. You can use OLPC, the
FANUC Robotics off-line storage software for the PC, to store files on an external storage device. The
files on these storage devices are accessible in the following ways:

* Through the FILE menu on the teach pendant and CRT/KB
* Through KAREL programs

Memory Card refers to the ATA Flash File storage. The memory card interface is located on the
MAIN CPU.

For more information on storage devices and memory, refer to Section 9.3.1 .
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USB Memory Stick Device supports a USB 1.1 interface. The USB Organization specifies standards
for USB 1.1 and 2.0. Most memory stick devices conform to the USB 2.0 specification for operation
and electrical standards. USB 2.0 devices as defined by the USB Specification must be backward
compatible with USB 1.1 devices.

However, FANUC Robotics does not support any security or encryption features on USB memory
sticks. The controller supports most widely-available USB Flash memory sticks from 32MB up to
1GB in size. The USB interface is located on the controller operator panel.

FILE SPECIFICATION

File specifications identify files. The specification indicates:

¢ The name of the device on which the file is stored, refer to Section 9.2.1 .
¢ The name of the file, refer to Section 9.2.2 .

* The type of data the file contains, refer to Section 9.2.3 .
The general form of a file specification is:

device_name:file_namefile type

9.2.1 Device Name

A device name consists of at least two characters that indicate the device on which a file is stored.
Files can be stored on RAM disk, F-ROM disk, disk drive units, off-line on a PC, Memory Card, or
PATH Composite Device. The device name always ends with a colon (:). The following is a list of
valid storage devices.

* RD: (RAM Disk)
The RD: device name refers to files stored on the RAM Disk of the controller. RD: is used

as the default device name.

 FR: (F-ROM Disk)

The FR: device name refers to files stored on the F-ROM disk of the controller.
e MC: (Memory Card Device)

The memory card can be formatted and used as an MS-DOS file system. It can be read from and
written to on the controller and an IBM PC equipped with the proper hardware and software. If
the memory card is used as an MS-DOS file system, it should be formatted only on the controller.
Refer to the application-specific FANUC Robotics Setup and Operations Manual for information
on formatting the memory card on the controller.
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UD1: (USB Memory Stick Device)

The USB memory stick can be formatted and used as an MS-DOS file system. It can be read from
and written to on the controller and an IBM PC equipped with the proper hardware and software.
If the USB memory stick is used as an MS-DOS file system, it should be formatted only on the
controller. Refer to the application-specific FANUC Robotics Setup and Operations Manual for
information on formatting the USB memory stick on the controller.

e MD: (Memory Device)
The memory device treats the controller’s program memory as if it were a file device. You can

access all teach pendant programs, KAREL programs, KAREL variables, system variables, and
error logs that are loaded in the controller. See Section 9.6 for further details.

* MDB: (Memory Device Backup)
The memory device backup device (MDB:) allows the user to copy the same files as provided by
the Backup function on the File Menu. This allows the user to back up the controller remotely.

* CONS: (Console Device)

The console device provides access to the console log text files CONSLOG.LS and
CONSTAIL.LS. It is used for diagnostic and debug purposes and not as a storage device.

* MF: (Memory File Device)

The MF: device name refers to files stored on both the RAM and F-ROM disks. Since a file
cannot be on both disks at the same time, there will be no duplicate file names.

e PATH: (Composite Device)

The PATH: device is a read-only device that searches the F-ROM disk (FD:), memory card
(MC:0, and floppy disk (FLPY:) in that order, for a specified file. The PATH: device eliminates
the user’s need to know on which storage device the specified file exists.

* PIP: (File Pipe Device)
The PIP: device provides a way to write data from one application and, at the same time, read it
from another application. The PIP: device also allows the last set of data written to be retained for
analysis. The PIP: device allows you to access any number of pipe files. This access is to files
that are in the controller’s memory. This means that the access to these files is very efficient. The

size of the files and number of files are limited by available controller memory. This means that
the best use of a file pipe is to buffer data or temporarily hold it.

9.2.2 File Name

A file name is an identifier that you choose to represent the contents of a file.

The following rules apply to file names:
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¢ File names are limited to 36 characters.

* File names can include letters, digits, and underscores.

¢ File names cannot include these characters: .:*;\/”

* Spaces are not allowed in the file name.

* Other special characters can be used with caution.

¢ Subdirectories can be used. These are also called a “path.” These begin and end with the “\”
character. The rules for file names also apply to paths. Below is an example of a file name

with a device and a path:

MC:\mypath\myfile.txt

9.2.3 File Type

A file type consists of two or three characters that indicate what type of data a file contains. A file
type always begins with a period (.). Table 9-1 is an alphabetical list of each available file type

and its function.

Table 9-1. File Type Descriptions

File Type Description

.BMP Bit map files contain bit map images used in robot vision systems.

.CF KCL command files are ASCII files that contain a sequence of KCL
commands for a command procedure.

.CH Condition handler files are used as part of the condition monitor
feature.

.DF Default file are binary files that contain the default motion
instructions for each teach pendant programming.

.DG Diagnostic files are ASCII files that provide status or diagnostic
information about various functions of the controller.

.DT KAREL data file An ASCII or binary file that can contain any data
that is needed by the user.

10 Binary files that contain 1/O configuration data - generated when an
I/O screen is displayed and the data is saved.

KL KAREL source code files are ASCII files that contain the KAREL
language statements for a KAREL program.
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Table 9-1. File Type Descriptions (Cont’d)

File Type Description

.LS KAREL listing files are ASCII files that contain the listing of
a KAREL language program and line number for each KAREL
statement.

.MN Mnemonic program files are supported in previous version s of
KAREL.

.ML Part model files contain part model information used in robot vision
systems.

.PC KAREL p-code files are binary files that contain the p-code
produced by the translator upon translation of a .KL file.

.SV System files are binary files that contain data for tool and user
frames (SYSFRAME.SV), system variables (SYSVARS.SV),
mastering (SYSMAST.SV), servo parameters (SYSSERVO.SV), and
macros (SYSMACRO.SV).

TP Teach pendant program files are binary files that contain
instructions for teach pendant programs.

TX Text files are ASCII files that can contain system-defined text or
user-defined text.

.VR Program variable files are binary files that contain variable data for
a KAREL program.

VA ASCII variable files are contain the listing of a variable file with
variable names, types, and contents.

LS Listing files are teach pendant programs, error logs, and description
histories in ASCII format.

9.3 STORAGE DEVICE ACCESS

The KAREL system can access only those storage devices that have been formatted and mounted.
These procedures are performed when the devices are first installed on the KAREL system.

The following rules apply when accessing storage devices:

¢ Formatting a device

— Deletes any existing data on the device. For example, if you format RD2:, you will also
reformat any data existing on RD: thru RD7:.

— Records a directory on the device

— Records other data required by the KAREL system
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— Assigns a volume name to the device

For more information on formatting a device, refer to the FORMAT DEV Built-in in Appendix A ,
"KAREL Language Alphabetical Description" or the FORMAT Command in Appendix C, "KCL
Command Alphabetical Description."

9.3.1 Overview

The following kinds of storage devices can be used to store programs and files:

* Memory Card (MC:)

* Flash File Storage disk (FR:)

* RAM Disk (RD:) (Not for SpotTool+)

* Ethernet Device (optional)

* Memory Device (MD:)

* Memory Device Binary (MDB:)

¢ Filtered Memory Device (FMD:)

* USB Memory Stick Device on the controller (UD1:)
* USB Memory Stick Device on the iPendant (UT1:)

This section describes how to set up storage devices for use. Depending on the storage device, this
can include

¢ Setting up a port on the controller
¢ Connecting the device to the controller

* Formatting a device

Memory Card (MC:)
The controller supports memory cards. Memory cards support various sizes 8MB or higher. Compact
Flash PC cards are also supported if used with a suitable compact adapter. The memory card requires

a memory card interface which is standard on Main CPU inside the controller.

Note The controller supports loading software from memory cards.
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2 Warning
Lethal voltage is present in the controller WHENEVER IT IS CONNECTED
to a power source. Be extremely careful to avoid electrical shock. HIGH
VOLTAGE IS PRESENT at the input side whenever the controller is
connected to a power source. Turning the disconnect or circuit breaker to
the OFF position removes power from the output side of the device only.

2 Warning
The memory card interface is located on the Main CPU on the controller
cabinet. When the power disconnect circuit breaker is OFF, power is
still present inside the controller. Turn off the power disconnect circuit
breaker before you insert a memory card into the memory card interface;
otherwise, you could injure personnel.

2 Caution
Do not remove the memory card when the controller is reading or writing to it.

Doing so could damage the card and lose all information stored on it.

The memory card can be formatted on the controller, and can be used as a load device to install
software.

Note Data on all internal file devices such as FR:, RD:, and MD: should be backed up to external file
device such as ATA Flash PC card.

Note The controller formats the card with a sector size of 512 bytes.

The memory card can be formatted and used as an MS-DOS file system. It can be read from and
written to the controller and an IBM PC equipped with the proper hardware and software. If the
memory card is used as an MS-DOS file system, it should be formatted on the controller.

The controller can read and write memory cards that are formatted with FAT (also referred to as
FAT16) or FAT32 type of formatting (File Access Tables). When a memory card is formatted on the
Controller it can be formatted as FAT or FAT32 type.

The FAT32 format (32 Bit FAT) removes a few limitations that are included with FAT. One of these is
the limitation that only 512 files can be created in the Root directory. Another is that FAT format type
only supports memory cards up to 2 GB in size. This feature is included in the controller to increase
the compatibility of the robot controller with other computer systems.
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USB Memory Stick Device on the controller (UD1:), and USB Memory Stick Device
on the iPendant (UT1:)

The controller supports USB Flash memory sticks up to 2GB in size if it is formatted as FAT16.
FAT16 is much faster for access. USB Memory sticks with any security or encryption features are
not supported. Memory sticks larger than 2GB can not be formatted FAT16, they must be formatted
FAT32.

Note USB Memory sticks cannot be formatted when plugged into the USB connector on the iPendant
(UT1:) They must be formatted on a PC or when plugged into the front panel USB connector on the
controller.

Note USB Memory sticks with any security or encryption features are not supported.
Note Memory sticks larger than 2GB can not be formatted FAT16, they must be formatted FAT32.

Note Generally the larger the size of the device such as a USB memory stick, the slower the access
speed and device performance. A USB memory stick should be formatted FAT16 if possible. Larger
memory sticks formatted as FAT32 will work, but will be slower for file operations and startup of the
memory stick when it is first inserted.

Note In order to use the UT: device on the iPendant, you must have the USB Port on iPendant
option (J957) installed.

Note Since USB is a well established specification, FANUC Robotics America Corporation does
not qualify specific USB Memory sticks for use with the robot. FANUC Robotics uses USB Flash
drives manufactured by SanDisk® (CRUZER Mini and Micro) to qualify the operation of the USB
interface. Therefore, FANUC Robotics recommends that you use SanDisk® USB Flash Drives,
without security or encryption features. Other drives might work properly but are not specifically
qualified by FANUC Robotics.

The USB Memory Stick Device requires a USB interface which is standard on the controller.

The USB memory stick device can be formatted on the controller.

2 Caution
Do not remove the memory stick when the controller is reading or writing to it.
Doing so could damage the memory stick and lose all information stored on it.

Flash File Storage Disk (FR:)
Flash File Storage Disk is a portion of FROM memory that functions as a separate storage device.
Flash file storage disk (FR:) does not require battery backup for information to be retained. You can

store the following information on Flash file storage disk:

* Programs
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* System variables

* Anything you can save as a file

You can format the Flash file storage disk. The size of the Flash file storage disk is set by the system
at software installation. Due to the nature of FROM, each time you copy or save a file to the FR: there
will be a drop in available FR: memory, even if you are working with the same file.

RAM Disk (Not for SpotTool+)

RAM Disk is a portion of Static RAM (SRAM) or DRAM memory that functions as a separate
storage device. Any file can be stored on the RAM Disk. RAM Disk files should be copied to an
external device for permanent storage.

The location and size of the RAM disk (RD:) depends on the value of the system variable
$FILE MAXSEC. The default value of SFILE. MAXSEC depends on the options and tool packages
that are installed.

The value in SFILE_ MAXSEC represents the memory size allocated for RD: in 512 byte sectors. For
example, a value of -128 means that 64K of memory is allocated in DRAM for RD:.

e If$FILE_MAXSEC >0, then RAM disk is defined to be in the PERM pool of SRAM. Because
RAM disk is a portion of SRAM, copy all RAM disk files to an external device for permanent
storage to prevent losing information due to loss of battery power or system software loading.

SRAM is battery-backed volatile memory. This means that all information in SRAM, including
programs, requires battery backup for information to be retained when the controller is turned
off and then on again. Teach pendant programs are automatically stored in the TPP pool of
SRAM when you write a program.

c Caution
Data in SRAM can be lost if the battery is removed or loses its charge, or if
new system software is loaded on the controller. To prevent loss of data,
back up or copy all files to permanent storage devices such as FR: or ATA
Flash PC memory cards.

* If$FILE_MAXSEC <0, then RAM disk is defined to be in DRAM.

DRAM is non-battery-backed volatile memory. This means that all information in DRAM
disappears between power cycles. In effect, DRAM is a temporary device. Information stored in
DRAM is lost when you turn off the controller.
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2 Caution
Data in DRAM will be lost if you turn off the controller or if the controller loses
power. Do not store anything you want to save beyond the next controller
power cycle in DRAM, otherwise, you will lose it.

Note Volatile means the memory is lost when power is disconnected. Non-volatile memory does
not require battery power to retain.

You can store anything that is a file on the RAM Disk. The RAM disk is already formatted for you.

Information stored on RAM disk can be stored as compressed or uncompressed. By default,
information is compressed. If you want information to remain uncompressed, you must use the RDU:
device designation to indicate that information will be saved to that device in an uncompressed

file format.

FTP Ethernet Device

FTP Ethernet devices are used to copy files from the controller to the network PC or workstation if the
FTP option is installed. The client devices displayed are the client devices that have been defined and
started. Refer to the Internet Options Setup and Operations Manual for more information.

Memory Device (MD:)

The memory device (MD:) treats the controller’s program memory as if it were a file device. You can
access all teach pendant programs, KAREL programs, and KAREL variables loaded in the controller.

The Memory Device is a group of devices (MD:, MDB:, and optionally FMD:) that provide the
following :
* MD: provides access to ASCII and binary versions of user setup and programs

* MDB: provides access to binary versions of user setup and programs (similar to "backup - all of
the above" on the teach pendant file menu)

* FMD: provides access to ASCII versions of user setup and programs filtered to include only user
settable information (eg. internal timers or time system variables changed by the system are not
included) making these files useful for detecting user changes.

Memory Device Binary (MDB:)

The memory device binary device (MDB:) allows you to copy the same files as provided by the
Backup function on the File Menu. This allows you to back up the controller remotely such as from
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SMON, FTP, or KCL. For example, you could use the MDB: device to copy all teach pendant files
(including invisible files) to the memory card (KCL>copy MDB:*.tp TO mc:).

Filtered Memory Device (FMD:)

The Filtered Memory Device option generates text versions of all backup files of user programs and
variables that have been changed manually. Included are system and KAREL variables, position and
data registers, teach pendant programs, and I/O configuration data.

When logging into the robot FTP server from a remote client you are defaulted into the MD: device.
You can navigate to other robot file devices (FR:, RD:, MC:, MDB:, FMD:) using the change directory
service in your remote FTP client. At a command line using the cd command where in this example
fmd: is the device being used, this might look like :

D:\temp>ftp pderob029

Connected to pderob029.frc.com

220 FTP server ready. [PaintTool Vx.xxP/01]
User <pderob029.frc.com:<none>>:

230 User logged in [NORM] .

ftp>cd fmd:
250 CWD command successful.
ftp>

You can compare these files with previous versions to determine what users or operators have
changed. Variables and programs that change without user input are filtered out, and will appear in
filter exclusion files.

After the option is installed, it will run automatically whenever you perform an Ethernet backup of the
controller from the FMD: device. After you install the Filtered Memory Device option, any of the
following filter exclusion files could appear on the FR: device.

2 Caution
Do not delete these files, or filter exclusion data will be lost.

* FR:SVAREEG.DT
* FRIKVAREEG.DT
* FR:POSREEG.DT
* FR:REGEEG.DT

* FR:TPLINEEG.DT

You can view program, variable, or filter exclusion files via KCL. For example:
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KCL> DIR FMD:*.*.

Note Computer systems that perform periodic backups could be modified to use the FMD: device
instead of the MD: device for some compare operations, for example. Contact FANUC Robotics
for more information.

FRA:

There is a special area for Automatic Backup in the controller F-ROM (FRA:). You do not need
an external device to use Automatic Backup, but a memory card can also be used. Refer to your
application-specific Setup and Operations Manual for more information.

9.3.2 Memory File Devices

The RAM and F-ROM disks allocate files using blocks. Each block is 512 bytes.

The system variable SFILE_ MAXSEC specifies the number of blocks to allocate for the RAM disk. If
the specified number is less than zero, the RAM disk is allocated from DRAM. If it is greater than
zero, RAM disk is allocated from CMOS RAM. To change the number of blocks to allocate for the
RAM disk, perform the following steps from the KCL prompt:

1. Backup all files on the RAM disk. For more information on how to back up files, refer to

Chapter 8, "Program and File Manipulation" in the appropriate application-specific FANUC
Robotics Setup and Operations Manual .

2. Enter DISMOUNT RD:

KCL>DISMOUNT RD:

3. Enter SET VAR $FILE MAXSEC

KCL>SET VAR
SFILE MAXSEC = <new value>

4. Enter FORMAT RD:

KCL>FORMAT RD:
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All files will be removed from the RAM Disk when the format is performed.
5. Enter MOUNT RD:

KCL>MOUNT RD:

The RAM disk will be reformatted automatically on INIT start.

The F-ROM disk can only be formatted from the BootROM because the system software also resides
on F-ROM. The number of blocks available is set by the system. The hardware supports a limited
number of read and write cycles, so while the F-ROM disk will function similar to the RAM disk, it
does not erase files that have been deleted or overwritten.

After some use, the F-ROM disk will have used up all blocks. At that time, a purge is required to
erase the F-ROM blocks which are no longer needed. For more information on purging, refer to
the PURGE_DEV Built-in in Appendix A , "KAREL Language Alphabetical Descriptions" or the
PURGE Command in Appendix C , "KCL Command Alphabetical Description."

For more information on memory, refer to Section 1.4.1 .

9.3.3 Virtual Devices

KAREL Virtual Devices are similar to DOS subdirectories. For example

* In DOS, to access a file in a subdirectory, you would view FR:\FR1:\>test.kl .
* In KAREL, to access the same file in a virtual device, you would view FR1:test.kl .

The controller supports 7 virtual devices. A number, which identifies the virtual device, is appended
to the device name (FR 1:). Table 9-2 shows some of the valid virtual devices available.

Table 9-2. Virtual Devices

Device Name Actual Storage

RD: RAM disk

FR: F-ROM disk - compressed and uncompressed files
MF: Refers to files on both RD: and FR:

RD1: - RD7: RAM disk - compressed and uncompressed files
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Table 9-2. Virtual Devices (Cont'd)

FR1: - FR7:

F-ROM disk - compressed and uncompressed files

MF1: - MF7:

Refers to files on both the RAM disk and F-ROM disk of the respective
virtual device

Rules for Virtual Devices

The following rules apply to virtual devices.

A file name on a virtual device is unique. A file could exist on either the RAM or F-ROM disks,
but not both. For example: RD:test.kl and FR:test.kl could not both exist.

A file name could be duplicated across virtual devices. For example: RD:test.kl, RD1:test.kl, and
FR2:test.kl could all exist.

The MF: device name could be used in any file operation to find a file on a virtual device, when the
actual storage device is unknown. For example: MF:test.kl finds either RD:test.kl or FR:test.kl.

When you use the MF: device as a storage device, the RAM disk is used by default when RD:
is in CMOS and $FILE MAXSEC > 0. The F-ROM disk is used by default when RD: is in
DRAM and $FILE MAXSEC < 0. For example: KCL>COPY FILE FLPY:test.kl to MF2 :
The file will actually exist on RD2:

When listing the MF: device directory, all files on the RAM and F-ROM disks are listed.
However, only the files in the specified virtual device are displayed.

If the RDS5: directory is specified instead of MF5:, only those files on the RAM disk in virtual
device 5 are listed. If the FR3: directory is specified, only those files on the F-ROM disk in virtual
device 3 are listed. For example: KCL>DIR RD5:

A file could be copied from one virtual device to another virtual device. A file could also be
copied from the RAM disk to the F-ROM disk, and vice versa, if the virtual device is different.
For example: KCL>COPY RD1:test.kl to FR3:

A file could be renamed only within a virtual device and only on the same device. For example:
KCL>RENAME FR2:test.kl FR2:example.kl

A file could be moved within a virtual device from the RAM disk to the F-ROM disk and vice
versa, using a special command which is different from copy. For example: KCL>MOVE
MF1:test.kl moves test.kl from the F-ROM disk to the RAM disk. KCL>COPY FR1:test.kl TO
RD1:test.kl will also move the file from the F-ROM Disk to the RAM Disk. This is because
unique file names can only exist on one device. For more information on moving files, refer to the
MOVE _FILE Built-in in Appendix A , "KAREL Language Alphabetical Descriptions" or the
MOVE FILE Command in Appendix C , "KCL Command Alphabetical Description."

Formatting the RAM disk, RD: or MF:, clears all the RAM disk files on all the virtual devices. The
files on the F-ROM disk remain intact. For example: KCL>FORMAT RD1: reformats all RAM
disk virtual devices (RD: through RD7:). Reformatting will cause existing data to be removed.
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* Purge erases all blocks that are no longer needed for all the virtual devices. For more information
on purging, refer to the PURGE_DEV Built-in in Appendix A , "KAREL Language Alphabetical
Description" or the PURGE Command in Appendix C , "KCL Command Alphabetical
Description."

9.3.4 File Pipes

The PIP: device allows you to access any number of pipe files. This access is to files that are in the
controller’s memory. This means that the access to these files is very efficient. The size of the files
and number of files are limited by available controller memory. This means that the best use of a
file pipe is to buffer data or temporarily hold it.

The file resembles a water pipe where data is poured into one end by the writing task and the data
flows out the other end into the reading task. This is why the term used is a pipe. This concept is very
similar to pipe devices implemented on UNIX, Windows and Linux.

Files on the pipe device have a limited size but the data is arranged in a circular buffer. This is also
called a circular queue. This means that a file pipe of size 8kbytes (this is the default size) will contain
the last 8k of data written to the pipe. When the user writes the ninth kilobyte of data to the pipe,

the first kilobyte will be overwritten.

Since a pipe is really used to transfer data from one place to another some application will be
reading the data out of the pipe. In the default mode, the reader will WAIT until information has
been written. Once the data is available in the pipe the read will complete. A KAREL application
might use BYTES AHEAD to query the pipe for the amount of data available to read. This is the
default read mode.

A second read mode is provided which is called "snapshot." In this mode the reader will read out the
current content of the pipe. Once the current content is read the reader receives an end of the file.
This can be applied in an application like a "flight recorder". This allows you to record information
leading up to an event (such as an error) and then retrieve the last set of debug information written
to the pipe. Snapshot mode is a read attribute. It is configured using SET FILE ATTR builtin. By
default, the read operation is not in snapshot mode.

Typical pipe applications involve one process writing data to a pipe. The data can debug information,
process parameters or robot positions. The data can then be read out of the pipe by another application.
The reading application can be a KAREL program which is analyzing the data coming out of the pipe
or it can be KCL or the web server reading the data out and displaying it to the user in ASCII form.

KAREL Examples
The following apply to KAREL examples.

* Two KAREL tasks can share data through a pipe. One KAREL task can write data to the pipe
while a second KAREL task reads from the pipe. In this case the file attribute ATR _PIPWAIT can
be used for the task that is reading from the pipe. In this case the reading KAREL task will wait
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on the read function until the write task has finished writing the data. The default operation of the
pipe is to return an end of file when there is no data to be read from the pipe.

* A KAREL application might be executing condition handlers at a very fast data rate. In this case it
might not be feasible for the condition handler routine to write data out to the teach pendant display
screen because this would interfere with the performance of the condition handler. In this case
you could write the data to the PIP: device from the condition handler routine. Another KAREL
task might read the data from the PIP: device and display it to the teach pendant. In this case the
teach pendant display would not be strictly real time. The PIP: device acts as a buffer in this case
so that the condition handler can move on to its primary function without waiting for the display
to complete. You can also type the file from KCL at the same time the application is writing to it.

PIP: devices are similar to other devices in the following ways:

* The pipe device is similar in some ways to the RD: device. The RD: device also puts the file
content in the system memory. The PIP device is different primarily because the pipe file can
be opened simultaneously for read and write.

* Similarly to MC: and FR: devices, the PIP: device is used when you want to debug or diagnose
real time software. This allows you to output debug information that you can easily view without
interfering with the operation that is writing the debug data. This also allows one task to write
information that another task can read.

* The function of the PIP: device is similar to all other devices on the controller. This means that all
file I/O operations are supported on this device. All I/O functions are supported and work the
same except the following: Chdir, Mkdir, and Rmdir.

* The PIP: device is similar to writing directly to a memory card. However, writing to a memory
card will delay the writing task while the delay to the PIP: device is much smaller. This means
that any code on the controller can use this device. It also has the ability to retain data through
a power cycle.

Rules for PIP: Devices
The following rules apply to PIP: devices:

* The PIP: device can be used by any application or you can specify an associated common option
such as KAREL.

* The device is configurable. You can configure how much memory it uses and whether that
memory is CMOS (retained) or DRAM (not retained). You are also able to configure the format
of the data in order to read out formatted ASCII type data. The device is configured via the
PIPE_CONFIG built-in.

Installation, Setup and Operation Sequence
In general the PIP: device operates like any other device. A typical operation sequence includes:

OPEN myfile (’PIP:/myfile.dat’, 'RW’,)
Write myfile (’Data that I am logging’, CR)
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Close myfile

If you want to be able to access myfile.dat from the Web server, put a link to it on the diagnostic

Web page.

The files on the PIP: device are configurable. By default the pipe configuration is specified in the
$PIPE_CONFIG system variable. The fields listed in Table 9—3 have the following meanings:

Table 9-3. System Variable Field Descriptions

FIELD DEFAULT DEFINITION
$sectors 8 Number of 1024 byte sectors in the pipe.
$filedata Pointer to the actual pipe data (not accessible).
$recordsize 0 Binary record size, zero means its not tracked.
$auxword 0 Dictionary element if dictionary format or type checksum.
$memtyp 0 If non zero use CMOS.
$format Undefined Formatting mode: undefined, function, format string or
KAREL type.
$formatter Function pointer, "C" format specifier pointer or type code
depending on $format.
Each pipe file can be configured via the pipe config built-in. The pipe config built-in will be called
before the pipe file is opened for writing. Refer to Section A.17 , "pipe config built-in" for more
details.
Operational Examples
The following example writes data from one KAREL routine into a pipe and then reads it back from
another routine. These routines can be called from separate tasks so that one task was writing the data
and another task can read the data.
Program
program pipuform
¥nolockgroup
var
pipe, in file, mcfile, console:file
record: string[80]
status: integer
parml, parm2: integer
msg: string[127]
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cmos_flag: boolean

n_sectors: integer

record size: integer

form dict: stringl4]

form ele: integer
--initialize file attributes
routine file init (att_file :FILE)

begin
set file atr(att file, ATR IA) --force reads to completion
set file atr(att file, ATR FIELD) --force write to completion
set file atr(att file, ATR PASSALL) --ignore cr
set file atr(att file, ATR UF) --binary

end file init
routine write pipe
begin
--file is opened
file init (pipe)

open file pipe ('rw’, ’'pip:example.dat’)
status = io status(pipe)
write console (’'Open pipe status:’,status,cr)

-- write extra parameters to pipe
write pipe (msg::8)
status = io_status(pipe)
end write pipe
routine read pipe
var
record: string[128]
status: integer
entry: integer
num_bytes: integer
begin
file init (in_file)
open file in file ('ro’, ’'pip:example.dat’)
BYTES AHEAD (in file, entry, status)
status = 0
read in file (parml::4)
status = IO _STATUS (in_file)
write console (’parml read’, status,cr)
write console (’'parml’,parml,cr)
read in file (parm2::4)
status = IO _STATUS(in_file)
write console (’'parm2 read’,parm2,status,cr)
end read pipe
begin
SET FILE ATR(console, atr_ia, 0) --ATR IA is defined in flbt.ke
OPEN FILE console ('RW’,’CONS:')

9-19



9. FILE SYSTEM MARRC75KR07091E Rev D

if (uninit (msg)) then

msg = ’'Example’
endif
if (uninit (n_sectors)) then

cmos_flag = true

n_sectors = 16

record size = 128

form dict = ’‘test’

form ele =1
endif

-- [in] pipe name: STRING;name of tag
-- [in] cmos_ flag: boolean;

]
]
-- [in] n_sectors: integer;
] record size: integer;
] form dict: string;
-- [in] form ele: integer;
-- [out] status: INTEGER
pipe config(’'pip:example.dat’,cmos_flag, n_ sectors,
record size,form dict,form ele,status)
write pipe
read pipe
close file pipe
close file in file
end pipuform

9.4 FILE ACCESS

You can access files using the FILE and SELECT screens on the CRT/KB or teach pendant, or by
using KAREL language statements. During normal operations, files will be loaded automatically into
the controller. However, other functions could need to be performed.

9.5 FORMATTING XML INPUT

9.5.1 Overview

This feature allows KAREL programs to input data via an XML (eXtended Markup Language)
formatted text file. The XML rather than binary format allows the file to be manipulated easily on
a PC.

The XML files must follow the most basic XML syntax requirements. These requirements are:
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¢ XML files can have ONLY ONE top level element.
* The start tag must have a matching end tag.
* Empty tags can be represented as <tag parameters/>
* Tags cannot contain special characters such as the set of *, $, and [ ]
* They must not contain unprintable characters
* Attributes must be of the form attr="value”
* Special characters are used for the following (outside of tags):
— < is substituted with &It;
— < is substituted with &gt;
— & is substituted with &amp;
— “ can be substituted with &quot;

* This feature provides an XML parser and the means for both KAREL and C programmers
to easily extract binary data from the text information in an XML file. It does not require the
application program to do any parsing of the XML file.

Note XML files can have only one top level element. For example,

<GRID>
<TPPROG>
</TPPROG>

</GRID>

is legal. It has one top level element (GRID).

<GRID>
</GRID>
<TPPROG>
</TPPROG>

is not legal. The master tag can be used to distinguish a GRID file from a password configuration
file, for example.

9.5.2 Installation Sequence

This feature consists of KAREL built-ins which provide access to this library for KAREL users.
The environment file xml.ev must be on the translator path to translate KAREL programs which
reference these built-ins. These built-ins are XML _ADDTAG, XML GETDATA, XML REMTAG,
XML _SCAN, and XML _SETVAR. Refer to Appendix A for more information on these built-ins.
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9.5.3 Example KAREL Program Referencing an XML File

Parse the XML file referred to by xml_name and return the settings in that file to xmlstruct.

The attribute name-value pairs are returned as strings in attrnames and attrvalues. It is not --
required that the data in the XML file be set to a structure in some applicaitons the name-value
pairs -- are used directly.

* The most efficient XML implementation uses many name-value pairs and only a few tags. It
takes the same amount of time to return one name-value pair from a tag as it takes for 32 pairs.
Thirty-two tags will take 32 times longer.

¢ The maximum number of pairs supported is 32.

* There are two different types of XML files. Figure 1-1 and Figure 1-2 illustrate the two types of
tag constructs

* For separated start and end tags (Figure 1-1) the tag processing must be done on the
XML _START return code.

* For combined start and end tags (Figure 1-2) you cannot provide any text within the tag. KAREL
XML processing provides the means to extract this text when required.

* For combined start and end tags (Figure 1-2) the tag processing must be done on the XML _END
return code.

¢ The XML START return code needs to set a flag indicating that the tag has been processed.

* The XML END return code needs to check to see if processing was already done on the start
code and reset the flag.

Figure 9-1. XML File 1 Separated start and end tags

<?xml version="1.0" ?><!-- This is a comment -- >

<xmlstrct_t first="123456" second="7.8910" third="1" fourth="A string">
Text assocated with xmlstrct t tag

</xmlstrct t>

Figure 9-2. XML File 2 Combined start and end tags

<?xml version="1.0" ?><!-- This is a comment -- >
<xmlstrct t first="78910" second="12.3456" third="0" fourth="A string"/>

Figure 9-3. XML File 3 GRID tag not registered or processed

<?xml version="1.0" ?>-<!—comment
<GRID rows="16" cols="24" scale="80">
<xmlstrct t first="123456" second="78910” third="1" "fourth="A String”>
special characters < > & "
</xmlstrct t>
</GRID>
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The GRID tag can be in the XML file but not processed by this example program. In general XML
tags can be processed by different software. Information is only returned to the KAREL program for

tags which are registered by the KAREL program.

Figure 9-4. KAREL Program

PROGRAM xmlparse
%$COMMENT = ’'XML Parse’
$NOPAUSESHFT
$NOPAUSE = ERROR + TPENABLE + COMMAND
$NOABORT = ERROR + COMMAND
$NOLOCKGROUP
$NOBUSYLAMP
%$ENVIRONMENT xml
%$include klerxmlf
CONST
MYXML CONST = 3
TYPE
xmlstrct_t = STRUCTURE
first: INTEGER
second: REAL
third: BOOLEAN
fourth: STRING[20]

ENDSTRUCTURE
VAR
xml name : string[20]
tag name : string[32]
text : array[32] of string[128]
attrnames : array[32] of string[32]
attrvalues : array[32] of stringl[64]
xml file : FILE
status : INTEGER
xmlstrct: xmlstrct t
tag ident: integer
func code: integer
text idx: integer
numattr: integer
textdone: BOOLEAN
done: BOOLEAN
console: FILE

startdata: BOOLEAN

-- There are two types of XML file constructs.

In one the end tag is

-— embedded in the start tag in the other the end tag is separate. A

-—- proper parser must handle both tag constructs
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-- For the case that the end tag is separate from the start tag
-— (Figure 1.1)the following writes show the sequence of returns:

--Scanned (Rev D) xmlstrct t 3 100
--Start Tag processing...

--Scanned (Rev D) xmlstrct t 3 101
--End Tag

--Processed at start tag...

--Scanned (Rev D) xmlstrct t 0 101

129015

129015

--For the case where the end tag and start tag are together (Figure 1.2)
--the following writes show the sequences of returns:

--Scanned (Rev D) xmlstrct_t 3 101 129015
--End Tag
--End Tag processing...
--Scanned (Rev D) xmlstrct t 0 101 0
BEGIN

SET_FILE ATR(console, ATR IA, 0) -- ATR IA is defined in flbt.ke

OPEN FILE console ('RW’, ’"CONS:’)

IF UNINIT (xml name) THEN

xml name = ‘mc:k116004.xml’
ENDIF
SET FILE ATR (xml file, ATR XML) -~ XML

CLR_IO STAT(xml file)
OPEN FILE xml file ('RO’, xml name)
status = IO STATUS (xml file)
IF status <> 0 THEN
POST ERR(status, ’'’, 0, 0)
abort
ENDIF
xml addtag(xml_file, ‘xmlstrct t’, 32,
textdone = TRUE
done = FALSE
startdata=FALSE
WHILE (done = FALSE) DO

-- Open does new operation

FALSE, MYXML_ CONST, status)

xml scan(xml file, tag name, tag ident, func code, status)

if (status = 0) THEN
done= TRUE
ENDIF

WRITE console (’Scanned (Rev D) ', tag name,’ ', tag ident, ' '/,

func_code, '
IF (status = XML_FUNCTION) THEN
status = 0
SELECT tag_ident OF
CASE (MYXML_ CONST)
SELECT func_code OF

", STATUS, ' ", CR)
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CASE (XML_START)

WRITE console (’Start Tag processing...’, CR)
text idx =1
xml setvar(xml file, ‘k116004’, ’'xmlstrct’, status)

-- Already looked at the attribtues get the text
xml getdata(xml file, numattr, attrnames, attrvalues,
text [text idx], textdone, status)
startdata = TRUE
CASE (XML_STEND)
-- This tag is never returned
WRITE console (’StEnd Tag’, CR)
CASE (XML_END)
WRITE console (’End Tag’, CR)
if (startdata = TRUE) THEN
startdata=FALSE

WRITE console (’Processed at start tag...’, CR)
ELSE

WRITE console (’'End Tag processing...’, CR)

text idx = 1

xml setvar(xml file, ’'k1l16004’, ’'xmlstrct’, status)

-- Already looked at the attribtues get the text
xml getdata(xml file, numattr, attrnames, attrvalues,
text [text idx], textdone, status)
ENDIF
CASE (XML_TXCONT)
-- Usually the user will do one or the other but not both of
—-— these calls
text idx = text idx + 1
xml getdata(xml file, numattr, attrnames, attrvalues,
text [text idx], textdone, status)

ELSE:
ENDSELECT
ELSE:
ENDSELECT
ELSE
IF (status <> XML _SCANLIM) THEN
POST ERR(status, ’'‘’, 0, 0)
done = TRUE
ENDIF
ENDIF -- Good status from xml parse
ENDWHILE

-- This is not required but allows the user to dynamically remove
-- and add tags

xml remtag(xml file, ’'xmlstrct t’, status)

CLOSE FILE xml file

status = IO STATUS (xml file)

IF status <> 0 THEN
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POST ERR(status, ’'’, 0, 0)
ENDIF
END xmlparse

Executing this program will extract the attributes first, second, third, and fourth, and their values from
the XML file. These values will be set in the variable xmlstruct that has fields first, second, third, and
fourth. The string variables will also be set to KAREL string variables.

95.4 Parse Errors

XML TAG_SIZE "Tag too long"

XML _ATTR_SIZE "Attribute too long"

XML NOSLASH "Invalid use of / character"
XML INVTAG "Invalid character in tag"

XML ATTRMATCH "No value for attribute"
XML TAGMATCH "End tag with no matching start"
XML _INVATTR "Invalid character in attribute"
XML _NOFILE "Cannot find file"

XML TAGNEST "Tag nesting level too deep"”
XML COMMENT "Error in comment"

XML BADEXCHAR "Unknown character &xxx;”
XML TAGNFND "Tag not found"

XML _INVEOF "Unexpected end of file"

XML _SCANLIM "Scan limit exceeded"

Note XML SCANLIM means that the file is too long to be processed in one request. The remedy for
this error is to just re-call the XML scan routine as illustrated in the example.

XML _FUNCTION "Function code return"
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9.6 MEMORY DEVICE

The Memory device (MD: ) treats controller memory programs and variable memory as if it were a

file device. Teach pendant programs, KAREL programs, program variables, SYSTEM variables, and
error logs are treated as individual files. This provides expanded functions to communication devices,
as well as normal file devices. For example:

1.

FTP can load a PC file by copying it to the MD: device.

2. The error log can be retrieved and analyzed remotely by copying from the MD: device.

3.

An ASCII listing of teach pendant programs can be obtained by copying ***.LS from the
MBD: device.

4. An ASCII listing of system variables can be obtained by copying SYSVARS.VA from the

MD: device.

Refer to Table 9—4 for listings and descriptions of files available on the MD device.

Table 9-4. File Listings for the MD Device

File Name Description

ACCNTG.DG This file shows the system accounting of Operating system tasks.
ACCOFF.DG This file shows the system accounting is turned off.

AXIS.DG This file shows the Axis and Servo Status.

CONFIG.DG This file shows a summary of system configuration
CONSLOG.DG This file is an ASCII listing of the system console log.
CONSTAIL.DG This file is an ASCII listing of the last lines of the system console log.
CURPOS.DG This file shows the current robot position.

*.DF This file contains the TP editor default setting.

DIOCFGSV.IO This file contains 1/0 configuration information in binary form.
DIOCFGSV.VA This file is an ASCII listing of DIOCFGSV.I0.

ERRACT.LS This file is an ASCII listing of active errors.

ERRALL.LS This file is an ASCII listing of error logs.

ERRAPP.LS This file is an ASCII listing of application errors.

ERRCOMM .LS This file shows communication errors.

ERRCURR.LS This file is an ASCII listing of system configuration.

ERRHIST.LS This file is an ASCII listing of system configuration.

ERRMOT.LS This file is an ASCII listing of motion errors.

ERRPWD.LS This file is an ASCII listing of password errors.
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Table 9-4. File Listings for the MD Device (Cont’d)

File Name Description

ERRSYS.LS This file is an ASCII listing of system errors.
ETHERNET This file shows the Ethernet Configuration.

FRAME.DG This file shows Frame assignments.

FRAMEVAR.VR This file contains system frame and tool variable information in binary form.
FRAMEVAR.VA This file is an ASCII listing of FRAMEVAR.VR.

HIST.LS This file shows history register dumps.

HISTE.LS This file is an ASCII listing of general fault exceptions.
HISTP.LS This file is an ASCII listing of powerfail exceptions.
HISTS.LS This file is an ASCII listing of servo exceptions.
IOCONFIG.DG This file shows 10 configuration and assignments.
IOSTATE.DG This file is an ASCII listing of the state of the 1/O points.
IOSTATUS.CM This file is a system command file used to restore I/O.

LOG CONSTAIL.DG

This file is the last line of Console Log.

NUMREG.VA This file is an ASCII listing of NUMREG.VR.
NUMREG.VR This file contains system numeric registers.
MACRO.DG This file shows the Macro Assignment.

MEMORY.DG This file shows current memory usage.

PORT.DG This file shows the Serial Port Configuration.
POSREG.VA This file is an ASCI! listing of POSREG.VR.
POSREG.VR This file contains system position register information.

PRGSTATE.DG

This file is an ASCII listing of the state of the programs.

RIPELOG.DG This file contains detailed status information such as the times when robots go ON and
OFFLINE, and other diagnostic data. Refer to the Internet Options Manual for more
information .

RIPESTAT.DG This file contains performance data for you to determine how well the network is performing.

Refer to the Internet Options Manual for more information .
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Table 9-4. File Listings for the MD Device (Cont’d)

File Name Description

SFTYSIG.DG This file is an ASCII listing of the state of the safety signals.
STATUS.DG This file shows a summary of system status

SUMMARY.DG This file shows diagnostic summaries

SYCLDINT.VA This file is an ASCII listing of system variables initialized at a Cold start.
SYMOTN.VA This file is an ASCII listing of motion system variables.

SYNOSAVE.VA This file is an ASCII listing of non-saved system variables.

SYSFRAME.SV

This file contains SMNUTOOL, $SMNUFRAME, $SMNUTOOLNUM, and SMNUFRAMENUM.
These variables were in SYSVARS.SV in releases before V7.20.

SYSMACRO.SV This file is a listing of system macro definitions.
SYSMACRO.VA This file is an ASCII listing of SYSMACRO.SV.
SYSMAST.SV This file is a listing of system mastering information.
SYSMAST.VA This file is an ASCII listing of SYSMAST.SV.
SYSSERVO.SV This file is a listing of system servo parameters.
SYSSERVO.VA This file is an ASCII listing of SYSSERVO.SV.
SYSTEM.DG This file shows a summary of system information
SYSTEM.VA This file is an ASCII listing of non motion system variables.
SYSVARS.SV This file is a listing of system variables.

SYSVARS.VA This file is an ASCI! listing of SYSVARS.SV.

SYS*** SV This file contains application specific system variables.
SYS**** VA This file is an ASCI! listing of SYS****.VA.
TASKLIST.DG This file shows the system task information.
TESTRUN.DG This file shows the Testrun Status.

TIMERS.DG This file shows the System and Program Timer Status.
TPACCN.DG This file shows TP Accounting Status.

VERSION.DG This file shows System, Software, and Servo Version Information.
** PC This file is a KAREL binary program.

*** VA This file is an ASCII listing of KAREL variables.

*** VR This file contains KAREL variables in binary form.

** LS This file is an ASCII listing of a teach pendant program.
TP This file is a teach pendant binary program.
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Table 9-4. File Listings for the MD Device (Cont’d)

File Name Description

= TX This file is a dictionary files.

***HTM This file is an HTML web page.

*** STM This file is an HTML web page using an iPendant Control or Server Side Include.
*** GIF This file is a GIF image file.

= JPG This file is a JPEG image file.

Refer to Table 9-5 for a listing of restrictions when using the MD: device.

Table 9-5. Testing Restrictions when Using the MD: Device

File Name or Type READ WRITE DELETE Comments

*** DG YES NO NO Diagnostic text file.

**PC NO YES YES

* VR YES YES YES With restriction of no references.
** LS YES NO NO

** TP YES YES YES

** LS YES NO NO

FFF.DF YES YES NO

SYS***.SV YES YES NO Write only at CTRL START.
SYS***.VA YES NO NO

ERR***.LS YES NO NO

HISTX.LS YES NO NO

**REG.VR YES YES NO

**REG.VA YES NO NO

DIOCFGSV.IO YES YES NO Write only at CTRL START.
DIOCFGSV.VA YES NO NO
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10.1 OVERVIEW

Dictionaries and forms are used to create operator interfaces on the teach pendant and CRT/KB
screens with KAREL programs.

This chapter includes information about

* Creating user dictionary files, refer to Section 10.2 .
* Creating and using forms, refer to Section 10.3 .

In both cases, the text and format of a screen exists outside of the KAREL program. This allows easy
modification of screens without altering KAREL programs.

10.2 CREATING USER DICTIONARIES

A dictionary file provides a method for customizing displayed text, including the text attributes
(blinking, underline, double wide, etc.), and the text location on the screen, without having to
re-translate the program.

The following are steps for using dictionaries.

1. Create a formatted ASCII dictionary text file with a .UTX file extension.

2. Compress the dictionary file using the KCL COMPRESS DICT command. This creates a
loadable dictionary file with a .TX extension. Once compressed, the .UTX file can be removed
from the system. Only the compressed dictionary (.TX) fileisloaded .

3. Load the compressed dictionary file using the KCL LOAD DICT command or the KAREL
ADD_DICT built-in.

4. Use the KAREL dictionary built-ins to display the dictionary text. Refer to Section 10.2.12,
"Accessing Dictionary Elements from a KAREL Program," for more information.

Dictionary files are useful for running the same program on different robots, when the text displayed
on each robot is slightly different. For example, if a program runs on only one robot, using KAREL
WRITE statements is acceptable. However, using dictionary files simplifies the displaying of text on
many robots, by allowing the creation of multiple dictionary files which use the same program to
display the text.

Note Dictionary files are useful in multi-lingual programs.

10.2.1 Dictionary Syntax

The syntax for a user dictionary consists of one or more dictionary elements. Dictionary elements
have the following characteristics:

10-3



10. DICTIONARIES AND FORMS MARRC75KR07091E Rev D

* A dictionary element can contain multiple lines of information , up to a full screen of
information. A user dictionary file has the following syntax:

<*comment >
$n<,ele name><@cursor_ pos><&res word><#chr code><"Ele text"><&res wor d>
<#chr_code><+nest_ele>
<*comment >
<Sn+1l>

— Items in brackets < > are optional.

— “*comment is any item beginning with *. All text to the end of the line is ignored. Refer
to Section 10.2.9 .

— $n specifies the element number. n is a positive integer 0 or greater. Refer to Section 10.2.2 .
— ,ele name specifies a comma followed by the element name. Refer to Section 10.2.3 .

— (@cursor_pos specifies a cursor position (two integers separated by a comma.) Cursor
positions begin at @1,1. Refer to Section 10.2.4 .

— &res_word specifies a dictionary reserve word. Refer to Section 10.2.6 .
— "Ele_text" specifies the element text to be displayed. Refer to Section 10.2.5 .
— +nest_ele specifies the next dictionary text. Refer to Section 10.2.8 .

* A dictionary element does not havetoreside all on oneline. Insert a carriage return at
any place a space is allowed, except within quoted text. Quoted text must begin and end on
the same line.

* Dictionary elements can contain text, position, and display attribute information . Table
10-2 lists the attributes of a dictionary element.

10.2.2 Dictionary Element Number

A dictionary element number identifies a dictionary element. A dictionary element begins with a “$”’
followed by the element number. Element numbers have the following characteristics:
* Element numbers begin at 0 and continue in sequential order.

* [f element numbers are skipped, the dictionary compressor will add an extra overhead of 5 bytes
for each number skipped. Therefore you should not skip a large amount of numbers.

* If you want the dictionary compressor to automatically generate the element numbers
sequentially, use a ““-”” in place of the number. In the following example, the "-" is equated
to element number 7.

$1
$2
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$3
$6
$-

10.2.3 Dictionary Element Name

Each dictionary element can have an optional element name. The name is separated from the element
number by a comma and zero or more spaces. Element names are case sensitive. Only the first 12
characters are used to distinguish element names.

The following are examples of element names:
$1, KCMN SH LANG
$2, KCMN_SH DICT

Dictionary elements can reference other elements by their name instead of by number. Additionally,
element names can be generated as constants in a KAREL include file.

10.2.4 Dictionary Cursor Positioning

Dictionary elements are displayed in the specified window starting from the current position of the
cursor. In most cases, move the cursor to a particular position and begin displaying the dictionary
element there.
* The cursor position attribute "@" is used to move the cursor on the screen within the window.
* The “@" sign is followed by two numbers separated by a comma. The first number is the
window row and the second number is the window column.
For example, on the teach pendant, the "t fu" window begins at row 5 of the "t sc" screen and

is 10 rows high and 40 columns wide.

— Cursor position “@1,1” is the upper left position of the "t _fu" window and is located at
the "t sc" screen row 5 column 1.

— The lower right position of the "t fu" window is "@10,40” and is located at the "t sc"
screen row 15 column 40.

Refer to Section 7.10.1 for more information on the teach pendant screens and windows.

For example, on the CRT/KB, the "c_fu" window begins at row 5 of the "c_sc" screen and is
17 rows high and 80 columns wide.

10-5



10. DICTIONARIES AND FORMS MARRC75KR07091E Rev D

— Cursor position “@1,1” is the upper left position of the "c_fu" window and is located at
the "c_sc" screen row 5 column.

— The lower right position of the window is "@17,80” and is located at the "c_sc" screen
row 21, column 80.

Refer to Section 7.10.2 for more information on the CRT/KB screens and windows.

The window size defines the display limits of the dictionary elements.

10.2.5 Dictionary Element Text

Element text, or quoted text, is the information (text) you want to be displayed on the screen.

o
< -

(32

The element text must be enclosed in double quote characters ““ .
To insert a back-slash within the text, use \\ (double back-slash.)
To insert a double-quote within the text, use \" (back-slash, quote.)

More than one element text string can reside in a dictionary element, separated by reserve words.
Refer to Section 10.2.6 for more information.

To include the values of KAREL variables in the element text, use the KAREL built-ins.
WRITE_DICT V and READ DICT _V, to pass the values of the variables.

To identify the place where you want the KAREL variables to be inserted, use format specifiers
in the text.

A format specifier is the character “%” followed by some optional fields and then a conversion
character. A format specifier has the following syntax:
><+><width><.precision>conversion character<®argument numbe r>

Format Specifier

Items enclosed in < > are optional.
The - sign means left justify the displayed value.
The + sign means always display the sign if the argument is a number.

The width field is a number that indicates the minimum number of characters the field should
occupy.

.precision is the . character followed by a number. It has a specific meaning depending upon
the conversion character:

conversion_characters identify the data type of the argument that is being passed. They are
listed in Table 101 .

~argument_number is the * (up-caret character) followed by a number.
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Conversion

Character

The conversion character is used to identify the data type of the KAREL variable that was passed.
Table 10-1 lists the conversion characters:

Table 10-1. Conversion Characters

Character Argument Type: Printed As

d INTEGER; decimal number.

o] INTEGER; unsigned octal notation (without a leading zero).

X, X INTEGER; unsigned hexadecimal notation (without a leading 0x or 0X), using abcdef or
ABCDEF for 10, ..., 15.

u INTEGER; unsigned decimal notation.

s STRING; print characters from the string until end of string or the number of characters given
by the precision.

f REAL; decimal notation of the form <->mmm.dddddd, where the number of d’s is given by the
precision. The default precision is 6; a precision of 0 suppresses the decimal point.

e, E REAL; decimal notation of the form <->mmm.dddddd, where the number of d’s is given by the
precision. The default precision is 6; a precision of 0 suppresses the decimal point.

g, G REAL; %e or %E is used if the exponent is less than -4 or greater than or equal to the precision;

otherwise %f is used. Trailing zeros and a trailing decimal pointer are not printed.

%

No argument is converted; print a %.

* The characters d , 0, X, X, and U, can be used with the INTEGER, SHORT, BYTE, and
BOOLEAN data types. A BOOLEAN data type is displayed as 0 for FALSE and 1 for TRUE.

e Thef,e

, E, g, and G characters can be used with the REAL data type.

* The character sis for a STRING data type.

A

Caution

Make sure you use the correct conversion character for the type of argument
passed. If the conversion character and argument types do not match,
unexpected results could occur.

Width and Precision

The optional width field is used to fix the minimum number of characters the displayed variable
occupies. This is useful for displaying columns of numbers.

Setting a width longer than the largest number aligns the numbers.
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* [fthe displayed number has fewer characters than the width, the number will be padded on the
left (or right if the "-" character is used) by spaces.

¢ [If the width number begins with “0”°, the field is padded with zeros instead.
The precision has the following meaning for the specified conversion character

* d,0,x,X,and U - The minimum number of digits to be printed. If the displayed integer is
less than the precision, leading zeros are padded. This is the same as using a leading zero on
the field width.

* s- The maximum number of characters to be printed. If the string is longer than the precision, the
remaining characters are ignored.

* f,e,and E - The number of digits to be printed after the decimal point.
* gand G - The number of significant digits.

Argument Ordering

An element text string can contain more than one format specifier. When a dictionary element is
displayed, the first format specifier is applied against the first argument, the second specifier for
the second argument, and so on. In some instances, you may need to apply a format specifier out
of sequence. This can happen if you develop your program for one language, and then translate
the dictionary to another language.

To re-arrange the order of the format specifiers, follow the conversion character with the “*”

character and the argument number. As an example,
$20, file message "File %s”2 on device %s”1 not found" &new line

means use the second argument for the first specifier and the first argument for the second specifier.

2 Caution
You cannot re-arrange arguments that are SHORT or BYTE type because these
argument are passed differently than other data types. Re-arranging SHORT or
BYTE type arguments could cause unexpected results.

10.2.6 Dictionary Reserved Word Commands

Reserve words begin with the “&”” character and are used to control the screen. They effect how, and
in some cases where, the text is going to be displayed. They provide an easy and self-documenting
way of adding control information to the dictionary. Refer to Table 10-2 for a list of the available
reserved words.
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10.

DICTIONARIES AND FORMS

Table 10-2. Reserved Words

Reserved Word

Function

&bg_black Background color black
&bg_blue Background color blue
&bg_cyan Background color cyan
&bg_dflt Background color default
&bg_green Background color green

&bg_magenta

Background color magenta

&bg_red Background color red
&bg_white Background color white
&bg_yellow Background color yellow
&fg_black Foreground color black
&fg_blue Foreground color blue
&fg_cyan Foreground color cyan
&fg_dflt Foreground color default
&fg_green Foreground color green

&fg_magenta

Foreground color magenta

&fg_red Foreground color red
&fg_white Foreground color white
&fg_yellow Foreground color yellow
&clear_win Clear window (#128)
&clear_2_eol Clear to end of line (#129)

&clear_2_eow

Clear to end of window (#130)

$cr Carriage return (#132)

SIf Line feed (#133)

&rev_If Reverse line feed (#134)
&new_line New line (#135)

&bs Back space (#136)

&home Home cursor in window (#137)
&blink Blink video attribute (#138)
&reverse Reverse video attribute (#139)
&bold Bold video attribute (#140)
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Table 10-2. Reserved Words (Cont'd)

Reserved Word Function

&under_line Underline video attribute (#141)

&double_wide Wide video size (#142) (refer to description below for usage)
&standard All attributes normal (#143)

&graphics_on Turn on graphic characters (#146)

&ascii_on Turn on ASCII characters (#147)

&double_high High video size (#148) (refer to description below for usage)
&normal_size Normal video size (#153)

&multi_on Turn on multi-national characters (#154)

The attributes &normal_size, &double high, and &double wide are used to clear data from a line on a
screen. However, they are only effective for the line the cursor is currently on. To use these attributes,
first position the cursor on the line you want to resize. Then write the attribute, and the text.

* For theteach pendant, &double high means both double high and double wide are active, and
&double wide is the same as &normal_size.

* For the CRT/KB, &double high means both double high and double wide are active, and
&double_wide means double wide but normal height.

10.2.7 Character Codes

A character code is the “#” character followed by a number between 0 and 255. It provides a method
of inserting special printable characters, that are not represented on your keyboard, into your
dictionary. Refer to Appendix D, for a listing of the ASCII character codes.

10.2.8 Nesting Dictionary Elements

The plus “+ attribute allows a dictionary element to reference another dictionary element from the
same dictionary, up to a maximum of five levels. These nested elements can be referenced by element
name or element number and can be before or after the current element. When nested elements are
displayed, all the elements are displayed in their nesting order as if they are one single element.
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10.2.9 Dictionary Comment

The asterisk character (*) indicates that all text, to the end of the line, is a comment. All comments
are ignored when the dictionary is compressed. A comment can be placed anywhere a space is
allowed, except within the element text.

10.2.10 Generating a KAREL Constant File

The element numbers that are assigned an element name in the dictionary can be generated into a
KAREL include file for KAREL programming. The include file will contain the CONST declarator
and a constant declaration for each named element.

element name = element number

Your KAREL program can include this file and reference each dictionary element by name instead
of number.

To generate a KAREL include file, specify “.kl”, followed by the file name, on the first line of the
dictionary fie. The KAREL include file is automatically generated when the dictionary is compressed.

The following would create the file kemn.kl when the dictionary is compressed.
.k1 kcmn
$-, move home, "press HOME to move home"

The kemn.kl file would look as follows
-- WARNING: This include file generated by dictionary compressor.

-- Include File: kcmn.kl

-- Dictionary file: apkcmneg.utx
--CONST

move _home = 0

Note If you make a change to your dictionary that causes the element numbers to be re-ordered, you
must re-translate your KAREL program to insure that the proper element numbers are used.

10.2.11 Compressing and Loading Dictionaries on the Controller

The KAREL editor can be used to create and modify the user dictionary. When you have finished
editing the file, you compress it from the KCL command prompt.
KCL> COMPRESS DICT filename
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Do not include the .UTX file type with the file name. If the compressor detects any errors, it will
point to the offending word with a brief explanation of what is wrong. Edit the user dictionary and
correct the problem before continuing.

A loadable dictionary with the name filename but with a .TX file type will be created. If you used the
.kl symbol, a KAREL include file will also be created. Figure 10—1 illustrates the compression process.

Figure 10-1. Dictionary Compressor and User Dictionary File

UTX file

Dictionary Compressor

TIX KL

Before the KAREL program can use a dictionary, the dictionary must be loaded into the controller and
given a dictionary name. The dictionary name is a one to four character word that is assigned to the
dictionary when it is loaded. Use the KCL LOAD DICT command to load the dictionary.

KCL> LOAD DICT filename dictname <lang namex

The optional lang_name allows loading multiple dictionaries with the same dictionary name.
The actual dictionary that will be used by your program is determined by the current value of
SLANGUAGE. This system variable is set by the KCL SET LANGUAGE command or the
SET LANG KAREL built-in. The allowed languages are ENGLISH, JAPANESE, FRENCH,
GERMAN, SPANISH, or DEFAULT.

The KAREL program can also load a dictionary. The KAREL built-in ADD DICT is used to load a
dictionary into a specified language and assign a dictionary name.

10.2.12 Accessing Dictionary Elements from a KAREL Program

Your KAREL program uses either the dictionary name and an element number, or the element name to
access a dictionary element. The following KAREL built-ins are used to access dictionary elements:

* ADD DICT - Add a dictionary to the specified language.
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REMOVE DICT - Removes a dictionary from the specified language and closes the file or frees
the memory it resides in.

WRITE_DICT - Write a dictionary element to a window.

WRITE _DICT V - Write a dictionary element that has format specifiers for a KAREL variable,
to a window.

READ DICT - Read a dictionary element into a KAREL STRING variable.
READ DICT V - Read a dictionary element that has format specifiers into a STRING variable.
CHECK _DICT - Check if a dictionary element exists.

10.3 CREATING USER FORMS

A formis a type of dictionary file necessary for creating menu interfaces that have the same "look and
feel" as the R-30iA menu interface.

The following are steps for using forms.

1. Create an ASCII form text file with the .FTX file extension.

2. Compress the form file using the KCL COMPRESS FORM command. This creates a loadable
dictionary file with a .TX extension and an associated variable file (.VR).

3. Load the form.

* From KCL , use the KCL. LOAD FORM command. This will load the dictionary file
(.TX) and the associated variable file (.VR).

* From KAREL , use the ADD DICT built-in to load the dictionary file (.TX), and the
LOAD built-in to load the association variable file (.VR) .

4. Use the KAREL DISCTRL FORM built-in to display the form text. The DISCTRL FORM
built-in handles all input operations including cursor position, scrolling, paging, input validation,
and choice selections. Refer to the DISCTRL _FORM built-in, Appendix A , "KAREL Language
Alphabetical Description."

Forms are useful for programs which require the user to enter data. For example, once the user enters
the data, the program must test this data to make sure that it is in an acceptable form. Numbers
must be entered with the correct character format and within a specified range, text strings must not
exceed a certain length and must be a valid selection. If an improper value is entered, the program
must notify the user and prompt for a new entry. Forms provide a way to automatically validate
entered data. Forms also allow the program to look as if it is integrated into the rest of the system
menus, by giving the operator a familiar interface.

Forms must have the USER2 menu selected. Forms use the "t _sc" and "c_sc" screens for teach pendant
and CRT/KB respectively. The windows that are predefined by the system are used for displaying the
form text. For both screens, this window is 10 rows high and 40 columns wide. This means that the
&double high and &double wide attributes are used on the CRT/KB and cannot be changed.
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10.3.1 Form Syntax

A form defines an operator interface that appears on the teach pendant or CRT/KB screens. A form
is a special dictionary element. Many forms can reside in the same dictionary along with other
(non-form) dictionary elements.

Note If your program requires a form dictionary file (.FTX), you do not have to create a user
dictionary file ((UTX). You may place your user dictionary elements in the same file as your forms.

To distinguish a form from other elements in the dictionary, the symbol ““.form” is placed before the
element and the symbol ““.endform” is placed after the element. The symbols must reside on their

own lines. The form symbols are omitted from the compressed dictionary.

The following is the syntax for a form:

Form Syntax

.form <form attributes>
$n, form name<@cursor pos><&res word>"Menu title"<&res work>&new line
<@cursor pos><&res word>"Menu label'"<&res word>&new_line
<@cursor pos><&res word><"-Selectable item"<&res word>&new line>
<@cursor pos><&res word><"-%Edit item"<&res word>&new line>
<@cursor_pos><&res_word><"Non_selectable_text"<&res_word>&new_line>
<@cursor pos><&res word><"Display only item"<&res word>&new lines
<*function key &new line>
<?help menu &new_ line>
.endform
<$n, function key
<"Key name" &new line>
<"Key name" &new line>
<"Key name" &new line>
<"Key name" &new_line>
<"help label" &new line>
<"Key name" &new_ line>
<"Key name" &new line>
<"Key name" &new line>
<"Key name" &new line>
"Key name"
>
<$n,help menu
<"Help text" &new linex
<"Help text" &new linex
"Help_ text'"s>

Restrictions

* [tems in brackets <> are optional.
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Symbols not defined here are standard user dictionary element symbols ($n, @cursor pos,
&res_word, &new_line).

* form_attributes are the key words unnumber and unclear .
* form name specifies the element name that identifies the form.

* "Menu_title" and "Menu_label" specify element text that fills the first two lines of the form
and are always displayed.

¢ "-Selectable item" specifies element text that can be cursored to and selected.
» "-%Editable item" specifies element text that can be cursored to and edited.

* "Non_selectable text" specifies element text that is displayed in the form and cannot be cursored
to.

* "%Display only item" specifies element text using a format specifier. It cannot be cursored to.
* “unction_key defines the labels for the function keys using an element name.

* %help menu defines a page of help text that is associated with a form using an element name.

* "Key name" specifies element text displayed over the function keys.

e "Help label" is the special label for the function key 5. It can be any label or the special word
HELP.

* "Help_text" is element text up to 40 characters long.

* Color attributes can be specified in forms. The i Pendant will display the color. The monochrome
pendant will ignore the color attributes.

10.3.2 Form Attributes

Normally, a form is displayed with line numbers in front of any item the cursor can move to. To keep
a form from generating and displaying line numbers, the symbol ““.form unnumber” is used.

To keep a form from clearing any windows before being displayed, the symbol “.form noclear” is
used. The symbols “noclear” and “unnumber” can be used in any order.

In the following example, MH_ TOOLDEFN is an unnumbered form that does not clear any windows.
MH_APPLIO is a numbered form.

.form unnumber noclear

$1, MH TOOLDEFN

.endform

$2, MH_PORT

$3, MH_PORTFKEY
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.form
sS6, MH APPLIO

.endform

10.3.3 Form Title and Menu Label

The menu title is the first element of text that follows the form name. The menu label follows the
menu title. Each consists of one row of text in a non-scrolling window.

* On theteach pendant the first row of the "full" window is used for the menu title. The second
row is used for the menu label.

¢ On the CRT/KB the first row of the "cr05" widow is used for the menu title. The second row
is used for the menu label.

* The menu title is positioned at row 3, column 1-21.

* The menu label is positioned at row 4, column 1-40.
Unless the "noclear” form attribute is specified both the menu title and menu label will be cleared.
The reserved word &home must be specified before the menu title to insure that the cursor is
positioned correctly. The reserved word &reverse should also be specified before the menu title
and the reserved word &standard should follow directly after the menu title. These are necessary
to insure the menu appears to be consistent with the R-30iA menu interface. The reserved word
&new_line must be specified after both the menu title and menu label to indicate the end of the text.

The following is an example menu title and menu label definition.

.form

$1, mis_ form

&home &reverse "Menu Title" &standard &new_line

"Menu Label" &new line

.endform
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If no menu label text is desired, the &new _line can be specified twice after the menu title as in
the following example.

.form

$1,misc_form

&home &reverse " Menu Title" &standard &new line &new_line

.endform

If the cursor position attribute is specified, it is not necessary to specify the &new_line reserved
word. The following example sets the cursor position for the menu title to row 1, column 2, and
the menu label to row 2, column 5.

.form

$1,misc_form

@l1,2 &reverse "Menu Title" &standard

@2,5 "Menu Label"

.endform

10.3.4 Form Menu Text

The form menu text follows the menu title and menu label. It consists of an unlimited number of lines
that will be displayed in a 10 line scrolling window named ““fscr” on the teach pendant and “ct06” on
the CRT/KB. This window is positioned at rows 5-14 and columns 1-40. Unless the “noclear’ option
is specified, all lines will be cleared before displaying the form.

Menu text can consist of the following:

¢ Selectable menu items

* Edit data items of the following types:
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INTEGER

INTEGER port

REAL

SHORT (32768 to 32766)
BYTE (0 to 255)

BOOLEAN

BOOLEAN port

STRING

Program name string

Function key enumeration type
Subwindow enumeration type
Subwindow enumeration type using a variable

Port simulation

¢ Non-selectable text

* Display only data items with format specifiers

* Cursor position attributes

e Reserve words or ASCII codes

* Function key element name or number

* Help element name or number

Each kind of menu text is explained in the following sections.

10.3.5 Form Selectable Menu Item

Selectable menu items have the following characteristics:

* A selectable menu item is entered in the dictionary as a string enclosed in double quotes.

* The first character in the string must be a dash, ‘-’. This character will not be printed to the
screen. For example,
"- Item 1 "

* The entire string will be highlighted when the selectable item is the default.

* [If a selectable item spans multiple lines, the concatenation character ‘+’ should be used as the
last character in the string. The concatenation character will not be printed to the screen. The

attribute &new _line is used to signal a new line. For example,

"- Item 1, line 1 +" &new_line
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Item 1, line 2 "

The automatic numbering uses the first three columns and does not shift the form text. Therefore,
the text must allow for the three columns by either adding spaces or specifying cursor positions.
For example,

"- ITtem 1 " &new line
"- Item 2 " &new line
"- Item 3 "

or

@3,4"- Item 1 "

@4,4"- Item 2 "

@5,4"- Item 3 "

The first line in the scrolling window is defined as row 3 of the form.

Pressing enter on a selectable menu item will always cause the form processor to exit with the
termination character of ky_select, regardless of the termination mask setting. The item number
selected will be returned.

Selecting the item by pressing the ITEM hardkey on the teach pendant will only highlight the
item. It does not cause an exit.

Short-cut number selections are not handled automatically, although they can be specified as
a termination mask.

10.3.6 Edit Data Item

You can edit data items that have the following characteristics:

Data item is entered in the dictionary as a string enclosed in double quotes.
The first character in the string must be a dash, ‘-’. This character is not printed to the screen.

The second character in the string must be a ‘%’. This character marks the beginning of a format
specifier.

Each format specifier begins with a % and ends with a conversion character. All the characters
between these two characters have the same meaning as user dictionary elements.
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Note You should provide a field width with each format specifier, otherwise a default will be
used. This default might cause your form to be mis-aligned.

Table 10-3 lists the conversion characters for an editable data item.

Table 10-3. Conversion Characters

Character Argument Type: Printed As

d INTEGER; decimal number.

o] INTEGER; unsigned octal notation (without a leading zero).

X, X INTEGER; unsigned hexadecimal notation (without a leading Ox or 0X), using abcdef or
ABCDEF for 10, ..., 15.

u INTEGER; unsigned decimal notation.

pu INTEGER port; unsigned decimal notation.

pXx INTEGER port; unsigned hexadecimal notation (without a leading Ox or 0X), using abcdef
or ABCDEF for 10, ..., 15.

f REAL; decimal notation of the form <->mmm.dddddd, where the number of d’s is given by
the precision. The default precision is 6; a precision of 0 suppresses the decimal point.

e, E REAL; decimal notation of the form <->m.dddddde+-xx or <->m.ddddddE+-xx, where
the number of d’s is given by the precision. The default precision is 6; a precision of
0 suppresses the decimal point.

g, G REAL; %e or %E is used if the exponent is less than -4 or greater than or equal to the
precision; otherwise %f is used. Trailing zeros and a trailing decimal pointer are not printed.

h SHORT; signed short.

b BYTE; unsigned byte.

B BOOLEAN; print characters from boolean enumeration string.

P BOOLEAN port; print characters from boolean port enumeration string.

S INTEGER or BOOLEAN port; print characters from port simulation enumeration string.

k STRING; print characters from KAREL string until end of string or the number of characters
given by the precision.

pk STRING; print program name from KAREL string until end of string or the number of
characters given by the precision.

n INTEGER,; print characters from function key enumeration string. Uses dictionary elements
to define the enumeration strings.

w INTEGER; print characters from subwindow enumeration string. Uses dictionary elements
to define the enumeration strings.

\Y INTEGER,; print characters from subwindow enumeration string. Uses a variable to define

the enumeration strings.
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Table 10-3. Conversion Characters (Cont’'d)

Character Argument Type: Printed As

% no argument is converted; print a %.

t BOOLEAN; print + or - for tree view.

The following is an example of a format specifier:
"_$5d" or "-%-10s"

The form processor retrieves the values from the input value array and displays them sequentially. All

values are dynamically updated .

Edit Data Items: INTEGER, INTEGER Ports, REAL, SHORT, BYTE

* You can specify a range of acceptable values by giving each format specifier a minimum and
maximum value allowed "(min, max)." If you do not specify a minimum and maximum value,

any integer or floating point value will be accepted. For example,
"-%$3d(1,255)" or "-%10.3£(0.,100000.)"

* When an edit data item is selected, the form processor calls the appropriate input routine.
The input routine reads the new value (with inverse video active) and uses the minimum and
maximum values specified in the dictionary element, to determine whether the new value is

within the valid range.
— If the new value is out of range, an error message will be written to the prompt line and the

current value will not be modified.

— If'the new value is in the valid range, it will overwrite the current value.

Edit Data Item: BOOLEAN

* The format specifier %B is used for KAREL BOOLEAN values, to display and select menu
choice for the F4 and F5 function keys. The name of the dictionary element, that contains the
function key labels, is enclosed in parentheses and is specified after the %B. For example,

"-%4B (enum_bool) "

The dictionary element defining the function keys should define the FALSE value first (F5 label) and

the TRUE value second (F4 label). For example,
$2,enum bool

" NO" &new line

n YES n
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YES NO

The form processor will label the function keys when the cursor is moved to the enumerated item. The
value shown in the field is the same as the function key label except all leading blanks are removed.

Edit Data Item: BOOLEAN Port
* The format specifier %P is used for KAREL BOOLEAN port values, to display and select menu

choices from the F4 and F5 function keys. The name of the dictionary element, that contains the

function key labels, is enclosed in parentheses and is specified after the %P. For example,
"-%3P (enum_bool) "

The dictionary element defining the function keys should define the 0 value first (F5 label) and the 1
value second (F4 label). For example,

$2,enum_bool
" OFF" &new_line

n ON n

ON OFF

The form processor will label the function keys when the cursor is moved to the enumerated item. The
value shown in the field is the same as the function key label except all leading blanks are removed.

Edit Data Item: Port Simulation

* The format specifier %S is used for port simulation, to display and select menu choices from
the F4 and F5 function keys. The name of the dictionary element, that contains the function key

labels, is enclosed in parentheses and is specified after the %S. For example,
"-%1S (sim_fkey)"

The dictionary element defining the function keys should define the 0 value first (F5 label) and the 1
value second (F4 label). For example,

$-, sim fkey

" UNSIM " &new line * F5 key label, port will be unsimulated
"SIMULATE" &new_line * F4 key label, port will be simulated
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The form processor will label the function keys when the cursor is moved to the enumerated item. The
value shown in the field is the same as the function key label except all leading blanks are removed
and the value will be truncated to fit in the field width.

Edit Data Item: STRING
* You can choose to clear the contents of a string before editing it. To do this follow the STRING
format specifier with the word "clear", enclosed in parentheses. If you do not specify "(clear)",

the default is to modify the existing string. For example,
"-%$10k (clear) "

Edit Data Item: Program Name String
* You can use the %pk format specifier to display and select program names from the subwindow.
The program types to be displayed are enclosed in parenthesis and specified after %pk. For
example,
"-%12pk (1) " * gspecifies TP programs
"-%12pk(2)" * specifies PC programs
"-%12pk(6)" * specifies TP, PC, VR
"-%12pk (16)" * gpecifies TP & PC
All programs that match the specified type and are currently in memory, are displayed in the
subwindow. When a program is selected, the string value is copied to the associated variable.
Edit Data Item: Function Key Enumeration
* You can use the format specifier %n (for enumerated integer values) to display and select choices
from the function keys. The name of the dictionary element that contains the list of valid choices

is enclosed in parentheses and specified after %n. For example,
"-%6n(enum_fkey)"

The dictionary element defining the function keys should list one function key label per line. If
function keys to the left of those specified are not active, they should be set to "". A maximum
of 5 function keys can be used. For example,

$2,enum_fkey

"" &new line *Specifies F1 is not active

"JOINT" &new line *Specifies F2

"LINEAR" &new_line *Specifies F3
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"CIRC" *Specifies F4

The form processor will label the appropriate function keys when the enumerated item is selected.
When a function key is selected, the value set in the integer is as follows:

User presses F1l, value =1
User presses F2, value = 2
User presses F3, value = 3
User presses F4, value = 4
User presses F5, value = 5

The value shown in the field is the same as the function key label except all leading blanks are
removed.

JOINT LINEAR CIRC

Edit Data Item: Subwindow Enumeration

* You can use the format specifier %w (for enumerated integer values) to display and select choices
from the subwindow. The name of the dictionary element, containing the list of valid choices, is
enclosed in parentheses and specified after %w. For example,

"-%8w(enum_sub) "

One dictionary element is needed to define each choice in the subwindow. 35 choices can be used.

If fewer than 35 choices are used, the last choice should be followed by a dictionary element that

contains "\a" . The choices will be displayed in 2 columns with 7 choices per page. If only 4 or less

choices are used, the choices will be displayed in 1 column with a 36 character width. For example,
$2,enum_sub "Option 1"

$3 "Option 2"

$4 "Option 3"

$ 5 " \ an"
The form processor will label F4 as “[CHOICE]” when the cursor is moved to the enumerated item.
When the function key F4, [CHOICE] is selected, it will create the subwindow with the appropriate

display. When a choice is selected, the value set in the integer is the number selected. The value
shown in the field is the same as the dictionary label except all leading blanks are removed.
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Edit Data Iltem: Subwindow Enumeration using a Variable

* You can also use the format specifier %v (for enumerated integer values) to display and select
choices from the subwindow. However, instead of defining the choices in a dictionary they are
defined in a variable. The name of the dictionary element, which contains the program and
variable name, is enclosed in parentheses and specified after %v. For example,

"-%8v (enum_var)"

$-,enum_var

"RUNFORM" &new line * program name of variable

"CHOICES" &new_line * variable name containing choices
[RUNFORM] CHOICES must be defined as a KAREL string array. Each element of the array should
define a choice in the subwindow. This format specifier is similar to %w. However, the first element
is related to the value 0 and is never used. Value 1 begins at the second element. The last value is
either the end of the array or the first uninitialized value.

[RUNFORM] CHOICES:ARRAY[6] OF STRING[12] =

[1] *uninit*

[2] 'Red’ <= value 1

[3] 'Blue’ <= value 2

[4] ’'Green’ <= value 3

[5] *uninit*

[6] *uninit*

Edit Data Item: Tree View

* The format specifier %t is used to specify a Tree View item. It uses a KAREL BOOLEAN value
to determine whether the tree is expanded or collapsed. For example,

n _%tll

The form processor will change %t to %c. When the BOOLEAN value is FALSE, a ’+’ will be
displayed using the format specifier and the items following the tree view will not be shown
(collapsed state). When the BOOLEAN value is TRUE, a ’-” will be displayed using the format
specifier and the items following the tree view will be shown (expanded state). Table 10—4
displays some formatting examples.
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Table 10-4. Tree View Format

Format FALSE value TRUE value
ll_%tll + -

ll_%2t " + -

"-%t Weld schedule:" + Weld schedule: — Weld schedule:

* The KAREL BOOLEAN value will only determine the initial state of the tree view. It is not
monitored. When the user selects the tree view item and presses ENTER, the tree view state will
toggle and the BOOLEAN value will be set to the resultant value. This state is maintained when
the form is exited and reentered. If the KAREL BOOLEAN value is in CMOS or SHADOW, then
the state is maintained between power cycles.

* There is a way to refresh the tree view. Passing ctl w to the form will expand or collapse all
tree view items based on their associated KAREL BOOLEAN values. The default item will be
maintained. If the default item is no longer shown its tree view item will become the new default
item.

* Nesting of tree view items is not allowed. If another %t is found, the current tree view is ended
and a new one is started. When a tree view item should be ended without creating a new tree
view item, .endtree can be used. For example:

" "-%t Burnback schedule:" &new line

" Wire feed ""-%6.2£(0.0, 9999.0)" &new line
n Trim "m-%$6.2£(0.0, 9999.0)" &new line
.endtree

" Gas postflow time:" &new line

* Ifa form is constructed by concatenating multiple forms and an item will be within a tree view,
then .tree must be used. The .endtree is optional and only necessary if other items will not be
within the tree view.

.form
$-,wl data cmd &new line &new_line
.tree

" Wire Feed ""-%6.2£(0.0, 9999.0)" &new line
.endform

10.3.7 Dynamic Forms using Tree View

The Tree View can be used to create dynamic forms. It can be used instead of concatenating multiple
forms into one. In this case, the Tree View Data Item is used without the leading -. For example,

"$t" &new_line
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10.3.8

10.3.9

" PC Share Configuration:" &new_ line

" WINS Server: " "l16k" &new_line
" Client Caching: " "-%10B(bool fkey)" &new line
" Broadcast Discovery:" "-%10B(bool fkey)" &new line

When the KAREL BOOLEAN value is FALSE, the items following the tree view will be invisible.
When the KAREL BOOLEAN value is TRUE, the items following the tree view will be visible. The
tree view line is always invisible. Any other items on its line are also invisible.

The KAREL BOOLEAN value will only determine the initial state of the tree view. It is not
monitored. The user will never be able to change the state since the tree view item is invisible.

There is a way to refresh the tree view. Passing ctl w to the form will expand or collapse all tree view
items based on their associated KAREL BOOLEAN values. The default item will be maintained. If
the default item is no longer shown, the previous item will become the new default item.

Non-Selectable Text

Non-selectable text can be specified in the form. These items have the following characteristics:

* Non-selectable text is entered in the dictionary as a string enclosed in double quotes.

* Non-selectable text can be defined anywhere in the form, but must not exceed the maximum
number of columns in the window.

Display Only Data Items

Display only data items can be specified in the form. These items have the following characteristics:

* Display only data items are entered in the dictionary as a string enclosed in double quotes.

* The first character in the string must be a ‘%’. This character marks the beginning of a format
specifier.

* The format specifiers are the same as defined in the previous section for an edit data item.

10.3.10 Cursor Position Attributes

Cursor positioning attributes can be used to define the row and column of any text. The row is
always specified first. The dictionary compressor will generate an error if the form tries to backtrack
to a previous row or column. The form title and label are on rows 1 and 2. The scrolling window
starts on row 3. For example,

@3,4 "- Item 1"
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@4,4 "- Item 2"
@3,4 "- Item 3" <- backtracking to row 3 not allowed

Even though the scrolling window is only 10 lines, a long form can specify row positions that are
greater than 12. The form processor keeps track of the current row during scrolling.

10.3.11 Form Reserved Words and Character Codes

Reserved words or character codes can be used. Refer to Table 10-5 for a list of all available reserved
words. However, only the reserved words which do not move the cursor are allowed in a scrolling
window. Refer to Table 10-6 for a list of available reserved words for a scrolling window.

Table 10-5. Reserved Words

Reserved Word Function

&bg_black Background color black
&bg_blue Background color blue
&bg_cyan Background color cyan
&bg_dflt Background color default
&bg_green Background color green
&bg_magenta Background color magenta
&bg_red Background color red
&bg_white Background color white
&bg_yellow Background color yellow
&fg_black Foreground color black
&fg_blue Foreground color blue
&fg_cyan Foreground color cyan
&fg_dflt Foreground color default
&fg_green Foreground color green
&fg_magenta Foreground color magenta
&fg_red Foreground color red
&fg_white Foreground color white
&fg_yellow Foreground color yellow
&clear_win Clear window (#128)
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Table 10-5. Reserved Words (Cont’d)

Reserved Word

Function

&clear_2_eol

Clear to end of line (#129)

&clear_2_eow

Clear to end of window (#130)

Scr Carriage return (#132)

$If Line feed (#133)

&rev_|If Reverse line feed (#134)
&new_line New line (#135)

&bs Back space (#136)

&home Home cursor in window (#137)
&blink Blink video attribute (#138)
&reverse Reverse video attribute (#139)
&bold Bold video attribute (#140)
&under_line Underline video attribute (#141)

&double_wide

Wide video size (#142) (refer to description below for usage)

&standard

All attributes normal (#143)

&graphics_on

Turn on graphic characters (#146)

&ascii_on

Turn on ASCII characters (#147)

&double_high

High video size (#148) (refer to description below for usage)

&normal_size

Normal video size (#153)

&multi_on

Turn on multi-national characters (#154)

Table 106 lists the reserved words that can be used for a scrolling window.

Table 10-6. Reserved Words for Scrolling Window

Reserved Word

Function

&new_line New line (#135)

&blink Blink video attribute (#138)
&reverse Reverse video attribute (#139)
&bold Bold video attribute (#140)
&under_line Underline video attribute (#141)
&standard All attributes normal (#143)

&graphics_on

Turn on graphic characters (#146)
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Table 10-6. Reserved Words for Scrolling Window (Cont’d)

Reserved Word Function
&ascii_on Turn on ASCII characters (#147)
&multi_on Turn on multi-national characters (#154)

10.3.12 Form Function Key Element Name or Number

Each form can have one related function key menu. A function key menu has the following
characteristics:

* The function key menu is specified in the dictionary with a caret, », immediately followed by the

name or number of the function key dictionary element. For example,
“misc_fkey

* The dictionary element defining the function keys should list one function key label per line.
If function keys to the left of those specified are not active, then they should be set to "". A
maximum of 10 function keys can be used. For example,

$3,misc_fkey

" F1" &new line

" F2" &new_line

" F3" &new line

" F4" &new line

" HELP >" &new_ line

'" &new line
""" gnew_ line
" F8" &new_line

" F9" &new line

The form processor will label the appropriate function keys and return from the routine if a valid
key is pressed. The termination character will be set to ky f1 through ky f10.

The function keys will be temporarily inactive if an enumerated data item is using the same
function keys.
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* If function key F5 is labeled HELP, it will automatically call the form’s help menu if one exists.

F1 F2 F3 F4 HELP >

F8 F9

10.3.13 Form Function Key Using a Variable

A function key menu can also be defined in a variable. The function key dictionary item will contain
the program and variable name, prefixed with an asterisk to distinguish it from function key text.
For example,

* Specify the function keys in a variable
* whose type is an ARRAY[m] of STRING [n].
$3,misc_fkey
"*RUNFORM" &new_line * program name of variable
"*FKEYS" &new_line * variable name containing function keys

[RUNFORM] FKEYS must be defined as a KAREL string array. Each element of the array should
define a function key label.

[RUNFORM] FKEYS:ARRAY[10] OF STRING[12] =
[1] ¥ F1’

[2] ¥ F2

[3] * F3°

[4] F4’

[5] ' HELP >/
[6]

[71

[8] * F8'

[9] * F9
[10]" >’

10.3.14 Form Help Element Name or Number

Each form can have one related help menu. The help menu has the following characteristics:
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* A help element name or number is specified in the dictionary with a question mark, ?,
immediately followed by the name or number of the help dictionary element. For example,
?misc_help

* The dictionary element defining the help menu is limited to 48 lines of text.

* The form processor will respond to the help key by displaying the help dictionary element in a
predefined window. The predefined window is 40 columns wide and occupies rows 3 through 14.

* The help menu responds to the following inputs:
— Up or down arrows to scroll up or down 1 line.
— Shifted up or down arrows to scroll up or down 3/4 of a page.

— Previous, to exit help. The help menu restores the previous screen before returning.

10.3.15 Teach Pendant Form Screen

You can write to other active teach pendant windows while the form is displayed. The screen itself is
named "tpsc." Figure 10-2 shows all the windows attached to this screen. Unless the noclear option is
specified, “full,” “fscr,” “prmp,” and “ftnk” windows will be cleared before displaying the form.

Figure 10-2. Teach Pendant Form Screen

+0udoogougboodbuobotboobobboobobooboobooog+

lerr
|stat
[full
[full
|fscr

lprmp
Iftnk

+[1 jogoggl

| <t ifull and motn overlap
| motn starts at col 18

1jogoal 1jogoal jogoagl jngogd+

10.3.16 CRT/KB Form Screen

You can write to other active CRT/KB windows while the form is displayed. The screen itself is
named “ctsc.” All lines in the screen are set to double high and double wide video size. Figure 10-3
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shows all the windows attached to this screen. Unless the “noclear” option is specified, “ct05,”
“ct06,” “ct03,” and “ct04” windows will be cleared before displaying the form.

Figure 10-3. CRT/KB Form Screen
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10.3.17 Form File Naming Convention

Uncompressed form dictionary files must use the following file name conventions:

* The first two letters in the dictionary file name can be an application prefix.

* If the file name is greater than four characters, the form processor will skip the first two letters
when trying to determine the dictionary name.

* The next four letters must be the dictionary name that you use to load the .TX file, otherwise
the form processor will not work.

* The last two letters are optional and should be used to identify the language;
“EG” for ENGLISH
— “JP” for JAPANESE
— “FR” for FRENCH
— “GR” for GERMAN
— “SP” for SPANISH

* A dictionary file containing form text must have a .FTX file type, otherwise the dictionary
compressor will not work. After it is compressed, the same dictionary file will have a .TX file
type instead.

The following is an example of an uncompressed form dictionary file name:
MHPALTEG . FTX
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MH stands for Material Handling, PALT is the dictionary name that is used to load the dictionary
on the controller, and EG stands for English.

10.3.18 Compressing and Loading Forms on the Controller

The form file can only be compressed on the RAM disk RD:. Compressing a form is similar to
compressing a user dictionary. From the KCL command prompt, enter:
KCL> COMPRESS FORM filename

Do not include the .FTX file type. If the compressor detects any errors, it will point to the offending
word with a brief explanation of what is wrong. Edit the form and correct the problem before
continuing.

Note The form file must be an uncompressed file in order for the errors to point to the correct line.

Two files will be created by the compressor. One is a loadable dictionary file with the name filename
but with a .TX file type. The other will be a variable file with a .VR file type but with the four
character dictionary name as the file name. The dictionary name is extracted from filename as
described previously. A third file may also be created if you used the ““ k1" symbol to generate a
KAREL include file. Figure 10—4 illustrates compressing.

Figure 10-4. Dictionary Compressor and Form Dictionary File

FTX file

|

Dictionary Compressor

I

TIX VR KL

Each form will generate three kinds of variables. These variables are used by the form processor.
They must be reloaded each time the form dictionary is recompressed. The variables are as follows:

1. Item array variable - The variable name will be the four-character dictionary name, concatenated
with the element number, concatenated with _IT.

2. Line array variable - The variable name will be the four-character dictionary name, concatenated
with the element number, concatenated with LN.
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3. Miscellaneous variable - The variable name will be the four-character dictionary name,
concatenated with the element number, concatenated with MS.

The data defining the form is generated into KAREL variables. These variables are saved into the
variable file and loaded onto the controller. The name of the program is the dictionary name preceded
by an asterisk. For example, Dictionary MHPALTEG.FTX contains:

.form unnumber

$1, MH_TOOLDEFN

.endform

$2, MH_PORT

$3, MH_PORTFKEY

.form

$6, MH APPLIO

.endform
As explained in the file naming conventions section, the dictionary name extracted from the file name
is “PALT”. Dictionary elements 1 and 6 are forms. A variable file named PALT.VR is generated with
the program name “*PALT.” It contains the following variables:

PALT1 IT, PALT1 LN, and PALT1_ MS

PALT6 IT, PALT6é LN, and PALT6 MS
Note KCL CLEAR ALL will not clear these variables. To show or clear them, you can SET VAR
$CRT_DEFPROG = "*PALT’ and use SHOW VARS and CLEAR VARS.
The form is loaded using the KCL LOAD FORM command.

KCL> LOAD FORM filename

The name filename is the name of the loadable dictionary file. After this file is loaded, the dictionary
name is extracted from filename and is used to load the variable file. This KCL command is
equivalent to

KCL> LOAD DICT filename dict name DRAM

KCL> LOAD VARS dict name

10-35



10. DICTIONARIES AND FORMS MARRC75KR07091E Rev D

10.3.19 Displaying a Form

The DISCTRL _FORM built-in is used to display and control a form on the teach pendant or CRT/KB
screens. All input keys are handled within DISCTRL_FORM. This means that execution of your
KAREL program will be suspended until an input key causes DISCTRL _FORM to exit the form. Any
condition handlers will remain active while your KAREL program is suspended.

Note DISCTRL FORM will only display the form if the USER2 menu is the selected menu.
Therefore, use FORCE SPMENU(device stat, SPI TPUSER2, 1) before calling DISCTRL FORM
to force the USER2 menu.

The following screen shows the first template in FORM.FTX as displayed on the teach pendant. This
example contains four selectable menu items.

Figure 10-5. Example of Selectable Menu Items

RUNFORM LINE 22 RUNNING

Title here JOINT 10%
label here 1/5
Menu item
Menu item
Menu item
Menu item
Menu item
5 Menu item

S W N R

line 1
line 2

U B w N R

The dictionary elements in FORM.FTX, shown in Example Form Dictionary for Selectable Menu
Items , were used to create the form shown in Figure 10-5 .

Example Form Dictionary for Selectable Menu Items

* Dictionary Form File: form.ftx
*
* Generate form.kl which should be included in your KAREL program
.kl form
.form
S-,forml
&home &reverse "Title here" &standard $new_line
" label here " &new_line
@3,10 "- Menu item 1 "
@4,10 "- Menu item 2 "
@5,10 "- Menu item 3 "
@6,10 "- Menu item 4 line 1 +"
@7,10 " Menu item 4 line 2 "
@8,10 "- Menu item 5 "

* Add as many items as you wish.
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* The form manager will scroll them.
*forml fkey * gpecifies element which contains
* function key labels

?forml help * element which contains help
.endform
$-,forml_ fkey * function key labels

" F1" &new line
" F2" &new line
" F3" &new line
" F4" &new line
" HELP >" &new_line * help must be on F5
" F6" &new line
" F7" &new line
" F8" &new line
" F9" &new line

" F10 >"
* you can have a maximum of 10 function keys labeled
$-, forml help * help text

"Help Line 1" &new line

"Help Line 2" &new_line

"Help Line3" &new line

* You can have a maximum of 48 help lines

The program shown in Example Program for Selectable Menu Items was used to display the form
shown in Figure 10-5 .

Example Program for Selectable Menu Items

PROGRAM runform

¥NOLOCKGROUP

$INCLUDE form -- allows you to access form element numbers
%$INCLUDE klevccdf

%$INCLUDE klevkeys

%$INCLUDE klevkmsk

VAR
device stat: INTEGER --tp_panel or crt_panel
value_array: ARRAY [1] OF STRING [1] --dummy variable for DISCTRL_FORM
inact _array: ARRAY [1] OF BOOLEAN --not used
change array: ARRAY [1] OF BOOLEAN --not used
def item: INTEGER
term char: INTEGER
status: INTEGER
BEGIN
device stat = tp_ panel
FORCE_SPMENU (device stat, SPI_TPUSER2, 1)--forces the TP USER2
menu
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def item = 1 -- start with menu item 1
--Displays form named FORM1
DISCTRL_FORM ("FORM", forml, value array, inact array,
change array, kc func_key, def item, term char, status)
WRITE TPERROR (CHR(cc_clear win)) --clear the TP error
window
IF term char = ky select THEN
WRITE TPERROR ("Menu item", def item: :1, ’‘was selected.’)
ELSE
WRITE TPERROR ('Func key'’, term char: :1, ' was selected.’)
ENDIF
END runform

Figure 10—6 shows the second template in FORM.FTX as displayed on the CRT/KB (only 10
numbered lines are shown at one time). This example contains all the edit data types.

Figure 10-6. Example of Edit Data Iltems

RUNFORM LINE 81 RUNNING
Title here JOINT 10%
label here
1 Integer: 12345
2 Integer: 1
3 Real: 0.000000
4 Boolean: TRUE
5 String: This is a test
6 String: Kk khkkhkkhkkhkkkkhkkk*k
7 Byte: 10
8 Short: 30
9 DIN[1]: OFF
10 AIN[1]: 0 S
11 AOQOUT[2]: 0 U
12 Enum Type: FINE
13 Enum Type: Green
14 Enum Type: Red
15 Prog Type: MAINTEST
16 Prog Type: RUNFORM
17 Prog Type: PRG1
18 Prog Type: MAINTEST
EXTIT
Fl F2 F3 F4 F5
ITEM PAGE[] PAGE+ FCTN MENUS
Fo6 E7 F8 F9 F10

The dictionary elements in FORM.FTX, shown in Example Dictionary for Edit Data Items , were
used to create the form shown in Figure 10-6 .
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Example Dictionary for Edit Data Iltems

* Dictionary Form File: form.ftx
*

* Generate form.kl which should be included in your KAREL program

.kl form

.form

$-,form2

&home &reverse " Title here" &standard &new_line
" label here " &new line
" Integer: " "-%1o0d" &new_line
n Integer: n "-%10d4(1,32767)" &new_line
" Real: " "-g12f" &new_ line
" Bolean: " "-%10B (bool fkey)" &new_line
" String: " "-%-20k" &new_ line
" String: " "-%12k (clear) " &new line
" Byte: " "-%10b" &new_line
" Short: " "-%10h" &new_line
" DIN[1]: " "-%10P (dout_fkey)" &new_ line
" AIN[1]: " "or-%1lopu" " " "-%1S(sim_fkey)" &new_line
" AOUT[2] : " "on-%lopx" " " "-%1S(sim_fkey)" &new_ line
" Enum Type: " "-%8n(enum_fkey)" &new_line
" Enum Type: " "-%6w(enum_subwin)" &new_line
" Enum Type: " "-%6V (ENUM_VAR) " &new_line
" Prog Type: " "-%12pk (1) " &new_line
" Prog Type: " "-%12pk (2) " &new_line
" Prog Type: " "-%12pk(6) " &new_line
" Prog Type: " "-%12pk (16) " &new_line

*form2_ fkey
.endform
$-,form2_ fkey

EXIT" &new_line

*Allows you to specify the labels for F4 and F5 function keys
$-,bool fkey
"FALSE" &new_line * F5 key label, value will be set FALSE
"TRUE" &new_line * F4 key label, value will be set TRUE
* Allows you to specify the labels for F4 and F5 function keys
$-, dout fkey

"OFF" &new_line * F5 key label, value will be set OFF
"ON" &new_line * F4 key label, value will be set
ON

*Allows you to specify the labels for F4 and F5 function keys

$-, sim fkey

" UNSIM " &new line * F5 key label, port will be unsimulated
"SIMULATE" &new_line * F4 key label, port will be simulated
*Allows you to specify the labels for 5 function keys

$-, enum fkey
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"FINE" &new line * F1 key label, value will be set to 1
"COARSE" &new_line * F2 key label, value will be set to 2
"NOSETTL" &new_line * F3 key label, value will be set to 3
"NODECEL" &new line * F4 key label, value will be set to 4
"VARDECEL" &new line * F5 key label, value will be set to 5

*Allows you to specify a maximum of 35 choices in a subwindow
$-,enum_subwin

"Red" * value will be set to 1

$-

"Blue" * value will be sget to 2

$-

"Green"

$-

"Yellow"

$-

"\a" * specifies end of subwindow list

* Allows you to specify the choices for the subwindow in a

* variable whose type is an ARRAY[m] of STRING[n].

$-,enum_var

"RUNFORM" &new_line * program name of variable
"CHOICES" &new_line * Variable name containing choices

The program shown in Example Program for Edit Data Items was used to display the form in Figure
10-6 .

Example Program for Edit Data Items

PROGRAM runform

$NOLOCKGROUP

%$INCLUDE form -- allows you to access form element numbers
%$INCLUDE klevccdf

%$INCLUDE klevkeys

%$INCLUDE klevkmsk

TYPE
mystruc = STRUCTURE
byte varl: BYTE
byte var2: BYTE
short var: SHORT

ENDSTRUCTURE

VAR

device stat: INTEGER -- tp panel or crt panel
value array: ARRAY [20] OF STRING [40]

inact _array: ARRAY [1] OF BOOLEAN

change array: ARRAY[1] OF BOOLEAN

def item: INTEGER

term char: INTEGER
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status: INTEGER

int varl: INTEGER

int var2: INTEGER

real var: REAL

bool var: BOOLEAN

str_varl: STRINGI[20]

str_var2: STRINGI[12]

struc _var: mystruc

color sell: INTEGER

color sel2: INTEGER

prog namel: INTEGER[12]

prog name2: STRING[12]

Prog_name3: STRING[12]

prog name4: STRING[12]

choices: ARRAY[5] OF STRING[12]

BEGIN
value array [1] = ’int varl’
value_ array [2] = ’int_var2’
value_array [3] = ‘real var’
value_array [4] = ’'bool var’
value array [5] = ’'str varl’
value array [6] = ’'str var2’
value array [7] = ’'struc_var.byte varl’

]
]

to
to
to
to

color sell2
color sell2
color sell2
color sell2

value_array [9] = ’din[1]’

value_array [10] = ‘ain[1]’

value array [11] = ’ain[1]’

value array [12] = ’aout([2]’

value array [13] = ’aout([2]’

value array [14] = ' [*system*]S$Sgroup[l].S$termtype’

value_array [15] = ‘color_sell’

value_array [16] = ’‘color sel2’

value array [17] = ’'prog namel’

value array [18] = ’'prog name2’

value array [19] = ’'prog name3’

value_array [20] = ’'prog_name4’

choices [1] = '’ --not used

choices [2] = ’'Red’ --corresponds

choices [3] = 'Blue’ --corresponds

choices [4] = ’'Green’ --corresponds

choices [5] = ’'Yellow’ --corresponds
-- Initialize variables

int varl = 12345

-- int var2 is purposely left uninitialized

real var = 0
bool var = TRUE
str varl = 'This is a test’

S w N R
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-- str var = is purposely left uninitialized

struc_var.byte varl = 10

struc_var.short _var = 30

color sell = 3 --corresponds to third item of enum subwin
color _sel2 =1

device stat = crt_panel --gspecify the CRT/KB for displaying

form

FORCE_SPMENU (device stat, SPI_TPUSER2,1)

def item = 1 -- start with menu item 1

DISCTRL_FORM(’'FORM’, form2, value array, inact array,
change_array, kc_ func key, def item, term char, status);
END runform

Figure 10-7 shows the third template in FORM.FTX as displayed on the teach pendant. This example
contains display only items. It shows how to automatically load the form dictionary file and the
variable data file, from a KAREL program.

Figure 10-7. Example of Display Only Data Iltems

RUNFORM LINE 53 RUNNING
Title here JOINT 10%
label here
Int: 12345 Bool: TRUE
Real: 0.000000 Enum: FINE
DIN[1]: OFF UNSIMULATED

The dictionary elements in FORM.FTX, shown in Example Dictionary for Display Only Data Items ,
were used to create the form shown in Figure 10-7 .

Example Dictionary for Display Only Data Iltems

* Dictionary Form File: form.ftx
*
* Generate form.kl which should be included in your KAREL program
.kl form
.form
S$-,form3
&home &reverse "Title here" &standard &new_line
"label here" &new line
&new line
"Int: " "%$-10d" " Bool: " "%-10B(bool fkey)" &new_line
"Real: " "%-10f" " Enum: " "%-10n(enum_ fkey)" &new_line
"DIN[""%1d""]: " "%-10P(dout_fkey)" "%-12S(sim2_ fkey)"

*You can have as many columns as you wish without exceeding * 40 columns.
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*You can specify blank lines too.

.endform

$-,sim2 fkey
"UNSIMULATED" &new_ line * F5 key label, port will be unsimulated
"SIMULATED" &new_line * F4 key label, port will be simulated

The program shown in Example Program for Display Only Data Items was used to display the form
shown in Figure 10-7 .

Example Program for Display Only Data Items

PROGRAM runform

$NOLOCKGROUP

$INCLUDE form -- allows you to access form element numbers
$INCLUDE klevccdf

$INCLUDE klevkeys

%¥INCLUDE klevkmsk

device stat: INTEGER -- tp panel or crt panel
value_array: ARRAY [20] OF STRING [40]

inact array: ARRAY [1] OF BOOLEAN -- not used
change array: ARRAY[1] OF BOOLEAN -- not used

def item: INTEGER

term char: INTEGER

status: INTEGER

loaded: BOOLEAN

initialized: BOOLEAN
int varl: INTEGER
int var2: INTEGER
real var: REAL
bool var: BOOLEAN
BEGIN
-- Make sure 'FORM’ dictionary is loaded.
CHECK DICT(’'FORM’, form3, status)
IF status <> 0 THEN

WRITE TPPROMPT (CR, 'Loading form..... ")

KCL (’'CD MF2:’,status) --Use the KCL CD command to
--change directory to MF2:
KCL ( "'LOAD FORM’, status) --Use the KCL load for command

--to load in the form
IF status <> 0 THEN
WRITE TPPROMPT (CR, 'loading from failed, STATUS=', status)
ABORT --Without the dictionary this program cannot continue.
ENDIF
ELSE
WRITE TPPROMPT (CR,’'FORM already loaded.’)
ENDIF
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value array [1] = ’int varl’

value_array [2

"bool_ var’

value array [3 '‘real var’

" [*system*] Sgroup [1] . Stermtype’

value_array [5 ‘int_var2’

]
]
]
value_array [4]
]
]
]

value array [6] = ’din[1]’
value_array [7] = ’din[1]’

int varl = 12345

bool var = TRUE

real var = 0

int var2 =1

device stat = tp_ panel

FORCE_SPMENU (device stat, SPI_TPUSER2,1)

def item = 1 -- start with menu item 1

DISCTRL_FORM(’'FORM’, form3, value array, inact array,
change array, kc_func key, def item, term char, status);
END runform
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11.1 OVERVIEW

The User Socket Messaging Option gives you the benefit of using TCP/IP socket messaging from
KAREL.

Socket Messaging enables data exchange between networked robots and a remote PC with LINUX, or
a UNIX workstation. A typical application of Socket Messaging might be a robot running a KAREL
program that sends process information to a monitoring program on the remote PC. The combination
of PC-Interface option on the robot and PC-Developers Kit on the PC is recommended for data
exchange between the robot and a Windows-based PC.

Socket Messaging uses the TCP/IP protocol to transfer raw data, or data that is in its original,
unformatted form across the network. Commands and methods that Socket Messaging uses to transfer
data are part of the TCP/IP protocol. Since Socket Messaging supports client and server tags,
applications requiring timeouts, heartbeats, or data formatting commands can provide these additional
semantics at both the client and server (application) sides of the socket messaging connection.

11.2 SYSTEM REQUIREMENTS

11.2.1 Overview

This section contains information about the compatibility of socket messaging with some typical
network software, transmission protocols, and interface hardware.

11.2.2 Software Requirements

Socket Messaging is compatible with all other Internet Options including DNS, FTP, Web Server,
and Telnet.

Note Client and Server tags are shared between Socket Messaging and other supported protocols,
such as FTP. For example, a tag can be set for either FTP operation, or for SM (Socket Messaging)
operation.

11.2.3 Hardware Requirements

Socket Messaging is compatible with all network hardware configurations that use the TCP/IP
network protocol. Some of these network hardware configurations include Ethernet, serial PPP
connections and PPP modem connections.
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11.3 CONFIGURING THE SOCKET MESSAGING OPTION

11.3.1 Overview

In order to use Socket Messaging, you need to configure the following network hardware and
software parameters:

* On the server,

— The port you want to use for socket messaging
* On the client,

— The IP address or name of your server

— The port on the server that you want to use for socket messaging.

Use Procedure 11-1 to set up a Socket Messaging Server Tag. Use Procedure 11-2 to set up a Socket
Messaging Client Tag.

Note The server port at which the server listens on should match the port the client tries to connect on.

11.3.2 Setting up a Server Tag

You need configure the server tags you want to use for socket messaging. Use Procedure 11-1 to
set up your server tags.

Note If the server tags you want to use are being used by a network protocol other than TCP/IP, you
need to undefine the tags before they can be used for socket messaging. After making sure the tag you
want to use is not critical to another component of your network, you must undefine the tag.

Procedure 11-1 Setting up a Server Tag

Conditions
* The tag you want to set up is not configured to be used by another device on your network.
Steps

1. Cold start the controller.

a. On theteach pendant, press and hold the SHIFT and RESET keys. Or, on the operator
panel, press and hold RESET.

b. While still pressing SHIFT and RESET on the teach pendant (or RESET on the operator
panel), turn on the power disconnect circuit breaker.

c. Release all of the keys.
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On the teach pendant, press MENUS.
Select SETUP.
Press F1, [TYPE].

Select Host Comm.

Press F4, [SHOW].

Choose Servers.

Move the cursor to the tag you want set up for Socket Messaging, and press F3, DETAIL.
You will see screen similar to the following.

SETUP Tags

Tag S3:

Comment; *kkkkkhkhkkhkkhkhkhkkkkkkk
Protocol Name: * %k ok ok ok ok ok

Current State: UNDEFINED

Startup State:
Server IP/Hostname : ** %%k kkkk ¥ k%% x*
Remote Path/Share: **x*xk*kkkkkkkkkx*

Port : ok Kk
Inactivity Timeout: 15 min
Username: anonymous
PasseEd Kok Kk k ok ok
9. Move the cursor to Protocol name, and press F4, [CHOICE].
10. Select SM.
11. Move the cursor to Startup State, and press F4, [CHOICE].
12. Select START.
13. Press F2, [ACTION].
14. Select DEFINE.
15. Press F2, [ACTION].
16. Select START.
17. Set the system variable:
a. Press MENUS.
b. Select NEXT.
c. Select SYSTEM, and press F1, [TYPE].
d. Select Variables.
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e. Move the cursor to SHOSTS_ CFG, and Press ENTER.

f. Move the cursor to the structure corresponding to the tag selected in Step 8 . For example,
if you are setting up tag S3, move the cursor structure element [3], as shown in the
following screen.

SYSTEM Variables

SHOSTS CFG
1 [1] HOST CFG T
2 [2] HOST CFG T
3 [3] HOST CFG T
4 [4] HOST CFG T
5 [5] HOST CFG T
6 (6] HOST CFG T
7 [7] HOST CFG T
8 (8] HOST CFG T

g. Press ENTER. You will see a screen similar to the following.

SYSTEM Variables

$HOSTS CFG[3]
1 SCOMMENT *uninit*
2 $PROTOCOL 'SM’
3 SPORT *uninit*
4 SOPER 3
5 S$SSTATE 3
6 SMODE *uninit*
7 SREMOTE *uninit*
8 SREPERRS FALSE
9 STIMEOUT 15

10 SPATH *uninit*
11 $STRT_PATH *uninit*
12 $STRT_REMOTE *uninit*
13 SUSERNAME *uninit*
14 $PWRD_TIMOUT 0

15 $SERVER_PORT 0

h. Move the cursor to SSERVER PORT. Type in the name of the TCP/IP port you want to
use for socket messaging. The server tag is now ready to use from a KAREL program.
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11.3.3 Setting up a Client Tag

You need configure the client tags you want to use for socket messaging. Use Procedure 11-2 to set up
your server tags. You can also use Procedure 11-2 to undefine tags.

Note If the client tags you want to use are being used by a network protocol other than TCP/IP, you
need to undefine the tags before they can be used for socket messaging.

Procedure 11-2 Setting up a ClientTag

Conditions
* The tag you want to set up is not configured to be used by another device on your network.
Steps

1. Cold start the controller.

a. On theteach pendant, press and hold the SHIFT and RESET keys. Or, on the operator
panel, press and hold RESET.

b. While still pressing SHIFT and RESET on the teach pendant (or RESET on the operator
panel), turn on the power disconnect circuit breaker.

c. Release all of the keys.
On the teach pendant, press MENUS.
Select SETUP.
Press F1, [TYPE].
Select Host Comm.
Press F4, [SHOW].
Choose Clients.

© N o 0 > w DN

Move the cursor to the tag you want set up for Socket Messaging, and press F3, DETAIL.
You will see screen similar to the following.
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SETUP Tags
Tag C3:
Comment; *kkkkhkhkkhkkhkkkkkkhkhkhk
Protocol Name: Kk ok ok ok ok ok ok
Current State: UNDEFINED

Startup State:
Server IP/Hostname:***xkxkkkkkkkk k%%
Remote Path/Share: %%k kkkkkk ¥k k*

Port: ok k ok ok
Inactivity Timeout: 15 min

Username: anonymous
Password EEEEEEEEE R

10.
11.
12.
13.

14.
15.

Move the cursor to the Protocol Name item, and press F4, [CHOICE].

Select SM.

Move the cursor to the Startup State item, press F4, [CHOICE], and choose DEFINE.
Move the cursor to the Server IP/Hostname item, and press ENTER.

Type in hostname or IP address the of the remote host server you want to use for socket

messaging.

Note If you are not using DNS, you must add the remote host and its [P address into the host
entry table.

Press F2, [ACTION], and select DEFINE.
Set the system variable:

a. Press MENUS.
b. Select NEXT.
c. Select SYSTEM, and press F1, [TYPE].
d. Select Variables.
Move the cursor to SHOSTC CFG, and press ENTER.
f. Move the cursor to the structure corresponding to the tag selected in Step 8 . For

example, if you are setting up tag C3, move the cursor structure element [3], as shown
in the following screen.
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SYSTEM Variables
$HOSTC_CFG

1

W J o Ul b WN

HOST CFG T
HOST CFG T
HOST CFG T
HOST CFG T
HOST CFG T
HOST CFG T
HOST CFG T
HOST CFG T

g. Press ENTER. You will see a screen similar to the following.

SYSTEM Variables
$HOSTC CFG[3]

1

w J o0 Ul b WN

11
12
13
14
15

$COMMENT
$PROTOCOL
$PORT

SOPER

$STATE

$MODE
$REMOTE
$REPERRS
STIMEOUT
S$PATH

$STRT PATH
$STRT REMOTE
$USERNAME
$PWRD TIMOUT
$SERVER_PORT

*yninit*
" oM’
*uninit*
3

3
*yninit*
*yninit*
FALSE

15
*yninit*
*yninit*
*yninit*
*yninit*
0

0

h. Move the cursor to $SSERVER PORT. Type in the name of the TCP/IP server port you want
to use for socket messaging. The client tag is now ready to use from a KAREL program.
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11.4 SOCKET MESSAGING AND KAREL

11.4.1 Overview

Socket messaging is an integrated component of KAREL. When you use socket messaging functions
and utilities from a KAREL program, the syntax is similar to other file read and write operations,
except that you need to establish a network connection when you use socket messaging functions
and utilities.

The following KAREL socket messaging functions and utilities enable the server to establish a
connection with a remote host on your network. There are several KAREL program samples in this
section that provide examples of how these functions and utilities can be used with KAREL file
read and write functions and utilities to write a complete Socket Messaging KAREL client or a
server program or application. The Environment flbt statement is required to use any of the listed
builtins (%ENVIRONMENT f{lbt).

11.4.2 MSG_CONN( string, integer )

MSG_CONN needs to be called before any tag can be used for socket messaging.

The first parameter of this command contains the tag name ("S1:" for example) and the second
parameter is an integer that will contain the status of the operation. If you are using this command to
connect to a server tag, this command will return a status value only after a remote client device has
established a connection with this server tag.

If you are using this command to connect to a client tag, this command will return a status value only
if the remote server is attempting to accept the connection. If the connection was successful, the
c